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Preface 
Programming, like driving, has increasingly become a basic skill of modern people. There is no 

need to say the benefits of mastering programming skills and being able to use programming to deal 

with problems in daily work and life. 

However, at present, almost all the programming languages in the IT field are designed for 

professionals, and they set a threshold too high for employees in other job positions to learn and 

master in daily work. This also indirectly leads to the difficulty of finding a book about 

programming for this kind of people and putting what they have learned into practice. 

In fact, it is not difficult to understand the basic concepts and logic of programming. With an 

appropriate programming language and book tutorials, programming can become a skill that most 

people can master like driving. 

This book hopes to help this process. 

 

The content of this book can be divided into two parts. 

The first part is the foundation, which introduces the basic concepts of almost all programming 

languages. After understanding these knowledges, you can quickly grasp the key content and master 

a new language. However, only learning these contents, you can only handle some arithmetic 

problems that you almost never encounter in your work, and you can't apply what you have learned. 

Nevertheless, these contents are still necessary as a basis. 

The latter part is about the most common structured data and its processing methods in daily 

work. After obtaining these knowledges, you can handle the tasks of tables and data analysis and so 

on efficiently. The content of structured data computing described in this book is far beyond the 

current traditional system based on relational algebra. Many operation types are incorporated into the 

book for the first time all over the world, and mastering these operations is very important for 

structured data processing. 

This book is not for professional programmers who have an in-depth understanding of 

programming. It does not involve professional contents such as object orientation, event driven, 

framework and so on. Most of the knowledge here can be understood and mastered by beginners, but 

a small amount of content is relatively difficult. The part marked with * in the section name can be 

used as optional reading content to deepen the understanding of programming. It doesn't matter if 

you skip it and it won’t affect the learning of other parts and daily work application. 

 

The programming language used for examples in this book is called SPL, and the development 

environment is called esProc. At present, it is open source and can be downloaded from Raqsoft 

official website. The specific installation process is very simple and will not be described in detail 

here. 

SPL is the simplest programming language in the industry that has all the basic features of 

programming and can easily process structured data computing. Other languages are either too 

difficult or too cumbersome (including Python, which is very popular at present), and are not 

suitable for beginners. 

 

http://www.raqsoft.com/esproc-download
http://www.raqsoft.com/esproc-download
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1 Doing arithmetic 

1.1 Data 

Start esProc, click File > New from the menu bar to get a grid interface below: 

 

We write SPL code in this Excel-like grid, but of course this is not Excel.  

Most programming languages only support text style code. Generally, the code is executed from 

front to back if no special code is to change the order. SPL is slightly different. SPL code is written 

in a grid which will be called a cellset later, where all cells are filled with codes and executed from 

front to back. Specifically, it is executed cell by cell. Each cell is executed from left to right in each 

row, and then the cell of the next row is executed. Though they are not essentially different, the grid 

style coding is more nonprofessional-friendly, which you will appreciate more as you know SPL 

better.  

 

Programming books have been accustomed to starting with a simple “Hello,World” example 

program, a legacy of early command-line era and a third wheel for Contemporary GUI operating 

systems. And we just omit it.  

 

A computer program should be able to do what a calculator can do. Let’s see how esProc does the 

arithmetic by coding in the cell:  

 A B 

1 =3+5 =1-2+3-4 

2 =3+5*7 =6/2 

3 =1*(2+3) =1*(2-3*(4+5)) 

4 =1.5*1.5 =2*1.5 

5 =1/2 =1.0/2 

6 =65536*65536*65536*65536  

7 =1.000000001*1.000000001  
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8 =65536.0*65536*65536*65536  

 (Instead of taking a screenshot each time, sometimes we just code in the cell) 

The equal sign preceding the code in each cell is compulsory (just hold your why for a while). 

The parentheses must be in English format; error will be reported if they are in the Chinese format 

(try finding what kind of error it will report). 

 

Now press Ctrl-F9 to execute the program and the background of the code area turns pale yellow. 

Click a cell and you can view its value in the right-hand section: 

 

Before the execution, the background of the code area is white and a click of a cell containing 

code will not display a value on the right-hand section. Unlike Excel, esProc does not compute 

automatically. Generally, computer programs do not automatically execute an action until a special 

Execute operation tells them to do that. 

 

Look at those computed results: 

Like an Excel formula, an esProc formula has multiplication represented by *, division by /, and 

performs computation in the order of multiplication and division first and then addition and 

subtraction. 

Like an Excel formula, each layer in an esProc formula is represented by parentheses rather than 

brackets or braces, and error will be reported if the wrong symbol is used. 

Also like an Excel formula, an esProc formula computes both positive numbers and negative 

numbers. 

 

Results of A1, B1 and A2 are integers written without decimal points. Results of B2 and B4 are 

integers written with decimal points, as shown by 3.0. Why are there decimal points in the latter but 

there are not in the former?  

Because computers identify numbers with decimal points and integers as different types of 

numbers. The former is floating point numbers and the latter integers.  

We do not care the type of numbers when doing arithmetic. But in computer program, however, 

to identify the data type is a foremost and basic task, and critical for getting result correct because 
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integers and floating-point numbers are stored and processed in different ways.  

Is it necessary to distinguish integers from floating-point numbers since we can treat integers as 

floating-point numbers where the fractional part is 0? Why don’t we just use floating-point numbers? 

It is mathematically OK. But there are technical problems for computers to perform the related 

operations. Since it is much simpler to store and compute integers than process floating-point 

numbers, processing integers of floating-point format is as inefficient as processing real 

floating-point numbers. So that is not a wise choice to make particularly when the computation 

mainly involves integers. As computers cannot know the difference, it is the programmers’ job to 

make the right decision. 

Most programming languages differentiate integer from floating-point number but allow them to 

appear in the same expression. To compute the expression, we will convert the integer to the 

floating-point number (an integer can be always converted to a floating-point number, and not vice 

versa). The result of a division operation could be a floating-point number, so SPL specifies that the 

quotient should always be of the floating-point format to ensure that data type of the result is explicit 

and definite. SPL also defines a type of division operations that return integers. This type of division 

is represented by the backslash (\). See what =6\3 and what =5\3 will get respectively if you are 

interested.  

 

Let’s move on to view A6’s computed result. It is 0. What happened?  

A large number requires a larger space to be stored. The computer’s memory, however, is limited. 

The machine cannot represent an infinitely large number. We thus put a restriction on the size of data. 

Most contemporary programming languages have two representations for integers – 32-bit binary 

integers and 64-bit binary integers. This means the largest number computers can represent are 232 or 

264 (The actual size is half smaller because the other bit is used to represent the negative number). 

Error will happen once the computed result exceeds the limit. 

The largest integer SPL can handle is 64 bits. 655364 exceeds the limit and error happens. 

Unfortunately, almost all programming languages, including SPL, do not report the error but let it be. 

Programmers can only rely on themselves to avoid the mistake. 

Why do the 32-bit integers and 64-bit integers are selected? Two foremost reasons are usability 

and efficiency. 32-bit integers are sufficient for most operations, 64-bit integers occupy too much 

space and are less computationally efficient, which makes them necessary only in certain few 

occasions, the 16-bit integers are often inadequate, and to invent another type of integers makes the 

list a little crowded (Actually 16-bit integers and even 8-bit integers were once used on early 

computers. Interestingly all these types of integers are 2n-bit. There have never been such bits as 18 

or 25) 

Like the other contemporary programming languages (early programming languages may have 

different conventions), SPL calls 32-bit number integers and 64-bit numbers long integers.  

The fact is that both 231 and 263 are extraordinarily large numbers. Since it is rare that such a large 

number is used, it is not that important to dig deeper.  

 

A7’s computed result is also not what we expect. And why? 

Same as integers, storage space is limited for floating-point numbers. On the other hand, 

floating-point numbers are finite (approximately 10308) and can only be represented by a limited 
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precision of about 18 significant figures (Extra figures should be discarded). Thus A7’s error 

happens.  

In addition – this is important, contemporary computers uses binary numbers to perform 

calculations. The binary counterpart of a decimal integer can retain the original precision. But a 

decimal finite decimal, such as 0.1, probably becomes a recurring decimal – you can think about the 

principle behind it yourself – which cannot be precisely represented by computers after it is 

converted to a binary number. Deviation can be accumulated to lead to unexpected error when the 

imprecise number undergoes a series of operations.  

Yet, integers are always precise after a series of operations, and thus the first choice on all 

possible occasions. 

 

Let’s look at A8. Unlike A6, it records 65536 as 65536.0, which tells the computer that this is a 

floating-point number instead of an integer. SPL will convert a number to floating-point format, 

which has a far greater range than integer, for computations to get the correct result instead of an 

over-limit number. 

But what does 1.8446744073709552E19 mean? 

This is the scientific notation conventionally used by all programming languages. Here it 

represents the number 1.8446744073709552*1019. In a cell code, number 1.23*10-20 can also be 

represented by 1.23E-20. 

 

Apart from integers, long integers and floating-point numbers, other data types in SPL include 

huge numbers (which represent numbers of any length and precision but process slower), strings and 

date, time and datetime. All will appear in the following sections. 

Understanding the basic data types is the foremost thing to learn a programming language. 

1.2 Variables and statements 

The area of a circle is 𝑆 = 𝜋𝑟2. Now we write a piece of code to caclualte the area of a circle 

with the specified radius. Here we take 3.14 as the value of 𝜋.  

 A 

1 5 

2 =3.14*A1*A1 

Execute the code and view A2’s value, which is the area of a circle whose radius is 5. 

To calculate the area of another circle whose radius is 7.8, we just need to change A1 to the 

specific value and then execute the code. Now A2’s value is the current circle’s area. 

It looks like that Excel is more convenient. The spreadsheet tool can automatically calculate after 

you enter a new value. But this is not the key point. We just let it be. 

 

Let’s examine the expression in A2. It contains a cell name. It references A1’s value at 

computation and uses the new value whenever there is a change to A1. That is, this expression 

references a value through the name of cell containing it.   

It is easy to understand for one who is familiar with Excel. 
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Programming languages call named data the variable, like A1 and A2 (We can write =A2*4 in A3 

to calculate the area of a ball with A1 being the radius). A3 is also a variable. All cells in the cellset 

are variables. 

Then we can reference a variable in a computing expression. A recomputation of the expression 

with a new variable value will get a new result. So coding only once for computing multiple 

expressions of same pattern. It is convenient and error immune. Computers are indeed good at doing 

the repetitive work. 

Excel also has this merit. 

 

Is the variable thus named because it is variable? 

That’s it. A variable can get a new value in a program, as the following piece of code shows: 

 A 

1 5 

2 =3.14*A1*A1 

3 >A1=7.8 

4 =3.14*A1*A1 

A2 and A4 have same expressions, but they get different results after execution. A3 modifies A1’s 

value to 7.8 when executed. A4 then takes the new value for A1 to do the computation.  

This is different from Excel. The spreadsheet tool cannot modify a cell value by writing a 

formula in another cell.  

 

Instead of the equals sign =, A3’s code is headed by the sign greater than sign >. In SPL, a cell 

whose content begins with = is called a calculation cell and one whose content starts with > is called 

an executable cell. A calculation cell calculates the expression after the equals sign and puts result 

into the current cell. An executable cell executes the action after the greater than sign but will not put 

any value into the current cell. In the above code, A3’s value is still null after it is executed.  

Cell A1 in the above piece of code, with neither the equals sign nor the greater than sign, is called 

a constant cell in SPL. It is used to define a constant. 

 

Many programming languages have the concept of constant variable, which can be understood 

as the named constant. The constant variable value cannot be changed at running time of the 

program once it is set. The constant variable can also be regarded as a variable that can only got 

assigned once. The introduction of constant variable aims to avoid changing the variable value that 

should be kept unchanged when code is wrongly written. 

SPL does not have the strict concept of constant variable. The value of constant cell A1 in the 

above code can be modified by the execution of an executable cell. 

 

Generally, a program written with a programming language is in text format, sentence by 

sentence. The sentence-wise format is more apparent in programs written in earlier programming 

languages. Each sentence describes an action to be carried out. Such a sentence is called program 

statement. A piece of program is made up of a set of program statements.  
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SPL does not feature this sentence-wise coding format. In a SPL program, code in a cell can be 

treated as a statement. Both a calculation cell and an executable cell are statements. 

 

In most programming languages, programmers need to name variables. SPL supports 

user-defined names, too, as shown in the following program: 

 A 

1 >r=5 

2 =3.14*r*r 

3 >r=7.8 

4 =3.14*r*r 

Here letter r, rather than A1, is used to name the variable. Results are the same. 

In the following interface, variable r is displayed in the right bottom section. 

 

The advantage of a meaningful user-defined variable name is unforgettable and not easy to 

confuse, such as the r used in the above program. It is the same r as the one in the formula for area of 

a circle.  

Sometimes when the variable is used for storing an intermediate result, you can give it a not so 

meaningful name. But there is a probability that it is a namesake. In SPL, you can name a variable 

after the cell name. This is one of the small conveniences that the grid-style coding format has but 

that the text coding format does not have.  

 

There are two variables, a and b, and we need to exchange their values, for instance. The general 

program is as below: 

 A 

1 >a=5 

2 >b=3 

3 >c=a 

4 >a=b 

5 >b=c 

The newly defined variable c can be renamed after the cell name: 



 

10 

 A 

1 >a=5 

2 >b=3 

3 =a 

4 >a=b 

5 >b=A3 

Like in Excel, when the cell name is used as the variable name in SPL and when a row or column 

is inserted or deleted, the cell name referenced in an expression will be automatically adjusted to get 

the right result. SPL’s another Excel-like feature is to use the dollar sign $ to fix a cell to the specific 

row and column when a row or a column is inserted or deleted.  

esProc also offers some commands and their shortcuts on the Edit menu. When you are familiar 

with the SPL features, you will find that its grid-style coding format is far more convenient than the 

text coding format.  

 

By the way, SPL is a case-sensitive programming language. The lowercase r and the uppercase R 

generate different effects. The cell name used as a variable name should be the uppercase. A1 

represents a cell variable while a1 is only an ordinary variable. Some programming languages are 

case-insensitive, where the lowercase r and the uppercase R produce same effects.  

A sign that can be used as a variable name is usually made up of letters and numbers and must 

not begin with a number. It can contain the underline (The sign _ is generally treated as a letter and 

can be placed at the beginning). SPL also allows using the Chinese character in a variable name. 

Identifiers are the jargon for the signs that can be included in the variable name.  

 

Another question: Does a variable have a data type? 

There are two types of programming languages. One is the strong typed languages, such as Java 

and C/C++. They require that a variable’s data type be declared before it is used. If variable x is 

declared as the integer type, it cannot be used to store a floating-point number. If it is assigned a 

floating-point number, it will be automatically converted into an integer (and lost information during 

the process). The other is the weak typed languages, such as SPL. In SPL, users do not need to 

declare the data type for a variable; the appropriate type will be naturally generated during the 

computation. 

Does it show that the weak typed languages are more convenient to use? 

It does in terms of usage convenience. But as a strong typed language declares the data type of a 

variable in advance, the computer knows how to store the variable before execution and thus gets a 

better performance. A weak typed language decides the storage method after the result is obtained, 

which makes computing performance poorer. Besides, it cannot detect the error if the data type is 

mistakenly changed.  

There is no perfect thing of the kind.  

 

Take the formula for the area of a circle as an example. 𝑆 = 𝜋𝑟2 is in essence an equation. It 

tells that the area of a circle 𝑆 is equivalent to 𝜋𝑟2. In fact, the equation will still hold if they 

switch positions.  
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Now we write the formula in SPL statement to calculate the area of a circle: 

>S=3.14*r*r 

Is it an equation too? 

No! 

In a programming language, a statement that sets the value of a variable is called the assignment 

statement. It represents an action, rather than being a mathematic equation. It should not be written 

as follows:  

>3.14*r*r=S 

It makes no sense. The computer will report an error for it. 

 

An assignment statement calculates the expression on the right of the sign = and assign the result 

to the variable on the left the sign =. The calculation of the expression is irrelevant with the variable. 

The assignment will only begin after the calculation is finished. 

This way an equation that is mathematically impossible will become a common assignment 

statement, as shown below: 

>X=X+1 

It denotes that the current X value plus 1 and the result will be assigned to X. Suppose the X’s 

value is 3, then its value will become 4 after execution. 

You will basically understand the concept of variable if you can figure out what X=X+1 means. 

This can be counted as the first small barrier in the course of learning program design and a concept 

that Excel does not have. 

 

Look at this piece of code: 

 A 

1 >a=5 

2 >b=3 

3 >a=a+b 

4 >b=a-b 

5 >a=a-b 

Try to change the initial values of both a and b multiple times and execute the program to see the 

final values of both variables. You can first make a guess and then try to prove your conclusion using 

the variable assignment principle. 

Early computers have small memories. One fewer variable means less memory usage, and 

programmers invented the crazy code to achieve this goal. 

1.3 Functions 

As we have said, data has types. A division operation may get a result of floating-point number. If 

we need to get an integer, by rounding about the result, for instance, what should we do? 

It seems that we haven’t introduced a method for doing this. Even if the result is an integer (like 

6/3), it will be represented by a floating-point number (3.0). How will it be converted into an integer 

that can be identified by the computer? 
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We need int() function to get this done. 

 A 

1 =int(6/3) 

2 =int(100/3+0.5) 

int(x) calculates the integer part of x: 

int(3.0)=3，int(3.1)=3 

int(-3.0)=-3，int(-3.1)=-3 

(Here = represents a mathematical equation rather than an assignment statement) 

 

The concept of function is introduced as early as in a high school mathematics textbook. For the 

time being, we can consider that the function concept in the programming language is the same as 

that in the mathematics. Both have the independent variable (which is called parameter in 

programming languages) and dependent variable (which is called return value in programming 

language). In the equation y=f(x), x is the parameter and y is the return value, or we can say f(x) 

returns y.  

int(x) takes number x as the parameter and returns the integer part of x. It is called integer 

function.  

By the way, int(x) returns a 32-bit integer. long(x) is used to convert a number (an integer, a 

floating-point number, or a long integer) to a long integer. There is also the float(x) function for 

converting a number to a floating-point number,  

 

Usually, a practical program written in a specific language uses many ready-made functions that 

the language predefines. These ready-made functions are also called library functions like they are 

stored in and retrieved from a library of functions. Generally, a skilled programmer needs to be 

familiar with hundreds of frequently used library functions. It is important and necessary to learn to 

use the library functions if you want to master a programming language. 

The significance of library functions lies in the reusability. The ready-made code for a specific 

operation that is packaged into a library function is convenient to use anywhere, anytime, while a 

rewriting is troublesome and error prone.  

Moreover, most of the time programmers who develop high-level application cannot write code 

for implementing the low-level operations. They can only be achieved through library functions. It is 

almost impossible to implement int(x) function in SPL (It’s almost because hardcoding can make it if 

efficiency is completely not a concern. You can try to do this when you finish the relative section in 

this book).  

 

You might be curious about how library functions come into being since they cannot be written in 

your currently used language?  

Generally, a programming language is developed in another more foundamental programming 

language. Its library functions can be written with this more foundamental language. SPL, for 

instance, is developed in Java, so the library functions it cannot write are written in Java; Java is 

developed in C language, so the library functions it cannot write are written in C language; and an 

assembly language can write any library functions (though functions in this level are already beyond 
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recognition).  

This is another issue. 

 

Actually, the concept of function in the programming language is wider than that in the 

high-school mathematics. 

A function does not necessarily have parameters. SPL pi() function, for instance, returns 𝜋 only . 

To calculate the area of a circle, we use the following code: 

>S=pi()*r*r 

A function may not have a return value, like output(x) function.  

 A 

1 >output("Hello,World") 

Execute the code and we can view Hello,World in the right bottom section on the following 

interface. 

 

output(x) function outputs the value of x to the output window on the right bottom section, so it 

will not return a value. 

A function that does not return a value execute an action instead. It is more like a statement. 

The word “function” also has the meaning of purpose or activity. This shows that the value return 

is the purpose or the target activity we want to achieve. For programmers, value returning is not the 

only significance of functions, they use them to do anything that can be done. 

In this sense, we, sometimes, call the use of a function calling it, like it is called up to perform a 

specific task. 

 

Like functions in mathematics, functions in programming languages may have more than one 

parameter. max(x,y), for instance, returns the larger one of x and y. 

Some functions have a fixed number of parameters. The power function power(a,x) that returns ax 

always have two parameters. max() function, however, can have more parameters. Both max(1,2) and 

max(3,4,5) are allowed. 

The parameters of a SPL function can have default values. Parameter n in pi() function takes 1 as 

its default. pi(n) means 𝑛𝜋, but in most cases the function returns 1𝜋. So pi() means pi(1). It is 

important to know the parameter default values, otherwise you may not understand the code written 
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by others. 

Not all programming languages support parameter default value.  

 

All features introduced as yet are not beyond Excel.  
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2 Doing judgement 

2.1 Logic operation 

If we want to calculate the absolute value of a number (in fact, SPL has an abs() function, but 

here we use other methods to try), we need to judge whether the number is greater than 0 or less than 

0. We introduce the if() function to achieve this: 

=if(x>0,x,-x) 

if(a,b,c) function has three parameters, where a is a condition. If the condition holds, b is returned, 

otherwise c is returned. 

Using if function, max(x,y) can also be realized: 

=if(x>y,x,y) 

 

Most modern programming languages have a data type called boolean. It has only two values: 

true and false. 

Conditional judgment, such as the above x>0 or x>y, is also understood as a kind of calculation 

expression in programming language, just like our conventional arithmetic expression, except that its 

calculation result is a boolean value. When this condition holds, its calculation result is true, 

otherwise the calculation result is false. 

The stricter description of if(a,b,c) function is as follows: if a is true, b is returned; otherwise, c is 

returned. 

To convert a data of other types into boolean, you can use the bool(x) function. If x is not null, it 

will return true, otherwise it will return false. In fact, there is no distinction between null and false in 

SPL. 

 

Since Boolean value is also a kind of data, it should be able to participate in operation. Let's take 

a more complicated example: given a year, calculate how many days there are in that year. 

We know that there are 365 days in a normal year and 366 days in a leap year, so we just need to 

judge whether the year is a leap year or not. The complete rule is this: if a year is divisible by 4 and 

cannot be divisible by 100, or it is divisible by 400, it is a leap year. For example, 2004 is a leap year 

(divisible by 4 but not by 100), 2000 is a leap year (divisible by 400), 1900 is not a leap year 

(divisible by 4 but also by 100). The SPL expression is as follows (y is the year to be judged): 

=if(y%4==0 && y%100!=0 || y%400==0,366,365) 

The last two parameters are easy to understand. Let's explain the first parameter, that is, y%4==0 

&& y%100!=0 || y%400==0 . 

% is used to calculate the remainder of the division operation, == is used to determine whether the 

operands are equal, y%4==0 indicates whether the remainder of y divided by 4 is equal to 0, that is, 

whether y can be divisible by 4. If y can be divisible by 4, then the result of y%4==0 is true, otherwise 

it is false. For example, 2004%4==0 is true, while 1998%4==0 is false. 

SPL retained the habit of C language, using != to indicate “not equal to” , while many 

programming languages use <> to indicate “not equal to”. Other comparison operators in SPL, such 
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as >=, <= and so on, are the same as most programs. 

So, y%100!=0 can determine whether y can not be divisible by 100. Similarly, 1900%100!=0 is false, 

while 1998%100!=0 is true. Similarly, y%400==0 will be used to determine whether y can be divisible 

by 400. 

 

What are the remaining && and || ? 

These are the boolean operators, && stands for "and", which is usually called AND in 

programming; || stands for "or", which is called OR in programming. Both && and || are binary 

operators, that is, like addition, they have two operands. The operation rules of && and || are as 

follows: 

true && true = true 

true && false = false 

false && true = false 

false && false = false 

true || true = true 

true || false = true 

false || true = true 

false || false = false 

In fact, they are the normal meanings of "and" and "or". The priority of && is higher than ||, that is 

to say, if there are no parentheses, && will be calculated first and then ||, just like multiplication and 

division before addition and subtraction. If this expression is written as y%400==0 || y%4==0 && 

y%100!=0, it will get the same result. 

There is also a very common operator ! with single operand, meaning “not”, and the operation 

rules are as follows: 

!true = false 

!false = true 

! is a little bit like the minus sign “-“ in arithmetic, and its priority is higher than &&. 

SPL retained the C language operators, while some programming languages directly use the 

words AND and OR and NOT to express &&, || and !. 

 

Now, we can understand y%4==0 && y%100!=0 || y%400==0, it really correctly expresses the rule of 

leap year judgment. 

 

Here's another question. Why do we use two equal signs ==, instead of using one equal sign as in 

arithmetic expressions? 

This is because SPL retained the habit of C language, and considers the assignment statement 

such as a=x as an operation expression, which also has a calculation result, that is, x. For example, if 

we write =a=5 in cell A1, SPL will not report an error but will execute normally, and we can see that 

not only variable a has a value of 5, but also cell A1 itself has a value of 5. Because a=5 is also 

understood as a calculation formula, its calculation result is 5, which can be assigned to cell A1. 

But after such an agreement, if we also use = to judge equality, we can't distinguish it. Therefore, 

the C language stipulates that two equal signs == should be used to judge equality, so it will not be 

confused with assignment operation. SPL also applies this rule. 
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After getting used to it, we will see the advantages of this convention, which can make the code 

much simpler. But there is also a risk. It's easy to write = when it's time to write ==. Originally, we 

want to judge the equality, but we made an assignment instead. We should pay special attention to it 

when writing codes. 

 

It should be noted that not all programming languages are regulated in this way. For example, 

BASIC language does not regard assignment as an operator. a=5 only completes assignment without 

a calculation result. It also uses one equal sign to judge equality. The advantage is that it's not easy to 

make mistakes, but the code can be cumbersome sometimes. 

Still, there is no perfect thing of the kind.  

 

2.2 Branching structure 

We can make some judgments with the if() function, but in some cases, we need the if statement. 

Let's review the quadratic equation 𝑎𝑥2 + 𝑏𝑥 + 𝑐 = 0 we learned in middle school. We can use 

the formula 𝑥 =
−𝑏±√𝑏2−4𝑎𝑐

2𝑎
 to find the solutions, but we need to pay attention to 𝑏2 − 4𝑎𝑐 . If it is 

greater than 0, there are two solutions. If it is equal to 0, there is only one solution. If it is less than 0, 

there is no real solution. 

We will program to find solutions of the equation. The coefficients 𝑎, 𝑏, 𝑐 will be filled in cells 

A1,B1,C1, and the resulting solutions are required to be written in cells A2 and B2. If there are two 

solutions, fill in both A2 and B2; If there is only one solution, only A2 is filled in; If there is no 

solution, it will not be filled in. 

 A B C 

1 3 8 4 

2    

3 =B1*B1-4*A1*C1   

4 if A3>0 >A2=(-B1+sqrt(A3))/2/A1 >B2=(-B1-sqrt(A3))/2/A1 

5 if A3==0 >A2=-B1/2/A1  

sqrt() in B4 and C4 is a square root function, which need not be explained in detail. The point is 

that if statements appear in A4 and A5. 

---- 

if is followed by a logical expression. If the result of this expression is true, the program will 

continue to execute the cells to the right of the if cell; If the result of the expression is false, the 

program will skip those cells to the right of the if cell and go directly to the next line for execution. 

Note that this if is not the if() function mentioned in the previous section. It may not be followed 

by parentheses(if parentheses do exist, parentheses will be regarded as a part of the logical 

expression, and a layer of parentheses outside the expression will not change the calculation result of 

the expression), and it must be written at the beginning of the code in the cell. 

This is the simplest form of the if statement: if the condition is true, it will be executed to the right, 

otherwise it will be executed directly down. 
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There is no error in this code, but there is a small problem. Judge whether A3 is greater than 0 in 

cell A4, and if it is true, B4 and C4 will continue. And then what? The program will still be executed 

to A5, and it will be judged whether A3 is equal to 0 again, but this is an unnecessary action and a 

waste of time. Only if “A3 is greater than 0” is not true, it is necessary to judge whether A3 equals 0. 

How to avoid this redundant action? The code can be written like this: 

 A B C 

1 3 8 4 

2    

3 =B1*B1-4*A1*C1   

4 if A3>0 >A2=(-B1+sqrt(A3))/2/A1 >B2=(-B1-sqrt(A3))/2/A1 

5 else if A3==0 >A2=-B1/2/A1 

 

The if in cell A4 and the else in cell A5 form a pair. If the judgment in A4 is true, the cells to the 

right of A4 will be executed. If it is not true, the program will see if there is an else under A4. If there 

is, it will execute the cell to the right of this else. 

else means "otherwise", that is, the action to be executed when the previous if is not true. 

 

This program uses the formula of quadratic equation, but the premise is that the equation is really 

quadratic, that is to say, it assumes that A1 is not 0. If A1 is 0, the B4, C4 and C5 of the above program 

will be divided by 0. Let's continue to improve this code, so that it can deal with the case that A1 is 0, 

that is, the equation degenerates into a linear equation. 

 A B C D 

1 3 8 4  

2     

3 if A1==0 >A2=-C1/B1   

4 else =B1*B1-4*A1*C1   

5  if B4>0 >A2=(-B1+sqrt(B4))/2/A1 >B2=(-B1-sqrt(B4))/2/A1 

6  else if B4==0 >A2=-B1/2/A1 

Looking at this section of code, it is obvious that B4:D6 is moved from A3:C5 of the previous 

section, that is, the else processing to be performed after the judgment in A3 is not true. However, 

B4:D6 takes up three rows, not just the cells to the right of A4. 

 

At this time, we will introduce the concept of SPL code block. 

 

For any cell, if the lower and the lower left of it are all empty, then the block area formed by the 

right and the right lower cells of it is called its code block. Take A4 for an example, A5 and A6 below 

it are all empty, so the block area from B4 to D6 is called A4’s code block. For A3, the A4 below it is 

not empty, so its code block is only B3:D3, and cannot be extended to line 4 (A4 is not empty). That is 

to say, all the cells to the right of a cell must belong to its code block, but whether the lower line to 

the right of the cell belongs to its code block depends on whether the cells below and to the left of it 

are empty. 
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It's rather tongue twister to describe with words, but actually it's very intuitive from the grid 

layout. Look at the grid below: 

 A B C D 

1 X X  X 

2  X X X 

3   X  

4  X  X 

5 X  X X 

6   X X 

 

The code block of A1 is B1:D4, because A2:A4 is empty and A5 is not; 

The code block of B1 is C1:D1, because B2 is not empty; 

The code block of B2 is C2:D3, because A3:B3 is empty and B4 is not; 

The code block of C3 is D3:D3, because B4 is not empty; 

The code block of A5 is B5:D6, because A6 is empty. 

 

Code blocks are designed to limit the scope of a statement. If the condition of if is true, the code 

block of the cell where the if is located will be executed; If not, the code block of the corresponding 

else cell will be executed. 

Some programming languages use curly brackets or BEGIN...END to enclose the statements to be 

executed. The programming language using this scheme has no requirements for writing format. 

However, for the sake of readability, people still use text indentation to write the code into this 

ladder shape to see the scope of each statement. SPL does not use bracket scheme, but directly uses 

ladder like code blocks to limit the scope of statements, which will force the code to have a certain 

format. 

 

The above code can also reverse the condition of A3, and the square root calculation can be done 

only once: 

 A B C D 

1 3 8 4  

2     

3 if A1!=0 =B1*B1-4*A1*C1   

4  if B3>0 =sqrt(B3)  

5   >A2=(-B1+C4)/2/A1 >B2=(-B1-C4)/2/A1 

6  else if B3==0 >A2=-B1/2/A1 

7 else >A2=-C1/B1   

The code block of A3 is B3:D6, which will be executed when the judgment condition of A3 is 

established, otherwise, the code block B7: D7 of A7 where else is located will be executed. 

 

We have to further consider the case of equation degeneration, that is, A1 and B1 are both 0. At 

this time, if C1 is also 0, then any number is the solution of the equation. If C1 is not 0, then the 

equation has no solution. 
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 A B C D 

1 3 8 4  

2     

3 if A1!=0 =B1*B1-4*A1*C1   

4  if B3>0 =sqrt(B3)  

5   >A2=(-B1+C4)/2/A1 >B2=(-B1-C4)/2/A1 

6  else if B3==0 >A2=-B1/2/A1 

7 else if B1!=0 >A2=-C1/B1  

8  else if C1==0 >output("Any") 

When the equation degenerates to 0=0, the code does not fill in any solution and outputs an any at 

the bottom right. 

 

Like the above code, else has if in the code block. This situation is not uncommon in reality, which 

will lead to the wide code, because every additional layer of if needs to be indented to the right, the 

code is not very beautiful and easy to read. 

Many programming languages, including SPL, provide syntax to bind else to if after it, and the above 

code can also be written as follows: 

 A B C D 

1 3 8 4  

2     

3 if A1!=0 =B1*B1-4*A1*C1   

4  if B3>0 =sqrt(B3)  

5   >A2=(-B1+C4)/2/A1 >B2=(-B1-C4)/2/A1 

6  else if B3==0 >A2=-B1/2/A1  

7 else if B1!=0 >A2=-C1/B1   

8 else if C1==0 >output("Any")   

Write the else and the if immediately following the else together. These else if and the first if form 

a complete if statement. It is equivalent to judging a batch of mutually exclusive conditions 

respectively, executing the corresponding code block when a condition is established, and then 

ending the entire if statement. 

2.3 Comments and jumps 

The program code may not always be written correctly. When there is no expected result, we 

often can't figure out the reason. At this time, we need to debug the program to locate the error. 

In the early days, the primitive debugging method was to output the intermediate results of the 

program to see which step was wrong. The development environment of modern programming 

language basically provides perfect debugging function, which can execute code step by step to see 

whether the direction of the program is consistent with the expectation, and whether the intermediate 

results are consistent with the expectation. 
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esProc also provides these functions, all on the program menu. It's difficult to describe the use of 

debugging functions in words. You can find it out quickly after trying several times. We won't 

elaborate here. SPL codes are written in the cells, and each execution unit is a cell. It’s easy to check 

the value of cells and variables midway, and it’s naturally very convenient for debugging. 

Now that we have learned the branching structure, the program is no longer always going from 

top to bottom. It may go through different paths under different data. You can use the program 

debugging function to observe the direction of the above programs. 

 

In the process of debugging, sometimes we want to see the running effect when a piece of code is 

skipped and not executed. However, if we delete this code, we may need to add it back later, which 

is troublesome. 

In this case, comments can be used. Almost all programming languages provide comment 

statements or functions. In SPL, if a cell starts with /, it is considered as a comment cell. This cell 

will be automatically ignored and skipped during execution. If a cell starts with //, the cell and its 

code block will be ignored and skipped. 

You can try to add / or // to some cells to see what changes will occur in the code display. 

In the following code, A7:D7 and D5 will be ignored and skipped, that is, the second solution will 

not be calculated, and the case that B1 is not 0 will not be handled. 

 A B C D 

1 3 8 4  

2     

3 if A1!=0 =B1*B1-4*A1*C1   

4  if B3>0 =sqrt(B3)  

5   >A2=(-B1+C4)/2/A1 />B2=(-B1-C4)/2/A1 

6  else if B3==0 >A2=-B1/2/A1  

7 //else if B1!=0 >A2=-C1/B1   

8 else if C1==0 >output("Any")   

It's very convenient to use comments to control debugging. You can change this code into 

comments when you don't need to execute it, and change it back when you need to execute it again. 

The main body of the code doesn't need to be deleted. 

 

The original intention of the invention of comments is to enable programmers to write some code 

related notes in case they can't understand the code after a long time. Of course, this role still exists, 

good program codes always have detailed and clear comments. In SPL, the text written directly will 

be regarded as a constant cell, which does not affect the execution of the program. It can play the 

role of comments, and the role of a comment cell is more used to facilitate debugging. 

 

if statement can change the direction of the program, many programming languages also provide 

a more simple and crude way to change the program flow, that is, goto statement. Let's rewrite the 

code of solving quadratic equation to feel it (only consider the case that A1 is not 0): 
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 A B C 

1 3 8 4 

2    

3 =B1*B1-4*A1*C1 if A3<0 goto A6 

4 if A3==0 >A2=-B1/2/A1 goto A6 

5 =sqrt(A3) >A2=(-B1+A5)/2/A1 >B2=(-B1-A5)/2/A1 

6    

There is an extra empty line in the code, but the logic seems very clear, avoiding the long if... else 

block. 

 

A more complete case can also be rewritten with goto: 

 A B C D 

1 3 8 4  

2     

3 if A1==0 if B1==0 if C1==0 goto A9 

4   >output("Any") goto A9 

5  >A2=-C1/B1 goto A9  

6 =B1*B1-4*A1*C1 if B6<0 goto A9  

7 if B6==0 >A2=-B1/2/A1 goto A9  

8 =sqrt(B6) >A2=(-B1+A8)/2/A1 >B2=(-B1-A8)/2/A1  

9     

 

The goto statement has been controversial since it came into being. Many computer scientists 

complain that it can mess up the flow of programs. When a program is running normally, we don’t 

know what will happen when a goto statement appears, and it is very difficult to debug when the 

program goes wrong. Therefore, some programming languages simply do not provide goto statement, 

and do not allow casual jumping. 

However, sometimes when the program level is deep, when the conditions are appropriate, 

jumping out with a goto statement will make the code clearer. If goto is not used, it is likely to make 

repeated judgments to avoid executing statements that should not be executed. Our attitude towards 

goto should be: don't ban it, but use it carefully. Generally speaking, we can keep this principle: 

always jump out from the depth of multi-layer code (for example, SPL code blocks have obvious 

levels), not jump in; Jump forward, not backward (though not forbidden). 

 

goto is always userd with if, that is, jump when a condition holds (or does not hold). goto, when it 

has nothing to do with if, is meaningless. Jumping forward will make the code in the middle useless 

(instead, it can be used for debugging, playing the role of comments mentioned earlier); Jump 

backward and the program will never end. 

 

However, in SPL, if you accidentally write a program that will not end, don't worry. When the 

code is running, the development environment is not dead. You can use the debugging function to 

terminate the program. 
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3 Doing loop 

3.1 Single layer loop 

So far, all the code we have written is executed once from top to bottom and then ends. if 

statements may cause some code to be skipped and not executed. The overall flow of the program is 

still from top to bottom, and no code will be executed multiple times. 

 

In fact, what computers are best at is repetitive work, that is, to execute the same code over and 

over. Obviously, we should not copy the code repeatedly, which requires the ability of the program 

language to loop. 

 

Let's calculate 1+2+... +100: 

 A B 

1 =0  

2 for 100 >A1=A1+A2 

Only two lines are OK. After the program is executed, the A1 value becomes the answer we want: 

5050. 

 

Almost all programming languages use the keyword for for loop statements, and SPL is no 

exception. 

for 100 in A2 means that the code block of A2 will be executed 100 times. Here, the code block of 

A2 has only B2, that is, B2 will be executed 100 times. During execution, the cell value of A2 will 

start from 1, add 1 after each execution, and finally become 100. 

A2 cell with for is called loop cell. The code block of A2, that is, the code to be repeatedly 

executed, is called the loop body of A2. A2 itself is also called the loop variable of the loop, and it 

will change from 1 to the number of cycles. 

Let's look at this code. We have understood the statement x=x+1 before. A1=A1+A2 in the loop 

body is similar, that is, each time we add A2 to the current A1, A2 will increase from 1 to 100, so A1 

will add 1, 2,...,, until 100, and the operation of 1+2+...+100 is completed. 

 

We can also use this structure to calculate 1+3+5+...+199, that is, the first 100 odd numbers. 

 A B 

1 =0  

2 for 100 >A1=A1+(2*A2-1) 

This time, it’s still to add 100 numbers, so we need to loop 100 times, the loop variable A2 will 

still change from 1 to 100, but the number to be added is no longer a direct loop variable, and it 

needs to be calculated through the loop variable (2*A2-1). 

 

Now we do a slightly more complex operation. According to Taylor formula: = 1 +
1

1!
+

1

2!
+
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1

3!
+ ⋯ , add the first 20 terms to calculate the approximate value of the natural logarithm base e: 

 A B 

1 =1 =1 

2 for 20 >B1=B1*A2 

3  >A1=A1+1/B2 

4 =exp(1)-A1  

Here, we need to introduce an auxiliary variable B1 to store the factorial value n!, It is also 

calculated step by step in the loop. Finally, the result is accumulated in A1. Use the expression of A4 

to see the difference between the calculated result and the actual value. The function exp(1) will 

calculate the value of e, i.e. the power of e1. 

This code can not loop too many times, because n! is going to get very big, and it's going to get 

out of the range of floating-point numbers very quickly. 

 

Fibonacci sequence is such a sequence: the first and second terms are all 1, from the third term, 

each term is equal to the sum of the previous two terms, written out as 1,1,2,3,5,8,…. This is a 

famous rabbit sequence. If you are interested, you can search its origin. I won't repeat it here. 

Now let's calculate the nth term of the Fibonacci sequence, n>2. 

 A B 

1 =1 =1 

2 20  

3 for A2-2 =A1+B1 

4  >A1=B1 

5  >B1=B3 

B1 is the result we need. A2 is the number of terms we want to compute, which is n. 

The number of loops in a for statement is not always a constant, but can also be a calculation 

expression A2-2. Because the first two terms already exist, we only need to calculate n-2 times. There 

is no loop variable used in this loop body. A3 only controls the number of loops. 

Calculate the next item in B3, and then fill in A1 and B1 respectively to replace the original items. 

In this way, for each loop, A1 and B1 are equivalent to moving forward once in the Fibonacci 

sequence, from the first and second items to the second and third items, and then to the third and 

fourth items,... At the end of the loop, they will become the n-1 and n items, and B1 is the result we 

need. 

 

This code can also be written one line less without the intermediate variable: 

 A B 

1 =1 =1 

2 20  

3 for A2-2 >B1=A1+B1 

4  >A1=B1-A1 

Debug it and try to find its logic by yourself. 
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We learned the goto statement in the previous section. In fact, we can use goto and if to create the 

effect of the for statement. For example, in the first example of 1+2 +...+100: 

 A B 

1 =0 =1 

2 if B1<=100 >A1+=B1 

3  >B1+=1 

4  goto A2 

Here A1+=B1 is equivalent to A1=A1+B1. Similarly, B1+=1 is equivalent to B1=B1+1. This is a 

simplified way of writing in C language, and this style is retained in SPL. x+=y is equivalent to x=x+y. 

Similarly, subtraction, multiplication, division can be written like this, but addition is the most 

commonly used. 

Using if and goto to create loops, a loop variable (B1 here) needs to be defined artificially. First, 

an initial value of 1 is assigned to the loop variable. Then the if statement is used to judge whether 

the loop ends or not. If not, the loop body will be executed. After execution, the loop variable will be 

added by 1, and then goto will be used to jump back. If the loop end condition is true, the if statement 

will no longer execute the loop body. 

Obviously, the loop written by the for statement is simpler than the if...goto structure, and it is not 

easy to make mistakes (if the action of adding a loop variable by 1 is omitted accidentally, the loop 

created by if...goto will never end). Moreover, such goto violates the principle of not jumping 

backward. So we don't usually use if...goto to create loops. 

3.2 Multilayer loop 

Just as if... else may be found in the code block of if and else, there can be for again in the loop 

body of for, which we call multi-layer loop. 

 

Narcissus number refers to such a three-digit number，the sum of the cube of each digit is equal 

to the number itself. Now we want to calculate all Narcissus numbers between 100 and 999. 

 A B C D E 

1 for 9 =100*A1 =A1*A1*A1   

2  for 0,9 =B1+10*B2 =C1+B2*B2*B2  

3   for 0,9 =C2+C3 =D2+C3*C3*C3 

4    if D3==E3 >output(D3) 

We haven't learned the concept of set yet, and can't save all the Narcissus numbers found in one 

set. So in cell E5, we use the output() function to output the Narcissus numbers, which can be seen in 

the lower right corner. 

A new grammatical form for 0,9 appears in B2 and C3. Usually, the statement for n means that the 

loop variable will change from 1 to n, but sometimes we want to change the start and end values. We 

can also write the loop statement as for a,b, which means that the loop variable will change from a to 

b, where a and b are integers. If b>a, the value of loop variable will be a,a+1,…,b, b-a+1 times in total; 

if b<a, the value of loop variable will be a,a-1,…,b, a-b+1 times in total. 
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Cell A1,B2,C3 respectively loops through each digit of the three-digit number. This is code for 

three-tier loop. The outermost layer A1 loops through the hundreds digit, the middle layer B2 loops 

through the tens digit, and the innermost layer C3 loops through units digit. Because there are 10 

possibilities for tens digit and unis digit from 0 to 9, if it is written as for 10, it needs to subtract 1 in 

the later operation, which is troublesome, so it is easy to write it as for 0,9 directly. 

In multi-layer loop, the complete inner loop will be executed every time the outer loop body is 

executed. In this way, A1 will loop 9 times and B1 will be executed 9 times; B2 itself will loop 10 

times, and C2, as a statement in the loop body of B2, will be executed 9*10=90 times; D3 and E3, as 

statements in the body of C3, will be executed 9*10*10=900 times. 

 

The three-digit number and the sum of cubes of each digit are calculated by D3 and E3 

respectively. The calculation of B1,C1 and C2,D2 is to try to make the calculation amount smaller. 

When the number of units digit changes in a cycle, the number of hundreds and tens is temporarily 

unchanged, so it is unnecessary to repeat the calculation for the hundreds and tens every time. This is 

also a matter of attention when coding. The execution times of inner loop body statements may be 

very many, and a little less computation will reduce the total calculation amount, thus greatly 

improving the performance of the program. 

Now you can execute the program by yourself, and check the output at the bottom right to see 

which Narcissus numbers are calculated. 

 

By the way, we use multiplication when we calculate cubic here, and we also used multiplication 

to calculate square when we talked about quadratic equation before, why not use power() function 

directly? 

Actually, power() can be used when calculating square before, but it can't be used here. Because 

power() is calculated by exponent and logarithm, it will return a floating-point number. But it needs to 

be compared accurately here, and it is not reliable to use floating-point numbers. So we’d rather 

multiply it three times. Also because of this, we should write for 0,9 instead of for 10, otherwise it is a 

bit troublesome to write multiplying B2-1 three times. 

We did not use power() to calculate square before, on the one hand, it is not difficult to write self 

multiplication twice, on the other hand, it will be much slower to calculate with exponent and 

logarithm, so it is also written as self multiplication. 

These are also details that you need pay attention to when programming. 

 

This code can also be optimized. If the sum of cubes of each digit is larger than the three-digit 

number, it is unnecessary to loop the units digit any more. Because when the hundreds and tens are 

unchanged, when the number of units digit is looped to the next, i.e. added by 1, this cube sum will 

increase by at least 1 (increase by 1 only when the units digit changes to 1 from 0, and other changes 

are greater than 1), and the three-digit number itself will only increase by 1. Then, the gap between 

the three-digit number and the cube sum cannot be smaller (generally the bigger it will be) and they 

cannot be equal. 

That is, once we find D3<E3, C3’s loop is unnecessary to continue. It is impossible to find a 

Narcissus number under the condition that A1 and B2 are unchanged. It is only a waste of time and 

calculation. 
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Most programming languages, including SPL, provide break statement to abort the current loop, 

and the code is rewritten as follows: 

 A B C D E 

1 for 9 =100*A1 =A1*A1*A1   

2  for 0,9 =B1+10*B2 =C1+B2*B2*B2  

3   for 0,9 =C2+C3 =D2+C3*C3*C3 

4    if D3==E3 >output(D3) 

5    else if D3<E3 break 

This code has one more line, but the computing performance is much better than before. 

 

In fact, the analysis of single digit just now holds true for tens digit, because the cube of numbers 

0-9 must not be less than itself. If C2<D2, then there must be D3<E3. At this time, there is no need to 

do the third level loop. 

The code can be further optimized: 

 A B C D E F 

1 for 9 =100*A1 =A1*A1*A1    

2  for 0,9 =B1+10*B2 =C1+B2*B2*B2 if C2<D2 break 

3   for 0,9 =C2+C3 =D2+C3*C3*C3  

4    if D3==E3 >output(D3)  

5    else if D3<E3 break  

The above analysis can be extended to the hundreds digit, but it doesn't make any sense. Please 

think about the reason here. The optimization of this code is basically over now. 

3.3 Conditional loop 

for n and for a,b are both loop with definite number of cycles, but sometimes we don't know how 

many times to loop. To end the loop only when a condition is true (or not), and repeating the loop 

body before that, this kind of loop is called conditional loop. 

In fact, for n and for a,b can also be understood as such a loop, that is, ending the loop when the 

loop variable exceeds n and b (exceeding does not necessarily mean greater than). Conditional loop 

is a more general form of loop. 

 

There is a classical method to calculate the greatest common divisor of two numbers, which is 

called successive division method. Two positive integers a and b, assuming a>b, replace a with the 

remainder of a divided by b, now a<b, and then replace b with the remainder of b divided by a, and 

then a>b,..., and so on, until one of a or b is 0, then the other one that is not 0 is the greatest common 

divisor of the original a and b. Because a and b exchange positions repeatedly to calculate the 

remainder, it is called successive division method. 

This is the way Euclid, a Greek geometrician, invented more than 2000 years ago. Interested 

readers can prove it by themselves. We use program code to implement it here. 
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Set the original two numbers in the cells A1 and B1. 

 A B 

1 7215 2345 

2 for B1>0 =A1%B1 

3  >A1=B1 

4  >B1=B2 

The calculation result will be shown in A1. 

 

The code of cell A2 is for B1>0, for is followed by a boolean expression. When it calculates true, 

the loop body will be executed once, and then return to A2 to calculate the boolean expression again. 

If it is still true, the loop body will be executed again …; Until the boolean expression is evaluated as 

false, the loop ends. 

This logic can realize Euclidean division. We don't know how many times to loop, only know 

that when B1 is 0, the loop can be terminated. 

 

Most programming languages have conditional loops, but they usually use while. 

Words like if, else, for will be used in the program code to represent certain special statements, 

called reserved words or keywords of the program language. These reserved words are of special 

significance and cannot be used as identifiers such as variable names. All programming languages 

have a number of their own reserved words. 

SPL does not want to have too many reserved words, and it is not ambiguous to use for to 

represent conditional loop, so it does not retain the more common reserved word while. 

 

Let's do another exercise related to divisor, prime factorization, which is the content of 

mathematics lesson in primary school. 

The method is very simple. Given a positive integer n, we divide it by 2, if it is divisible, then we 

get a factor 2. We divide n by 2 to get a new n, continue to divide it by 2, …; until it is not divisible 

by 2, if n becomes 1 at this time, it's over. If n is not 1, continue to divide it by 3 and repeat the 

process; Continue to divide n by 4,5…; in the end, n is always changed to 1, and it's over. 

As we said before, because we haven't learned set yet, we can output the prime factors we find 

out. 

Let n fill in cell A1 first. 

 A B C 

1 7215 =2  

2 for A1>1 for A1%B1==0 >output(B1) 

3   >A1=A1\B1 

4  >B1+=1  

Pay attention to that \,which means integer division,is used in cell C3, otherwise floating-point 

number will be calculated, and the next A1% B1 can not continue. 

 

This is a two-layer loop code. It can also be written as a single-layer loop: 
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 A B C D 

1 7215 =2   

2 for A1>1 if A1%B1==0 >output(B1)  

3   >A1=A1\B1 next 

4  >B1+=1   

Replace the for of cell B2 with if, and then add a next in cell D3. 

We already know the function of if. What's the function of next here? 

next means to proceed to the next round of loop header and no longer execute the code that has 

not been executed after it in the loop body. Here, if the code is executed to the next of D3, it means 

that B4 will be skipped and will not be executed, and the program will directly go to the next loop, 

that is, it will go back to A2 to judge A1>1 and decide whether to continue to execute the loop body. 

Think about this logic process carefully. B1 starts with 2. If A1 can be divisible by 2, output the 

2 in C2, divide A1 by 2, and then go back to A2 again to enter the next loop. At this time, B1 is still 2, 

because next will skip B4, and the statement B1+=1 is not executed. After all the factors of 2 are 

calculated, the if of cell B2 will not hold, and then it will enter cell B4 to execute B1+=1, change B1 

into 3, and then enter the next loop. This single-layer loop can achieve the same effect as the above 

two-layer loop. 

 

It should be noted that if next is used in the loop of for n or for a,b, the loop variable will still 

change in the next loop. For example, the previous example of finding odd sum can also be written 

with next: 

 A B C 

1 =0   

2 for 200 if A2%2==0 next 

3  >A1+=A2  

When an even number is encountered, the condition of B2 is established, it will be executed to 

the next of C2 to enter the next loop, and the loop variable will still be added by 1; When the number 

is odd, it will be executed to B3 to execute accumulation, and the loop body will be executed 200 

times. 

 

In multi-layer loop, next followed by the name of loop cell can make the outer loop directly 

enter the next round. For example, the Narcissus number mentioned above can also be written as 

follows: 

 A B C D E F 

1 for 9 =100*A1 =A1*A1*A1    

2  for 0,9 =B1+10*B2 =C1+B2*B2*B2 if C2<D2 next A1 

3   for 0,9 =C2+C3 =D2+C3*C3*C3  

4    if D3==E3 >output(D3)  

5    else if D3<E3 next B2  

It seems that using next achieves the same effect as break, but the mechanism is different. next B2 

of cell E5 will directly enter the next round of B2 loop, and if it is break, it will jump out of C3 loop. 

In this example, the effect of the two is the same, because there is no code of the B2 loop after the C3 
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loop ends, and the B2 loop ends too. 

If the code changes to this: 

 A B C D E F 

1 for 9 =100*A1 =A1*A1*A1    

2  for 0,9 =B1+10*B2 =C1+B2*B2*B2 if C2<D2 next A1 

3   for 0,9 =C2+C3 =D2+C3*C3*C3  

4    if D3==E3 >output(D3)  

5    else if D3<E3 next B2  

6   >output("B2")    

When E5 code is next B2, C6 will not be executed; If it is break, C6 will still be executed. You can 

try it and understand the difference by themselves. 

3.4 Endless loop 

What happens if you don't write anything after for, neither the number of loops nor the loop 

condition? 

This kind of loop is called unconditional loop, commonly known as endless loop. In theory, 

this loop will be executed endlessly and never stop, just like goto which is not used with if. 

This obviously doesn't make sense. We shouldn't write a program that can't be terminated. 

 

However, it's not uncommon to see endless loop code in reality. What's the matter? 

Because we also have break and if. 

An endless loop is not really an endless loop, only that when we write a loop statement, we are 

not sure how to write the end condition of the loop. It needs to be determined during the running 

process of the loop body. In this case, we will write an endless loop at the beginning of the loop, and 

use if to judge the end condition of the loop in the loop body. If it is true, we will use break to jump 

out of the loop. 

A real endless loop really doesn't make sense. However, if the if used to trigger a break is 

wrongly written, the pseudo endless loop may become a real endless loop, which should be paid 

special attention to when coding. 

 

Set a four digit x, split the four digits respectively, use these four digits to form the largest four 

digit a, and then form the smallest four digit b. Here, we also consider the first few digits that are 0 

(actually three digits, two digits or even one digit) as reasonable four-digit numbers. Then calculate 

a-b to get a new four-digit number, regard it as x and repeat the process, so that the calculation can 

be repeated infinitely. 

If the new x is the same as the previous x in a certain round of calculation, it is obvious that if the 

calculation continues, only the same x will appear, and it is meaningless to continue. We call x at this 

time "digital black hole", once the number of black hole appears, the operation can be stopped. 

 

Write a piece of code with endless loop, randomly choose a four digit x as the starting value, take 

finding the number of black hole as the ending condition, and output all the x in the process. 
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 A B C D E 

1 1234     

2 for =A1\1000 =A1\100%10 =A1\10%10 =A1%10 

3  =max(B2,C2,D2,E2)  =B2+C2+D2+E2-B3 =min(B2,C2,D2,E2) 

4  if B3==B2 >C3=max(C2,D2,E2) >D3-=(C3+E3) 

5  else if B3==C2 >C3=max(B2,D2,E2) >D3-=(C3+E3) 

6  else if B3==D2 >C3=max(B2,C2,E2) >D3-=(C3+E3) 

7  else >C3=max(B2,C2,D2) >D3-=(C3+E3) 

8  =B3*1000+C3*100+D3*10+E3 =B3+C3*10+D3*100+E3*1000 

9  >output(A1) =B8-D8 if C9==A1 break 

10  >A1=C9    

The initial value is placed in A1. 

Because we haven't learned the knowledge of set, we can't use the function of set sorting. The 

most troublesome part of this code is B3:E7, which is used to sort the four digits from large to small. 

B2:E2 solve the four digits respectively. The max/min function is used to calculate the maximum digit 

in B3 and the minimum digit in E3. D3 is the sum of three digits except the maximum digit. Then, 

B4:B7 respectively judge which of B2:E2 is the largest digit, the remaining largest is the second 

largest digit, and then subtract it and the smallest from D3 to get the third largest digit. The final 

B3:E3 are the four digits from large to small. If we have the knowledge of set, the sorting can be 

completed in one cell. 

However, it's good to review the if... else structure again in this troublesome way. 

The following code is simple. Calculate the maximum and minimum four-digit that can be 

formed respectively, and subtract to get a new x. if it is the same as the previous one, the loop will be 

ended. Otherwise, the new x will replace the old x to continue the loop. 

Try it on your own to see if this code can stop and which number can it stop at? 

Again, if the program does not end due to wrong code, you can use the debugging function to 

force it to stop. 

 

Up to now, we have known several structures to control the flow of program: 

1）Sequential structure: execute from top to bottom 

2） Branching structure: according to the conditions to determine the different direction, will skip 

some code, the overall direction is still forward 

3） Loop structure: repeatedly executing a piece of code, including loops formed by goto 

 

If we do not consider the function call, we can say that all programming languages have only 

such a few process structures. We have learned them all. 

If we review the examples we have done, we will find that the programming language does not 

help us find a way to solve the problem. When we encounter a problem, we still need to come up 

with a solution ourselves, that is, to solve the problem through a series of steps (using the 

combination of the above three basic structures), which are usually called algorithms. 

The function of programming language is to provide a way to describe the algorithms that human 

beings think of, so that the computer can understand and execute. A good programming language can 
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more succinctly describe people's ideas, and programming will be fast; A bad programming language 

may be very troublesome, and it will be more difficult to think of a solution description than a 

problem solution. 

In any case, don't expect programming languages to help us come up with algorithms. If you can't 

think of an algorithm, there is no solution to the problem. 
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4 Sequence 

4.1 Sequence 

In the previous programs we wrote, there are only a few original input data. The data processed 

by loop code is also calculated by code according to some rules, not the original data. In practice, the 

original data we need to process is often a large number of data, and we need to use the concept of 

set. 

However, most programming languages do not retain the term set, but use array to represent 

batch data. SPL uses the term sequence to emphasize the order between batch data. Sequence and 

array can be understood as the same thing, only that the idiom is different, and sequence is mainly 

used in this book. 

 

A batch of data in order can form a sequence, which can be stored and named by a variable name. 

The data forming the sequence is called the members of the sequence, and the number of members 

forming the sequence is called the length of the sequence. 

In SPL, write the data in turn in square brackets and separate them with commas to get the 

sequence constants, such as: 

 A 

1 [1,2,3,4,5] 

2 =[3,9,0,2,2.3,9.8] 

3 =[] 

A1 and A2 are sequences, where A1 is a constant cell and A2 is a calculation cell. A3 is also a 

calculation cell, and its result is an empty sequence, that is, a sequence without members. The length 

of an empty sequence is 0. However, an empty sequence is not a null value. 

In many programming languages, the members of an array must be of the same data type. 

However, there is no such requirement in SPL. Members of a sequence can have different data types, 

but in most cases, the sequence is composed of members of the same data type. 

 

Sequence members can use other variables or expressions: 

 A B C D 

1 3 =4+8 =pi() =3*C1 

2 =[3,A1,D1,3*B1] =[B1,C1+A1,0]   

A2 and B2 can also define a sequence, but the sequence that needs to be calculated must be 

defined by the calculation cell, and it needs to be executed before it has a value. 

 

SPL can also use a cell range to define a sequence like Excel: 
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 A B C D 

1 4 8 3 2 

2 5 2 0 -5 

3 =[A1:D2]    

A sequence of length 8 is calculated in A3. The members are arranged from left to right and from 

top to bottom in the order of cells. This sequence is equivalent to [4,8,3,2,5,2,0, - 5]. 

 

You can access the member corresponding to a sequence number by adding the number in 

parentheses after the sequence variable. You can either get the value or assign the value: 

 A B C D 

1 4 8 3 2 

2 5 9 0 -5 

3 =[A1:D2] =A3(2) =A3(5) >A3(4)=3 

4 =A3(1)+A3(3) =A3(A3(4)) =A3(A4)  

After execution, the cell values of B3 and C3 is 8 and 5 respectively. After D3 is executed, the 

fourth member of A3 will be changed to 3(was 2 before), but the value of D1 will not be changed. 

When A3 is assigned, the value of D1 has been copied to the member of A3. When A3 is changed, it 

has nothing to do with D1. 

 Sequence members can participate in operations, and can also refer to other members of the 

sequence as sequence numbers. A4 will be calculated as 7, B4 will be calculated as 8, C4 will be 

calculated as 0. 

The sequence number of a sequence member, sometimes is referred to as its position in the 

sequence. 

 

If you click the cell where the sequence is located, the development environment can also display 

the value of the sequence, which will be listed as a table, such as A3 of the above code: 

 

 

In SPL, the sequence number of sequence members starts from 1, and the reference of a member 

uses parentheses. In some programming languages, the serial number of array members starts from 0, 

and the reference of a member uses brackets. This should also be noted when learning programming 

language. 

In fact, a sequence variable can be simply understood as a group of variables with the same name, 

which should be distinguished by sequence numbers. Each member can be regarded as an 
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independent variable. If the sequence number exceeds the limit, it is equivalent to referring to a 

non-existent variable, and the program will report an error. 

 

The above-mentioned method of generating a sequence needs to write out the members one by 

one (in fact, it is the same when generating sequence with cell range). If we want to generate a 

sequence with hundreds or thousands of members, this method is obviously out of the question. 

In SPL, the syntax of the expression [x]*n can be used to generate a sequence of length n and each 

member is x. For example, [0]*100 will return a sequence with 100 zeros as members, so we can 

create a sequence of any length. 

The sequence created by this method will have an initial value for all members. So, can there be a 

sequence with no initial value, just with vacant positions? 

In fact, this is meaningless. Any variable in a computer program will always occupy some 

memory space, and there will always be some data in the space. The only difference is how to 

interpret the data according to the variable type. There is no "vacuum" value that does not occupy 

the space. We usually say the null value, that is, null, is also a data type, it also takes up some storage 

space. You can also use [null]*n to generate a sequence, but it is not much different from [0]*n in space 

occupation. 

In SPL, null and 0 are different, that is, null!=0 will be evaluated as true, similar to SQL; But in 

some programming languages, null and 0 are the same thing (such as C). 

We'll talk about how to generate and process a sequence with uncertain length later. 

 

Having learned sequence, we can change the previous example of calculating the Narcissus 

numbers and write all the Narcissus numbers into a sequence: 

 A B C D E F 

1 =0 =[0]*100     

2 for 9 =100*A2 =A2*A2*A2    

3  for 0,9 =B2+10*B3 =C2+B3*B3*B3 if C3<D3 break 

4   for 0,9 =C3+C4 =D3+C4*C4*C4  

5    if D4==E4 >A1+=1 >B1(A1)=D4 

6    else if D4<E4 break  

Assuming that there are at most 100 Narcissus numbers (actually far less than 100), generate a 

sequence of length 100 in B1. A1 is the number of Narcissus numbers currently found. For each one 

found, let A1 increase by 1, and then fill in the corresponding member in B1. Finally, those members 

in the front of B1 that are not 0 are all the Narcissus numbers. 

We will reform the problem of prime factorization later. 

 

Let's use sequence to implement a classic algorithm: bubble sorting. 

Giving a group of numbers, or a sequence, we need to rearrange the members of the sequence 

from small to large. 

The algorithm process of bubble sorting is as follows: scan the sequence from head to end, if the 

size of adjacent members is not appropriate, such as the previos number is larger than the next one, 

then exchange the two numbers. After a scan, if an exchange action has occurred, it is necessary to 
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scan again until no exchange has occurred in a scan, and the sorting is completed. 

 A B C D 

1 =[3,4,12,4,6,9,3,5] =A1.len()-1 =true 

2 for D1 >D1=false   

3  for C1 if A1(B3)>A1(B3+1) =A1(B3) 

4    >A1(B3)=A1(B3+1) 

5    >A1(B3+1)=D3 

6    >D1=true 

The data to be sorted is in A1. After the outer loop starts, D1 is set to false to assume that this is 

the last loop, and then the sequence is scanned. If the size of adjacent members is not appropriate, 

the exchange is implemented, and D1 is set to true, so that the next outer loop can be carried out. If 

there is no exchange, D1 remains false and the outer loop ends. 

 

There is another common variant of bubble sorting: 

 A B C D 

1 =[3,4,12,4,6,9,3,5] =A1.len() =C1-1 

2 for D1 for A2+1,C1 if A1(A2)>A1(B2) =A1(A2) 

3    >A1(A2)=A1(B2) 

4    >A1(B2)=D2 

Please try to understand the principle of it by yourself. 

 

With sequence and its sorting ability, we can simplify the previous problem of black hole number, 

and use the variant of bubble sorting to sort (from large to small here): 

 A B C D E 

1 1234     

2 for =[A1\1000,A1\100%10,A1\10%10,A1%10] >C6=D6=0 

3  for 3 for B3+1,4 if B2(B3)<B2(C3) =B2(B3) 

4     >B2(B3)=B2(C3) 

5     >B2(C3)=E3 

6  for 4 =C6*10+B2(B6) =D6*10+B2(5-B6)  

7  >output(A1) =C6-D6 if C7==A1 break 

8  >A1=C7    

With sequence, we can use loop (B6:D6) to calculate the four-digit number. Before that, we need 

to fill C6 and D6 with 0(cell E2), and then we can correctly calculate the maximum and minimum 

four-digit numbers through the loop of B6:D6. In cell E2, as mentioned before, a=x is also regarded as 

a calculation expression, and will have a value. D6=0 will be calculates as 0 at the same time of 

assigning 0 to D6, and then it is assigned to C6. As a result, both C6 and D6 become 0. 

4.2 Loop of sequence 

With loop, we can implement some aggregation operations for a sequence, such as the previous 
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max/min. 

 A B C 

1 =[3,4,12,4,6,9,3,5] =-999999 =999999 

2 for A1.len() if B1<A1(A2) >B1=A1(A2) 

3  if C1>A1(A2) >C1=A1(A2) 

A1.len() in cell A2 will return the length of sequence A1. This function in the form of x.f() will be 

discussed later, and we just let it be here. 

This is a standard algorithm for calculating the maximum amd minimum value. For the 

maximum value, set the target value to a very small number, and then compare it with the sequence 

member in turn. If the current member is found to be larger, replace the target value with the current 

member, and then get the maximum value at the end of the loop. The minimum is the opposite 

process. 

 

The sum is also simple: 

 A B 

1 =[3,4,12,4,6,9,3,5] =0 

2 for A1.len() >B1+=A1(A2) 

 

However, we always need to write an A1.len(), and then use the sequence number A1(A2) when 

referring to members, which is a bit troublesome. In fact, the sequence itself can also be looped. 

max/min can be written as follows: 

 A B C 

1 =[3,4,12,4,6,9,3,5] =-999999 =999999 

2 for A1 if B1<A2 >B1=A2 

3  if C1>A2 >C1=A2 

for can be directly followed by a sequence, the number of cycles is the length of the sequence, 

and the loop variable is each member of the sequence in turn. There is no need to write the length of 

the sequence, and there is no need to use the sequence number to access members. 

 

It's also easy to write sum: 

 A B 

1 =[3,4,12,4,6,9,3,5] =0 

2 for A1 >B1+=A2 

In recent years, programming languages have begun to support this kind of set type loop writing 

method. The early programming languages did not have a strong set concept, so they could only use 

the previous sequence number writing method. 

 

However, there is a problem. We don't know the loop number of the current loop. For example, 

when we calculate the maximum value, we want to know not only what the maximum value is, but 

also which member is the largest. It is relatively simple if we use the above-mentioned sequence 

number writing method: 
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 A B C 

1 =[3,4,12,4,6,9,3,5] =-999999 =0 

2 for A1.len() if B1<A1(A2) >B1=A1(A2) 

3   >C1=A2 

When we find a larger member, just write down its sequence number. Finally, C1 will be the 

sequence number of the maximum value. 

 

SPL has taken this into consideration and provided a method to obtain the current loop number 

even when the sequence loops: 

 A B C 

1 =[3,4,12,4,6,9,3,5] =-999999 =0 

2 for A1 if B1<A2 >B1=A2 

3   >C1=#A2 

When a sequence loops, there are two loop variables. The loop cell itself is a member of the 

sequence. After adding #, it means the loop number. Here, it is exactly the expected sequence number. 

This variable with # is usually called the loop number. 

 

Let's take another example to judge whether two sequences of the same length are identical, that 

is, each member of the same sequence number is the same. It can be written using a conventional 

loop like this: 

 A B C 

1 =[1,2,3,4,5] =[1,2,3,4,6]  

2 for A1.len() if A1(A2)!=B1(A2) >output("No") 

3   break 

If an unequal member is found, output no, and then jump out of the loop. 

It can also be realized by a sequence loop: 

 A B C 

1 =[1,2,3,4,5] =[1,2,3,4,6]  

2 for A1 if A2!=B1(#A2) >output("No") 

3   break 

 

The code for this comparison can also be written as follows: 

 A B C 

1 =[1,2,3,4,5] =[1,2,3,4,6]  

2 for A1.len() if A1(A2)!=B1(A2) break 

3 if A2<=A1.len() >output("No")  

After finding an unequal member, jump out of the loop and judge outside the loop. A3 code 

means that the loop variable still has a value after the end of the loop, and if the loop ends normally, 

its loop variable will be filled with the number of cycles plus one, which is equivalent to the value of 

the loop variable if there is another round of loop. 

When using a sequence loop, at the end of the loop, the loop variable will be filled with a null 

value, and the loop number is not defined any more. 
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4.3 Multi-layer sequence 

The members of a sequence can also be sequences, and a multi-layer sequence can be formed in 

this way. For example, [[1,2,3],[2,3,1],[3,1,2]] is a legal sequence, and each member is also a sequence. 

Let's look at how members of a multi-layer sequence can be referenced: 

 A 

1 =[[1,2,3],[4,5,6],[7,8,9,10]] 

2 =A1(2) 

3 =A1(3)(2) 

4 >A1(1)(3)=0 

5 =A1.len() 

6 =A1(3).len() 

7 >A1(2)=0 

Try to execute the above code and observe the running results to understand the actions of 

member reference and assignment of multi-layer sequence. 

The result of A2 is sequence [4,5,6]; A3 gets the second member of the third member sequence, 

namely 8; After A4 is executed, the third member of the first member sequence becomes 0, which 

used to be 3; A5 is the length of the sequence, which is 3, and A6 is the length of the third member 

sequence, which is 4; After A7 is executed, the second member sequence will be changed to 0, and 

this member will no longer be a sequence. 

 

Multi layer sequence can also be displayed on the interface. After the above code is executed, 

click A1 to see its value on the right. 

 

The sequence members will also be displayed as a sequence. At this time, double-click a 

sequence member (such as the third member pointed by the arrow), the members of this member 

sequence will be displayed: 
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The sequence composed of n sequences of length m can be understood as a two-dimensional 

structure, and each member sequence can be written as a row, and it can be regarded as a table of n 

rows and m columns. Therefore, some programming languages also call a two-layer sequence as a 

two-dimensional array, and even have done some special processing, and can support the writing 

method of x(i,j) to access the member of the i-th row and j-th column. There is no special 

understanding in SPL, it is simply understood as the j-th member of the i-th member sequence, that is, 

written as x(i)(j). 

Obviously, there can be more of these levels, in terms of array, there can be more dimensions. 

 

We use the two-layer sequence to calculate the Pascal triangle: 

1 

1 1 

1 2 1 

1 3 3 1 

1 4 6 4 1 

…… 

Pascal triangle is composed of N rows of numbers. The n-th row has n numbers. The m-th 

number of the n-th row is the sum of the (m-1)-th and m-th numbers of the (n-1)-th row. The n-th 

row number of Pascal triangle is exactly the coefficient of term 𝑥𝑖  in (1 + 𝑥)𝑛 , that is: 

(1 + 𝑥)1=1 + 1𝑥  

(1 + 𝑥)2=1 + 2𝑥 + 1𝑥2  

(1 + 𝑥)3=1 + 3𝑥 + 3𝑥2 + 1𝑥3  

(1 + 𝑥)4=1 + 4𝑥 + 6𝑥2 + 4𝑥3 + 1𝑥4  

……+ 

 

The code is simple: 
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 A B C D 

1 5 =[0]*(A1+1) >B1(1)=[1] >B1(2)=[1,1] 

2 for 3,A1+1 >B1(A2)=[1]*A2   

3  for 2,A2-1 >B1(A2)(B3)=B1(A2-1)(B3-1)+B1(A2-1)(B3) 

Calculate to the (A1+1)-th row, the result is a 2-layer sequence, which is saved in B1. 

B1 generates a sequence of length A1+1, which is ready to be filled in. C1 and D1 are filled in the 

first two rows. The A2 loop is calculated from the third row. B2 generates a sequence of length A2, 

with members all be 1, for the current row, and then calculates from the second column to the A2-1 

column, because the first and A2 columns of this row are all 1, and it is unnecessary to calculate 

them. 

4.4 Understanding objects 

Let's take a look at an example code: 

 A B 

1 =4 =A1 

2 =[3,4,12,4,6,9,3,5] =A2 

3 >B1=3 =A1 

4 >B2(2)=0 =A2(2) 

The value of A1 is assigned to B1, and then B1 is changed in A3. If you look at A1, you will find 

that it has not changed and still is the starting value. That is, the =A1 in cell B1 copies A1, and is 

irrelevant to the original A1. 

Similarly, the value of A2 is assigned to B2, and then one member of B2 is changed in A4. Now 

we can see that the member of A2 has been changed! This shows that the assignment of sequence is 

different from that of integer, and the assignment in B2 does not copy A2. A2 and B2 are actually the 

same thing. 

 

Unlike the single values of integer and floating-point, the sequence is a complex data type 

composed of a batch of values. This kind of data will occupy a large space in the computer to store, 

and is not suitable to be directly stored in the memory space occupied by the variable itself, and 

needs special space and needs to be managed uniformly. 

The computer will give a number to every memory space, so that it can find the space with this 

number later on. This number is also called the address of the memory space, which is very similar 

to the address we use in daily life. For the complex data type of sequence, the variable stores not the 

data itself, but its address. 

The address of the memory space is also called pointer in many computer materials. 

 

Back to the above code, the assignment statement of B2 only copies the address of sequence A2, 

not the value. After execution, A2 and B2 store the address of the same sequence. At this time, if you 

change the member of B2, that is, if you change the member of that sequence, you will also see the 

change from A2. Similarly, if you change the member of A2, you can also see the change from B2. 

The simple values of integer are completely copied when they are assigned values. If you change 
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one of them, it has nothing to do with the other. 

 

The computer community is also used to call the complex data types such as sequence as objects. 

We'll come across more types of objects later. 

An object usually has many functions related to it. For the function f with object x as the main 

parameter, it can still be written in the traditional form of f(x,…), but in order to show that f is 

strongly related to x, we often write it in the form of x.f(…), and also call f the function or method of 

object x. For example, the function x.len() that returns the length of sequence x. 

A large number of functions in SPL are written in the form of such objects. 

 

In the previous code, we need to know the maximum length of a sequence when we want to use a 

sequence. We first create a sequence with a certain length and then fill in the members in the 

execution process of the program. It is not convenient. We can not always know the length of the 

sequence to be used in the program(for example, the number of Narcissus numbers in the previous 

example, maybe 100 are not enough). If it is long, it will waste space, and if it is short, it will lead to 

overflow error. 

In fact, for the sequence object, SPL provides ways to change its length, which is, to be exact, to 

insert and delete members. 

 A 

1 =[1,2,3,4,5,6,7,8,9] 

2 >A1.insert(1,0) 

3 >A1.delete(5) 

4 >A1.insert(0,10) 

5 >A1.insert(8,78) 

Execute the program and observe the changes in A1. 

A.insert(i,x) will insert a member x before the i-th position of sequence A, and the original i-th, 

(i+1)-th,... members will move backward in turn; If i is 0, x is inserted to the end, that is, appending a 

member. A.insert(…) will increase the length of the sequence. A.delete(i) will delete the i-th member, 

and the sequence length will be reduced. 

 

We rewrite the Narcissus number program using insert() function: 

 A B C D E F 

1 =0 =[]     

2 for 9 =100*A2 =A2*A2*A2    

3  for 0,9 =B2+10*B3 =C2+B3*B3*B3 if C3<D3 break 

4   for 0,9 =C3+C4 =D3+C4*C4*C4  

5    if D4==E4 >B1.insert(0,D4)  

6    else if D4<E4 break  

Create an empty sequence in B1, and then append a member in E5 for each narcissus number 

found. Finally, B1 is the sequence composed of all Narcissus numbers. The length of the sequence is 

exactly the number of Narcissus numbers, and there is no waste of empty positions. 
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Pascal triangle can also be implemented in a similar way: 

 A B C 

1 5 =[[1],[1,1]]  

2 for 3,A1+1 =[1,1] >B1.insert(0,[B2]) 

3  for 2,A2-1 >B2.insert(B3,B1(A2-1)(B3-1)+B1(A2-1)(B3)) 

B1 initializes the first two rows. In the loop of each following row, a sequence with only head 

and tail is generated in B2, added to the end of B1, and then the calculation of B2 is completed by 

inserting the intermediate value in B2 by the loop. 

Pay attention to the action of appending B2 to B1 in cell C2. When adding a sequence member to 

a two-layer sequence, add a layer of [] to the parameter, that is, the [B2] here. This is because the 

insert() function actually allows a sequence to be inserted into the original sequence at a time. When x 

is also a sequence, A.insert(i,x) inserts the members of x before the i-th member of A in turn (if i is 0, 

append to the end). To insert sequence x as a whole (the case of this example), you need to add a 

layer of [], as a sequence with a length of 1, otherwise, insert() function will take x apart and insert the 

members one by one. 

 

We’d like to say a light digression here. 

In fact, once the memory space in the computer program is created, its size is fixed and can not 

be changed. The insert() function can change the length of the sequence, and the action behind it is to 

recreate a larger memory space, copy the original members of the sequence, and discard the original 

space (return to the operating system). 

It is conceivable that insert function will be a very slow action. Frequent use of insert() function 

will lead to continuous creation and moving of storage space(of course, the memory space will not 

be recreated every time, it will be created a little larger at once, and be recreated again if not enough), 

resulting in low performance of operation. We should get used to avoiding it in code. 

This principle is applicable to any programming language. 
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5 Sequence as a whole 

5.1 Set operations 

Now, we have learned to use a sequence, but this sequence looks like what we said before, it is 

a batch of variables with the same name. When we operate on these sequence members, we still refer 

to and assign values one by one. In this chapter, we learn how to operate a sequence as a whole. 

 

Sequence is essentially a set, so it is easy to think that it can support set related operations, that 

is, intersection, union, etc. 

SPL provides four set operators: 

 A B 

1 =[1,2,3,4,5,1] =[4,6,4,5,1] 

2 =A1|B1 =B1|A1 

3 =A1&B1 =B1&A1 

4 =A1^B1 =B1^A1 

5 =A1\B1 =B1\A1 

6 =A1|1 =A1&1 

7 =1|B1 =1&B1 

8 =A1\1 =B1\1 

A1| B1 appends the members of sequence B1 to sequence A1 to form a new sequence and return, 

which is called concatenation. While &,^,\ are the set union, intersection and difference operations of 

common significance. We used to represent the integer division operation with \, here we use it on 

the sequence to represent the difference set. 

It is important to note that, unlike the mathematical disordered set, the sequence is ordered, 

which will lead to the difference between A1&B1 and B1&A1, and that the sequence intersection and 

union operations in SPL do not meet the exchange law. The ordered set also allows duplicate 

members. When performing intersection, union and difference operations, it will be more complex 

than the set without duplicate members. Please carefully observe the above operation results to 

understand the operation rules in this case. 

In addition, SPL also supports the operation between a sequence and a single value, which is 

equivalent to the operation with a one-member sequence. The single value can be placed to the left 

or right of the operator. 

 

We use the set operation to rewrite the narcissus number program: 
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 A B C D E F 

1 =0 =[]     

2 for 9 =100*A2 =A2*A2*A2    

3  for 0,9 =B2+10*B3 =C2+B3*B3*B3 if C3<D3 break 

4   for 0,9 =C3+C4 =D3+C4*C4*C4  

5    if D4==E4 >B1|=D4  

6    else if D4<E4 break  

Concatenate the calculated narcissus number to the current sequence with | operation. You can 

see that the set operation also supports |= syntax. 

 

Pascal triangle: 

 A B C 

1 5 =[[1],[1,1]]  

2 for 3,A1+1 =[]  

3  for 2,A2-1 >B2|=[B1(A2-1)(B3-1)+B1(A2-1)(B3)] 

4  >B1|=[1|B2|1]  

Use inner loop to calculate the middle part of the current row, and then concatenate 1 before and 

after it respectively, and then concatenate it as a whole to the end of the target 2-layer sequence. 

 

As a kind of data, sequence can also be compared： 

 A 

1 =[1,2,3,4]==[1,2,3,4] 

2 =[1,2,3,4]!=[1,3,2,4] 

3 =[1,2,3,4]<[1,2,4] 

4 =[1,2,3,4]<[1,2,3,4,5] 

The results of these judgments are all true. The conventional dictionary sorting method is used in 

sequence comparison. Each pair of members is compared in order, and the values of the first pair of 

unequal members is used to draw the comparison result of the sequences; If it is always equal, the 

longer sequence is considered larger; If all the corresponding members are equal and the length is 

the same, the two sequences are considered equal. In particular, because of order, the sequences 

composed of same members are not necessarily equal. 

 

We used [0]*n to generate an all-0 sequence of length n. SPL also provides the to() function to 

generate a sequence of integers. 

 A B 

1 =to(5) [1,2,3,4,5] 

2 =to(2,6) [2,3,4,5,6] 

3 =to(5,1) [5,4,3,2,1] 

4 =to(6,2) [6,5,4,3,2] 

The result of column A is equal to the sequence of constants in column B. 

SPL refers to the sequence whose members are all integers as an integer sequence. 

Regarding the loop statements we have learned, we can find that for n, for a,b are basically 
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equivalent to for to(n) and for to(a,b). Here we say basically equivalent rather than equivalent, because 

the loop variable values of the former two at the end of the loop are different from those of the latter 

two. 

 

The sequence numbers of the sequence members are also integers. We can get the members from 

a sequence to form another sequence according to the sequence numbers specified by the members 

of an integer sequence. For sequence A and integer sequence p, in SPL, A(p) can be used to represent 

[A(p(1)),…,A(p(k))], k is the length of p. A (p) is called the generated sequence of A. 

 A B 

1 =[9,8,7,6,5,4,3,2,1] =A1([5,2,6]) 

2 =A1([1,2,3,5]) =A1.to(5) 

3 =A1(to(3,7)) =A1.to(3,7) 

4 =A1(to(5,A1.len())) =A1.to(5,) 

5 =A1(A1) =A1(A1|to(9)) 

B1 will get the 5th, 2nd and 6th members of A1 to form a sequence, i.e. [5,8,4]. For the sequence 

composed of some continuous members in a sequence, it can be obtained by the to() function of the 

sequence. A2, A3 and A4 can be simplified into B2,B3,B4. Note the writing methods of B2 and B4, and 

the comma in B4 cannot be omitted. 

A5 and B5 are interesting calculations. Please observe the results of them by yourself. 

Usually, the generated sequence is part of the original sequence(which can be called a sub 

sequence at this time), but an integer sequence may also have duplicate members, so the generated 

sequence is not always the sub sequence of the original sequence. 

5.2 Loop functions 

Previously, we used the loop statements to complete the sum and max/min operations for the 

sequence members, but the loop statements are very troublesome, and we need to set the initial value 

first and then calculate step by step. SPL takes this into account and provides some common 

functions for sequences. 

 A B 

1 =[3,2,1,8].sum()  

2 =[3,4,1,0,5].max() =[4,5,2,3,2].min() 

3 =[3,null,4,5].len() =[3,null,4,5].count() 

4 =[3,null,4,5].avg()  

It's easy to see the meaning from the names of these functions, and then execute this code to 

observe the operation results to confirm. count() is a bit like len(), but count() does not count members 

whose values are null. avg() is defined as sum()/count(), not sum()/len(). 

We will popularly call the functions that calculate the sequence into a single value aggregate 

functions, which are equivalent to aggregate the set. 

 

These aggregate functions all use the object syntax of x.f(). In fact, SPL also supports writing 

these functions in traditional form, while sequence members are used as parameters： 
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 A B 

1 =sum(3,2,1,8)  

2 =max(3,4,1,0,5) =min(4,5,2,3,2) 

3 =count(3,null,4,5)  

4 =avg(3,null,4,5)  

We've used the max/min function before.  

It should be pointed out that len() is not regarded as an aggregate function. It actually gets an 

attribute of the sequence and does not actually traverse the sequence members to calculate the result. 

Therefore, len() does not have this way to write the sequence members as parameters. 

 

We know that using to(n) can generate sequence [1,2,..., n], and then use sum() function to get the 

sum, so we can easily calculate 1+2+...+100 with to(100).sum(), which is much simpler than the 

previous code of loop statements. 

So, what about the sum of the first 100 odd numbers? Seems to have to write loop statements? 

No, SPL has thought about this and provides a way to generate a new sequence of the same 

length from an existing sequence. This expression to(100).(~*2-1).sum() can calculate the sum of the 

first 100 odd numbers. 

We can understand the left to(100) and the right .sum(), but what is the .(~*2-1) in the middle? 

 

For the sequence A, A.(x) denotes a sequence of the same length formed by calculating the 

expression x for each member of A in the same order. In expression x, the symbol ~ is used to 

represent the member of A which is participating in the calculation. 

[1,2,3].(~*2-1) is [1*2-1,2*2-1,3*2-1], that is [1,3,5]. Just replace ~ with each sequence member in turn, 

and ~ is actually the loop variable when the sequence loops. 

In this way we can understand to(100).(~*2-1).sum(). Similarly, to(11,20).(~*~).sum() can calculate 

the sum of squares of 10 numbers from 11 to 20. 

 

A.(x).sum() is a common writing method. In SPL, it can be simplified to A.sum(x), which is simple 

and easy to understand. Furthermore, the functions on to(n) are also commonly used, and SPL allows 

them to be simplified as n.f(…). 

1+2+...+100 can be written as 100.sum(), and the first 100 odd sum can also be written as 

100.sum(~*2-1). Isn’t it very simple? 

 

The functions that calculate on each member of the sequence and get a new result after traversing 

all the members are generally called loop functions. A.(x), aggregate functions and simplified form 

of A.f(…) are all loop functions. 

Euler found a formula related to π: 
𝜋2

6
= 1 +

1

22 +
1

32 −
1

42 + ⋯ We use it to calculate π in reverse， 

just one expression: 

=sqrt(1000.sum(1/~/~)*6) 

The accuracy of the first 1000 items is enough. 

There are many formulas related to π, here is another one: 
𝜋

4
= 1 −

1

3
+

1

5
−

1

7
+ ⋯ With the help 
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of if function, it is easy to implement: 

=1000.sum(if(~%2==1,1,-1)/(2*~-1))*4 

The syntax of loop function is very concise and efficient. 

 

Let's simplify the example used in learning loop, and calculate 𝑒 = 1 +
1

1!
+

1

2!
+

1

3!
+ ⋯ 

When we used loop statements before, we used an intermediate variable to calculate n!, But it 

seems that it can't be written in ~? 

Actually you can also use an intermediate variable in an expression. The code without loop 

statements is rewritten as follows： 

 A 

1 >nf=1 

2 =1+20.sum( (nf*=~,1/nf) ) 

The expression in sum uses the comma operator, that is, (a,b,c,…,x) will calculate a,b,c,…,x in turn, 

and the final result is x. (nf*=~,1/nf) will calculate nf*=~ (recall that = can be used as an operator), then 

calculate 1/nf, and the final result is 1/nf. Comma operator is also invented by C language and 

inherited by SPL. It can be used to write a small number of multi-step operations in an expression to 

avoid writing multiple statements. The expression of the comma operator usually needs to be written 

in parentheses to ensure that it will not be misidentified. For example, if the outer parentheses are 

not written here, it may be considered by the sum() function to be multiple parameters to perform 

sum, which leads to the wrong result. 

Now that we’ve learned the usage of the comma operator, we can also use it to combine two 

pieces of code into one： 

 A 

1 =(nf=1,1+20.sum( (nf*=~,1/nf) ) ) 

 

For Fibonacci sequence, we can calculate the first n terms of the sequence since we have the 

weapon of sequence： 

 A 

1 >a=0,b=1 

2 =20.( (b=a+b,a=b-a) ) 

A2 will calculate the first 20 terms of Fibonacci sequence. The expression here does not use ~, 

which acts as a loop variable. The loop function is only used to realize repeated calculation. 

This code seems a little difficult to understand. Its principle is the same as the example code 

when we talked about loop statements before. We will not elaborate on it any more. Please think for 

yourself, draw the process on the paper and execute it by yourself. 

5.3 Loop functions: advanced 

SPL provides ~ symbol as loop variable in loop functions, which can simplify a lot of code 

originally written with loop statements. But we know that the loop statement for sequence also 

provides the symbol to obtain the loop number (add # before the loop variable), so is there 
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something similar in the loop function? 

 

Yes, simply use the # symbol. 

 A 

1 =[3,4,3,6,1,4] 

2 =A1.sum(if(#%2==1,1,-1)*~) 

A2 calculates the difference between the sum of odd and even members of sequence A1. 

 

Using #, we can calculate the sequence by contraposition addition of members of two sequences 

with the same length. 

 A B 

1 =[3,8,2,4,7] =[9,2,6,1,0] 

2 =A1.(~+B1(#))  

A2 will calculate [A1(1)+B1(1),…,A1(5)+B1(5)]. 

 

Sequence A stores the sales of a company from January to December in turn. Now we want to 

know the maximum monthly growth, that is, the maximum difference between a member and the 

previous member. This can be realized with #. 

 A 

1 =[123,345,321,345,546,542,874,234,543,983,434,897] 

2 =A1.(if(#>1,~-A1(#-1),0)).max() 

When #>1, that is, not January, we can calculate the growth of this month compared with last 

month. The last month value can be obtained by A1(#-1), and the growth amount can be obtained by 

being subtracted by the current month value ~, and then get the maximum difference. 

 

In the calculation of loop function, it is very common to refer to an adjacent member. SPL 

provides a special symbol ~[-1] to represent A1(#-1). The code can be simplified as follows: 

 A 

1 =[123,345,321,345,546,542,874,234,543,983,434,897] 

2 =A1.(if(#>1,~-~[-1],0)).max() 

~[-i] denotes the i-th member before the current member, and ~[i] denotes the i-th member after the 

current member, that is, A1(#+i). Different from using A(i) to get a sequence member, when using [], 

the calculated sequence out of sequence range will not report an error, but will get a null value. 

 

Let’s try an example of refering to a member after the current member, to calculate the average 

sales value of each month and the months before and after it, that is, in the nth month, calculate the 

average sales value of the (n-1)-th month, the nth month and the (n+1)-th month, which is called 

moving average. We only calculate a 2-month average for January and December. 

 A 

1 =[123,345,321,345,546,542,874,234,543,983,434,897] 

2 =A1.(avg(~[-1],~,~[1])) 

Note that we can't simply add up and divide by 3, but use the avg() function, which will correctly 
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handle the situation with null values. 

 

We can also simplify the calculation of Pascal triangle by means of ~[]: 

 A B 

1 5 =[[1],[1,1]] 

2 for 3,A1+1 =B1(A2-1).(~+~[-1]) 

3  >B1|=[B2|1] 

Here we make use of the convention that ~[-1] will get null when it is out of bounds.  

 

In addition, ~[] can get a continuous subsequence. For example, for the previous data, we want to 

use the monthly sales sequence to calculate the monthly accumulated sales, the code can be written 

as follows: 

 A 

1 =[123,345,321,345,546,542,874,234,543,983,434,897] 

2 =A1.(~[:0].sum()) 

~[:0] means from the sequence head to the current member, which is equivalent to A1.to(#). The 

complete writing of this grammar is ~[a:b], which gets A1.to(#+a,#+b). If a is omitted, members will be 

retrieved from the beginning, namely A1.to(#+b); If b is omitted, members will be retrieved till the 

end, namely A1.to(#+a,). 

 

The method of getting a subsequence can also be used for the previous example of getting the 

moving average: 

 A 

1 =[123,345,321,345,546,542,874,234,543,983,434,897] 

2 =A1.(~[-1:1].avg()) 

 

Similar to loop statements, loop functions may be nested in multiple layers. For example, we 

calculate the sum of the products of each two members in two sequences. 

It's not hard to write with loop statements: 

 A B C 

1 =[4,3,2,8,7] =[9,2,6,1,0] =0 

2 for A1 for B1 >C1+=A2*B2 

But if we write with a loop function, there will be an obstacle: 

 A B 

1 =[4,3,2,8,7] =[9,2,6,1,0] 

2 =A1.sum(B1.sum(~*~)) 

This writing is obviously wrong. The innermost ~*~ will calculate one square. We originally 

wanted to multiply the ~ of outer A1 by the ~ of inner B1, but now there is only one ~ symbol, and we 

can’t distinguish it. 

This problem can be solved by introducing an intermediate temporary variable: 
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 A B 

1 =[4,3,2,8,7] =[9,2,6,1,0] 

2 =A1.sum( (a=~,B1.sum(a*~)) ) 

In addition, SPL also stipulates that adding a variable name before ~ can represent specified ~, 

while ~ without a variable name will represent the innermost layer ~, which makes it easy to write: 

 A B 

1 =[4,3,2,8,7] =[9,2,6,1,0] 

2 =A1.sum(B1.sum(A1.~*~)) 

A1.~ denotes ~ of outer layer A1, and another ~ without leading variable denotes ~ of inner layer 

B1. 

 

If the outer loop function is for a sequence without a variable name, it can't be referenced. In this 

case, we need to use a variable to assign values in advance and give it a name artificially. 

 A B 

1 =to(9) =A1.sum(to(~,9).sum(A1.~*~)) 

2 =9.sum(to(~,9).sum(~*~))  

To calculate the sum of all multiplication terms in the 9*9 table, we need to give to(9) a name, in 

order to distinguish the layers in the multi-layer loop function. While it is impossible to distinguish 

the inner and outer layers by writing 9.sum(…) directly, because 9.~ is not a legal formula. 

Sometimes the inner and outer layers are the same sequence, even if it is copied to a different 

variable, they still cannot be distinguished: 

 A B 

1 =[4,3,2,8,7] =A1.sum(A1.sum(A1.~*~)) 

2 =A1 =A2.sum(A1.sum(A2.~*~)) 

3 =A1.(~) =A3.sum(A1.sum(A3.~*~)) 

The writing of B1 has the same result as writing sum(~*~) directly, and it is impossible to 

distinguish the inner and outer layers. The writing of B2 seems to be able to distinguish, but A1 and 

A2 are actually the same object (review the content of the previous chapter). In the calculation of 

loop function, ~ is recorded in this sequence, and the inner and outer layers can still not be 

distinguished by only using different variable names; To write like B3, copy A1 to a new sequence, ~ 

of A3 and ~ of A1 will be different, and the correct result can be executed.  

 

It’s the same rule for #, and you can try to understand what the following examples are 

calculating: 

 A B 

1 =[3,8,2,4,7] =[9,2,6,1,0] 

2 =A1.max(B1.max(A1.~-~))  

3 =A1.max(B1.max(A1(A1.#)-B1(#)))  

3 =A1.max(B1.max(A1(#)-B1(A1.#)))  

 

SPL also has a function A.run (x), which is similar to A.(x). This function also calculates x in turn, 

but still returns A, not the sequence of x. 
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What's the use of this? 

x can be an arbitrary expression. We said that = is also a suitable operator. When using A.run(x), 

we can use ~=... to change itself. For example, A.(~=~*~) will change A into a sequence of the square 

of its members, which is different from A.(~*~). The latter will return a new sequence, while the 

former modifies the original sequence. 

It still seems there is no much difference? The new generation of sequence is no different from 

the modification of the original sequence for subsequent calculations. 

 

When only ~ is used for calculation, there is no big difference (there will be a big difference 

when we talk about records and table sequence later). But if we refer to adjacent members with the 

help of the [] symbol, the result will be different. 

For example, A.run(~=~[-1]+~) will change A into a sequence of cumulative values. While 

A.(~[-1]+~) is different, it does not calculate the cumulative value, but only the sum of adjacent values. 

Because a new sequence will be generated in the latter, and ~[-1] and ~ are all of the original 

sequence A, which will not be changed in the calculation process; However, the former does not 

produce a new sequence in the calculation process, and ~[-1] will be changed by the last round of 

calculation, resulting in the effect of cumulative value. 

The results of A.run(~=~[-1]+~) and A=A.([:0].sum()) are the same, and both of them can calculate the 

cumulative values, but the former needs much less calculation, because it is calculated on the basis 

of the previous round, while the latter needs to calculate from the beginning every time. 

You can try it with code. 

 

With this mechanism, we can simplify the calculation of e, abandon the use of a temporary 

variable, and use only one expression: 

=1+20.run(~=~*if(#>1,~[-1],1)).sum(1/~) 

The 20.run(~=~*if(#>1,~[-1],1)) will get the sequence of factorial values [1!,2!,…,20!]. Before each 

cycle, ~[-1] is already the factorial value of the previous round, and then *~ is the factorial value of 

the current round. For the first round of loop, we need to process with if, because SPL specifies that 

any number multiplied by null results in null, which is different from addition and requires special 

handling. 

With the sequence of factorial values, it is easy to get the result with another step of doing sum.  

The power of loop functions is huge, and you can write very simple and elegant code if you use 

them properly. 

5.4 Iterative function* 

We can also use more basic iterative function to complete the calculation of e without using a 

temporary variable. 

Iterative function A.iterate@a(x,a) of sequence A has two parameters x and a. We’ll neglect the @a 

here for the moment, simply think that @a is a part of the function name, i.e., the function name is 

iterate@a. We'll talk about this @ soon. 

As a loop function, A.iterate@a(x,a) will calculate x for each member of A, ~ and # can be used in 
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expression x to represent the current member and sequence number of A in the loop, which is the 

same as other loop functions. The difference is that the symbol ~~ is also provided in the iterative 

function, which is used to represent the x calculated in the previous cycle. When the loop starts, the 

initial value of ~~ is the parameter a. After all members loop, return the sequence of ~~, which has 

the same length as A. 

The function A.iterate (x,a) without @a is defined as the last member of A.iterate@a(x,a), that is, the 

intermediate process is no longer integrated into the sequence, only retain the last ~~. 

 

Let's go through a few examples: 

1. A.iterate(~~+~,0) 

The initial ~~ is 0, the current member ~ will be added to ~~ in each round of the loop, and finally 

we’ll get the sum of all members, namely A.sum(). 

2. A.iterate@a(~~+~,0) 

@a retains the results of each round of calculation, that is, the cumulative value from the 

beginning to the current member, which is equivalent to A.([:0].sum()). 

3. A.iterate(if(~~<~,~,~~),-inf()) 

inf() is infinity, -inf() is negative infinity, which is the minimum number. In each cycle, if the 

current member ~ is larger than ~~, ~~ is replaced by ~, and the final result is A.max(). 

4. A.iterate(if(~~>~,~,~~),inf()) 

This is similar to the previous one, and will get A.min(). 

5. A.iterate(if(~,~~+1,~~),0) 

After analysis, we can see that it will be calculated as A.count(). 

 

It seems that the iterative function is the "parent function" of these aggregate functions, which 

can be defined by the iterative function. It is easy to define an operation of successive multiplication 

of sequence members with iterative function: A.iterate(~~*~,1). Factorial operation is a special case: 

n.iterate(~~*~,1). 

In fact, A.(x) can also be interpreted as A.iterate(~~|[x],[]) or A.iterate@a(x,null). Iterative function is 

indeed the "parent function" of other loop functions. 

Now we can calculate e in one line: 

=1+20.iterate@a(~~*~,1).sum(1/~) 

The iterative function in the middle will also be calculated as a sequence of factorial values. 

5.5 Positioning and selection 

It is a common operation to extract a subsequence from a sequence (that is, to extract a subset 

from a set). We have learned to use the to() function and sequence of numbers to extract a 

subsequence according to the position of members. 

Sometimes we want to get members from the end of a sequence in the reverse order. Of course, 

we can use the length of the sequence to calculate the sequence number, but it's a bit troublesome. 

SPL provides functions that can use the reverse order. 

The function A.m(i) will get the i-th member of A. if i<0, it will get the -i member counting from 
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the end, that is 

A.m(i)=A(if(i>0,i,i+A.len()-1)) 

Similarly, when p is a sequence of length k with negative members, there is a function 

A.m(p)=[A.m(p(1)),…,A.m(p(k))] 

A.m(-1) is often used to get the last member of A. Pascal triangle can be simplified a little bit: 

 A B 

1 5 =[[1],[1,1]] 

2 for A1-1 =B1.m(-1).(~+~[-1]) 

3  >B1|=[B2|1] 

 

We can also select members by a certain step size: 

A.step(k,i)=[A(i),A(i+k),A(i+2*k),…] 

Starting from the i-th member, select one every k. 

A.step(2,1) will select the odd numbered members, and A.step(2,2) will select the even numbered 

members. 

 

Of course, it is more common to select members that meet a certain condition: 

A.select(x) returns a sequence of members in A that make x true, where x can use the symbols 

allowed in loop functions such as ~ and #. The select() function is called a selection function, and is 

also a loop function. 

 

The select() function is very common. Let's give some examples: 

 A B 

1 [13,30,45,23,42,98,61]  

2 =A1.select(~%2==0) [30,42,98] 

3 =A1.select(~>30) [45,42,98,61] 

4 =A1.select(~>~[-1]) [13,30,45,42,98] 

5 =A3.select((~-~[-1])%2==0) [98] 

The constant sequence of column B is the result of the select() function in column A, and A5 is 

further selected on the basis of A3. 

In fact, A.step() can also be represented by select() function, that is 

A.step(k,i)==A.select( #-i>0 && (#-i)%k==0 ) 

The sequence number is used as a condition to achieve the result of selection. 

 

Using these functions, we calculate the prime numbers below 1000: 

 A B C 

1 =to(1000) >A1(1)=0  

2 for 2,31 if A1(A2)==0 next 

3  >A1.step(A2,2*A2).select(~>0).run(A1(~)=0) 

4 =A1.select(~>0) =A4.select(~[1]-~==2).([~,~+2]) 

A composite number below 1000 always has a prime factor of no more than √1000 (<32). We 

only need to use the integers below 32 to filter the sequence to(1000), and exclude all the multiples of 
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these numbers (fill in the corresponding members as 0). The remaining members that are not 0 must 

be prime numbers. 

A1 generates the target sequence, B1 excludes 1(1 is not prime), that is, fill the member of the 

position with 0. Then A2 loops from 2 to 31, if the member at this position is already 0, it means that 

it is a composite number, leave it alone, skip to the next cycle. If it's a prime number, pick out the 

positions of all its multiples, that is, A1.step(A2,A2*2). Pay attention to start from A2*2 and skip A2 

itself, because A2 is a prime number and needs to be kept. Then, the members in these positions may 

have 0, which indicates that they have been screened out in the previous round. To exclude them, use 

select(~>0) to keep those that are not 0. The members in these positions are multiples of A2, that is, 

composite numbers. Set the members in these positions to 0, and then enter the next round. 

At the end of the loop, select the remaining non-zero members, which are all prime numbers. By 

the way, B4 calculates all twin prime pairs (prime numbers with difference of 2) on this basis, using 

the select() function and A.() that we’ve learned, and the result is a two-layer sequence. 

 

The selection function will get members out of the sequence. In the other way round, we will also 

care about whether a data is in the sequence and its position in the sequence. 

The function A.pos(x) will return the position of x in A. More strictly, it is to find an i such that 

A(i)==x. If multiple A(i) are the same as x, it will return the first one. If not, it will return null. The latter 

case is more commonly used, that is, whether the return value of pos function is null is used to 

determine whether a data is in the sequence. 

Similarly, there is an A.pseg(x) function. For a sequence A with increasing member value, that is, 

A(i)<A(i+1), the function will return the segment where x belongs, that is, if A(i)<=x<A(i+1), pseg() will 

return i; If x<A(1), it will return 0; If A.m(-1)<x, A.len() is returned. We take the increasing sequence as 

an example to explain the principle, actually it also works for decreasing sequence, but these less 

than signs should be changed to greater than signs. 

In our daily work, we often need segmented statistics, such as age, sales amount, etc. We can use 

the pseg() function in these cases, but we will give these examples after we have learned structured 

data. 

 

In theory, there may be duplicated values in the previous example of digital black hole, that is, a 

becomes b, b becomes c, and c becomes a again. In this case, it will lead to endless loop, but our 

current program can't discover this situation. Only because we have done our homework in advance, 

we know for sure that there is only one single black hole in the four digits, so the code is written like 

that, but it may not be the case for other digits. 

The pos() function can be used to find this kind of loop, and the pseg() function and insert() 

function can also be used to improve the sorting. 
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 A B C D 

1 5 12345 =A1.run(~=if(#>1,~[-1]*10,1)) 

2 for =[] =C1.(B1\~%10)  

3  for C2 =B2.pseg(B3) >B2.insert(if(C3==B2.len(),0,C3+1),B3) 

4  =C1.sum(B2(#)*~) =C1.sum(B2.m(-#)*~) 

5  =@|B1 >output(B1) >B1=B4-D4 

6  if B5.pos(B1) Break 

This program can find the digital black hole of any number of digits. A1 is the number of digits 

and B1 is the starting value.  

Here we use the various techniques we have learned before, C1 uses run() to calculate a sequence 

[1,10,100,…], C2 uses it to get the number of each digit. Sorting needs only one line now, and the 

current result is saved in B2. B3 loops for each digit. In C3, pseg() is used to find out where the new 

digit should be inserted. In D3, insert() function is used to insert it. At the end of the loop, B2 is the 

sequence sorted from small to large. B4 and D4 use C1 again to calculate the large number and small 

number. The @ in B5 stands for itself. When the program starts to run, it will automatically clear all 

the cell values. The expression will continuously accumulate the calculated numbers and record 

them in a sequence. In B6, if it is found that the newly calculated number is already in the sequence, 

it means that the duplicated value appears and the program should be stopped. 

 

It should be noted that pos() and pseg() are not loop functions, and the symbols such as ~, # can 

not and need not be used in the x of their parameters. If they are used, they are considered to belong 

to the loop function of the upper layer (these functions may be nested in a loop function). 

These principles will be further explained at the end of this chapter. 

 

We care about the members that meet the conditions, but sometimes we also care about the 

positions of those members. For example, we want to find out in which months the sales amount has 

increased from a sequence of 12-month sales amount. Using the select() function can only find the 

growing members, but not the positions of the growing members. 

The A.pselect(x) function can help us by returning the sequence numbers of members that make x 

true. In terms of the symbols of a loop function, select() will return a sequence of ~ and pselect() will 

return the corresponding #. pselect() is called the positioning function. 

Let's try: 

 A B 

1 [13,30,45,23,42,98,61]  

2 =A1.pselect(~%2==0) [2,5,6] 

3 =A1.pselect(~>30) [3,5,6,7] 

4 =A1.pselect(~>~[-1]) [1,2,3,5,6] 

We expect the result of column A to be the value of column B, but it is not? A2, A3 and A4 return 2, 

3 and 1 respectively, which is only the first value in the sequence of column B.  

What's going on? 

It turns out that the pselect() function is defined as such, it only returns the first # that satisfies the 

condition. 
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So, what should we do if we want to return all the qualified #, like select? 

 A B 

1 [13,30,45,23,42,98,61]  

2 =A1.pselect@a(~%2==0) [2,5,6] 

3 =A1.pselect@a(~>30) [3,5,6,7] 

4 =A1.pselect@a(~>~[-1]) [1,2,3,5,6] 

Just add @a after the function name. 

What is this? 

The writing method of @a is invented by SPL, which is called function option. In theory, pselect 

and pselect@a are two unrelated different functions, but these two functions are very similar. They 

are both for sequences, and the parameters are the same. Although the functions are not exactly the 

same, they are very similar. In this case, we are more willing to regard one of them as a variant of the 

other, and use similar names when naming, which will be more convenient for understanding and 

memorizing. 

But these two functions are still different and need to be distinguished. In SPL, we use the same 

name to name these two functions, and use the character after @ to distinguish them. It seems that a 

function has different modes: when there is no @a, pselect only returns the first one, and when there 

is @a, pselect will return all values. 

 

There are many functions with options in SPL, and there are often more than one options. For 

example, pselect() also has a @z option, which means to search from the end and in reverse direction. 

In the above example, A1.pselect@z(~%2==0) will return 6. Moreover, these options may be used in 

combination, A1.pselect@az(~%2==0) means to find all the # that meet the condition from the end and 

in reverse direction, and the result will return [6,5,2]. 

There is no order in the writing of options, pselect@az and pselect@za are the same. 

Correspondingly, the select() function has a @1 option, which means that the first member 

satisfying the condition will be returned. The reason for this design is that it is more common for 

select() to return all values, while it is more common for pselect() to return the first. 

SPL function options can greatly simplify the code. At present, there is no such syntax in other 

programming languages, and the function of some languages also has the concept of option, but it 

generally exists as an independent parameter. We will see later that in structured data processing, 

parameters are very complicated, and it is not convenient to pass option information as parameters. 

 

We use the max() function to find the maximum value of the sequence members. Similarly, we 

may also care about the position of the maximum value. SPL also provides A.pmax() function to 

return the position of the maximum value in sequence A. 

The maximum value of a sequence is unique, but there may be more than one member with the 

maximum value. Therefore, pmax() is similar to pselect(), by default it returns the position of the first 

maximum value. If the option @a is added, it will return all positions, and @z will search from the 

back to the front. 

The pmax() function is not difficult to understand, so we don’t give examples here. And, of course, 
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there is also pmin() function. 

We mention pmax() here to deepen the understanding of positioning function. pmax() is also a 

positioning function. Positioning is a common operation, but there is no corresponding library 

function in many programming languages. SPL pays special attention to this kind of operation. 

Forget to mention that the pos() function also has @a and @z options. 

 

It's easy to ignore that there is another selection function maxp() that is related to max(). 

A.maxp() is defined as A(A.pmax()), which is the member that returns the maximum value. 

If you think about it, isn't it A.max()? Why create a new function? 

It's still different. In a simple way, A.pmax() has the @a option, which may return multiple values, 

so that A.maxp@a() may also return a sequence, but A.max() will not. 

However, even if A.maxp@a() is a sequence, the members are all the same. It doesn't seem very 

interesting. 

The bigger difference is in the case of with parameters. A.max(x) returns the maximum x, while 

A.maxp(x) returns the member that maximizes x. For example: 

 A B 

1 [13,30,45,23,42,98,61]  

2 =A1.max(~%10) 8 

3 =A1.maxp(~%10) 98 

See the difference? 

We know that A.max(x) is A.(x).max(), A.pmax(x) is also equal to A.(x).pmax(), but A.maxp(x) is not 

A.(x).maxp(), it is still defined as A(A.pmax(x)). 

max() returns the maximum value itself, while maxp() returns the member that makes the 

maximum value appear. For just a sequence, they are the same, but with an expression, you can find 

their difference. In the structured data processing that will be covered later, this kind of calculation is 

very common. For example, we often care more about the product that leads to the highest sales 

amount than the highest sales amount itself. 

 

max() is not a selection function, it returns a value. maxp() returns a member(or sequence of 

members), and is a selection function. Like positioning function, selection function is also a big kind 

of operation. 

Of course, there is also minp() function. 

5.6 Sorting related 

In order to solve the problem of digital black hole, we have written several sort codes. Sorting is 

really a very common action, so SPL provides sorting function directly. 

A.sort() will return a sequence that arranges the members of A from small to large. Of course, we 

often use sorting from large to small, just use the @z option. 

The sorting function returns a sequence composed of the original members of the sequence, 

which can be understood as a type of selection function. It also has a corresponding positioning 

function, A.psort() will return a number sequence p, so that A(p) is arranged from small to large. In 
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other words, 

A.sort()==A(A.psort()) 

Please try to understand the meaning of this equation. 

 

Try it. As a rule, the result of column A is the constant of column B. 

 A B 

1 [13,30,45,23,42,98,61]  

2 =A1.sort() [13,23,30,42,45,61,98] 

3 =A1.sort@z() [98,61,45,42,30,23,13] 

4 =A1.psort() [1,4,2,5,3,7,6] 

5 =A1(A4) [13,23,30,42,45,61,98] 

 

With the sorting function, the digital black hole can be simpler, without using pseg() and insert(): 

 A B C D 

1 5 12345 =A1.run(~=if(#>1,~[-1]*10,1)) 

2 for =C1.(B1\~%10).sort()  

3  =C1.sum(B2(#)*~) =C1.sum(B2.m(-#)*~) 

4  =@|B1 >output(B1) >B1=B3-D3 

5  if B4.pos(B1) break 

 

Sorting function also supports the case of expression A.sort(x), but it is not equal to A.(x).sort(). It is 

defined by psort(), that is, A.sort(x)==A(A.psort(x)), and A.psort(x) can be defined by A.(x).psort(). 

This is the same as the case of maxp(), which is the common feature of selection function and 

positioning function. The same is true for select() function, that is, A.select(x)==A(A.pselect@a(x)), not 

A.(x).select(). 

However, SPL does not provide a function that is consistent with A.max(x) style and can directly 

return A.(x).sort(), so this requirement can only be calculated with this expression. This is caused by 

historical habits. In the early programming languages, sort() function was designed in this way. 

 

Sorting is generally used to get a neat order, but it can also be used to disrupt the order of a 

sequence. 

 A B 

1 =to(1000) =A1.sort(rand()) 

The rand() function in B1 will return a random floating-point number between 0 and 1 in each 

calculation. The random number is disordered, and the order of sorting is disordered. As a result, A1, 

which was originally very neat, is arranged in a disordered way. If we develop a poker game, this 

principle can be used to shuffle cards. 

The method of disrupting the order can also be used for sampling. For example, 100 numbers 

should be randomly selected from the range of 1 to 1000, which cannot be repeated. It's not easy to 

generate them randomly, and it's troublesome to regenerate them if there is repetition. It is very 

simple using the above sorting method, just getting the top 100 after disrupting the order. 



 

60 

 A B 

1 =to(1000) =A1.sort(rand()).to(100) 

 

We’ll explain a little more about the rand() function. It is very convenient to use random numbers 

to generate test data. However, when we find an error in the test, we hope to run the same set of test 

data again to find out where the error is. But, random numbers are random, and another batch is 

generated after the second calculation. 

In fact, there are no real random numbers in the computer, but a series of calculations are carried 

out to get new numbers from the numbers generated last time. When the calculation rules meet some 

mathematical principles, it is difficult to see the pattern, and it can also ensure that the calculated 

numbers can be evenly distributed within the specified range. These random numbers are called 

pseudo-random numbers. As long as the first number is determined, the sequence of the numbers 

calculated is determined. 

Using this principle, we can create the same “random numbers”. 

 A B 

1 =rand@s(1) =100.(rand()) 

2  =100.(rand()) 

3 =rand@s(1) =100.(rand()) 

rand@s(s) function sets the parameter s to the first random number, called the seed. Running this 

code shows that B1 and B3 are the same. 

 

So, if the seeds used at the beginning of each program execution are same, then the generated 

random number sequences will all be the same? 

No, when the program starts, it will automatically execute a statement like rand@s(long(now())), 

now() returns the current time, that is, the start time of program execution is used as the seed. This is 

operated by human and has enough randomness, which can ensure that different random number 

sequences will be obtained before each program execution. 

 

Looking back, psort() is not only used to define sort(), but also useful. Look at this code: 

 A B 

1 =50.(1000+~) =A1.(rand(100)) 

2 =B1.psort@z() =A1(A2) 

The rand(n) in B1 means to return a random integer below n. 

Regarding A1 as the student numbers of a group of students (Actually we should use names, but 

wait until we learn about strings. We just use integers as student numbers for now). B1 can be 

understood as the scores of these students, which correspond to the members of A1 one by one. Now 

we want to get the result sequence of these student numbers sorted by their corresponding scores. 

It's obviously useless to sort A1, while sorting B1 can sort out the score itself, but it can't get the 

sorting of student numbers. Using psort() can solve this problem. Now B2 is the student number 

sequence that we want to sort by score. 

 

When the number of members is large, the sorting of the whole sequence is slow and often 
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meaningless. For example, with the sales of tens of thousands of stores, we usually only care about 

the top few and the corresponding sales amounts, and we are not interested in the situation after 

hundreds or thousands. And to get the top few, there is no need to sort the whole sequence. 

SPL provides the top() function to get only the first few. Similarly, there is the ptop() function, but 

the syntax rules are a little different from the sort() function. Because the top() function has three 

cases similar to the max() function: max() that returns the value, positioning function pmax() and 

selection function maxp(). 

 A B 

1 [13,30,45,24,42,98,61]  

2 =A1.ptop(3) [1,4,2] 

3 =A1.top(3) [13,24,30] 

4 =A1.ptop(3,~%10) [2,7,5] 

5 =A1.top(3,~%10) [0,1,2] 

6 =A1.top(3;~%10) [30,61,42] 

The positioning function A.ptop(n) returns the positions of the smallest n members. When there is 

a parameter, A.ptop(n,x) is defined as A.(x).ptop(n). It is similar to pmax(), which is not difficult to 

understand. A.top(n) can be defined as A(A.ptop(n)). When there is no x parameter, it is both a value 

and a member. It can be analogized to max or maxp() without ambiguity. However, with the x 

parameter, A.top(n,x) is defined as A.(x).top(n), which is equivalent to max(), is for the value. The 

selection function is represented by A.top(n;x), and it corresponds to maxp(). Note that a semicolon is 

used to separate parameters instead of a comma. 

Maybe because the word topp really does not look good, it is not used. Here n can't be omitted. In 

SPL, there are a lot of cases where semicolons are used to distinguish parameters (we will talk about 

it later), so that we can distinguish them. 

Generally speaking, the function style designed in SPL is relatively consistent, and it is easy to 

make an analogy between different operations. 

5.7 Lambda syntax* 

Looking back at the two functions A.pos(x) and A.select(x), we say that the former is not a loop 

function, and the symbols ~, # can't be used in the parameter x, while the latter is a loop function, and 

the symbols ~, # can be used in the parameter. In fact, in the calculation process of these two 

functions, both of them will traverse A, that is, they will process the members of A one by one. What 

is the difference between the parameters of these two functions? 

Before the introduction of loop function, all functions f(x) has one characteristic. If its parameter x 

is a calculation expression, it will be calculated before calculating this function f(). For example, 

max(3+5,2+1), when the computer calculates max() function, the parameters obtained are already 8 

and 3. It’s the same case even if there may be variables in the parameters. The calculation expression 

of max(x+5,y+3) cannot be calculated when x and y are not assigned, and after x and y are assigned, 

x+5 and y+3 will be calculated first and then transferred to max function for calculation. 

That's OK. That's what we learned about functions in math class. So is the parameter of A.pos(x). 
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However, A.select(x) is different. This x may not be calculated before calculating the select() 

function. It can be calculated only in the process of calculating the select() function. For example, 

A.select(~%2==0), we can't calculate ~%2==0 before calculating the select() function. There is an 

unknown ~, which can only be determined in the process of looping A, and then we can calculate this 

expression. 

For the function of sequence, its parameter is an expression to be calculated, which can only be 

calculated in the process of looping the sequence. The function with this characteristic is called loop 

function. Therefore, A.pos(x) and A.pseg(x) are not loop functions, while A.(x), A.run (x), A.select(x) and 

A.max(x) are loop functions. 

For non-loop functions, even if the parameters are written as expressions, they will be calculated 

as specific values when they are passed in. 

 

For a loop function, the parameter to be passed into the function is an expression, which contains 

some unknown variables such as ~, #. In fact, this expression can be regarded as a function with 

these unknown variables as parameters. In other words, the parameter of a loop function is 

essentially another function, not a simple value. 

This is the essential difference between a loop function and non-loop function, it takes function 

as parameter. 

 

The earliest programming languages did not support functions as parameters, and people were 

still inexperienced at that time. They simply used the experience of functions in mathematics (in fact, 

mathematicians have been engaged in functional analysis and studying functions of functions for a 

long time, but they are relatively abstruse after all). Later, in order to make code reuse more 

convenient, people introduced the concept of function pointer, and passed the function as a 

parameter to another function, so that the former can be called by the latter. However, it is still 

necessary to clearly define the called function with a piece of code. The code is complex and 

difficult to understand. 

For example, A.select(~%2==0) in our example, the traditional syntax is divided into two steps: 

first, define a function f(x) as x%2==0, and then use A.select(f) to calculate. In the loop calculation of 

the select() function, the current member of A is passed into the function f() as a parameter. After 

calculation, the return value is obtained, and it is decided whether to add this member to the return 

value of select(). 

In fact, the calculation logic of many functions that need to be used as parameters is not complex. 

It can be described clearly by a simple expression, for example, this x%2==0 is very simple. It's too 

troublesome to define an f function for such a matter. 

 

Therefore, people further invented the programming syntax to define a function directly with an 

expression. Instead of defining the f function in advance, it can be directly writen into the parameter 

of the select() function: 

A.select( f(x):{x%2==0} ) 

This method of temporarily defining functions in parameters is called lambda syntax in the 

industry. 

With lambda syntax, code writing is much easier. Now many programming languages have 
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begun to support this syntax. 

 

There are still problems. 

The function to be passed in must be a function with parameters, which are used to refer to some 

variables (the members of A here) generated in the calculation process of the host function (the 

select() in this example). Otherwise, if there are no parameters, it should have been calculated before 

calling the host function. 

Therefore, in the above f(x):{x%2==0} syntax, there must be a way to specify the parameter. Use x 

in f(x) to tell the computer that x in x%2==0 is the parameter of the function as the parameter(a bit 

roundabout), and is waitting for the host function to pass the value in. If we only write x%2==0, the 

computer doesn't know what x is, or is it a variable somewhere else? 

It's still a bit cumbersome and confusing to understand, but this is the status quo of most 

programming languages that support lambda syntax. 

 

It's not over yet. 

The sequence number (that is #) of A’s members may also be used in the host function of select(). 

It is not enough for the function f() to have only one parameter, because the select() function needs to 

accept all kinds of functions as parameters, and the parameters of these functions must be unified, 

otherwise the select() function cannot call them. 

Therefore, this function must have at least two parameters, and the syntax must be written as 

follows: 

A.select( f(x,y):{x%2==0} ) 

In this example, we don't use the y parameter prepared for the sequence number (that is #), but we 

have to write it in the definition. 

 

However, we know that select() may also use ~[-1] and so on. How much more will be passed in? 

These parameters need to be defined as parameters of f() in advance. It's too troublesome. Just pass in 

the whole A and then the current sequence number. Anyway, it can be calculated. Finally, it may be 

as follows: 

A.select( f(x,y):{x(y)%2==0} ) 

The parameter x represents the sequence to be calculated by the host function, and the parameter 

y represents the sequence number of the member being calculated by the host function. The rest is 

written in this definition. 

But that's inconvenient again. 

 

In fact, most of the programming languages that support lambda syntax do not come to this stage, 

and they only support to the level of f(x):{x%2==0}. In other words, there is no way to refer to 

sequence numbers and make adjacent references in expressions. 

So, how can we make the code simple and descriptive? 

That's what SPL does now. 

SPL simplifies this matter by using the symbols of ~ and # and [] to represent the parameters of 

the function as a parameter. Therefore, it is OK to write ~%2==0 instead of writing f(x) to specify the 

parameter name. 
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In this way, writing and understanding are simple, and because of these rich symbols, the 

description ability is also strengthened. 
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6 Reuse 

6.1 User-Defined Functions 

Still suppose there is no factorial function, now we want to calculate the number of combinations 

(𝑛
𝑘

) =
𝑛!

𝑘!(𝑛−𝑘)!
 . 

 A B C 

1 10 4  

2 =1 for A1 >A2=A2*B2 

3 =1 for B1 >A3=A3*B3 

4 =1 for A1-B1 >A4=A4*B4 

5 =A2\A3\A4   

n and k are filled in A1 and B1 respectively, and the second, third and fourth lines calculate n!, k! 

and (n-k)! respectively. 

This calculation is OK, but the almost same code has been written three times. 

 

If the problem is more troublesome, for example, we need to calculate the coefficient sequence of 

the binomial theorem (1 + 𝑥)𝑛 = ∑ (𝑛
𝑘

)𝑥𝑘
𝑛

𝑘=0
  (that is, a line of Pascal triangle). The loop 

function can calculate multiple values in one statement, but it must be easy to write in the expression. 

If it needs several lines of code to realize the calculation, it has to use the loop statements: 

 A B C D 

1 10 =1 for A1 >B1=B1*C1 

2 for A1-1 =1 for A2 >B2=B2*C2 

3  =1 for A1-A2 >B3=B3*C3 

4  =@|(B1\B2\B3)   

5 =1|B4|1    

 

In fact, most programming languages, including SPL, allow us to write the code to be repeated as 

our own functions, and then call them over and over again. 

 A B C D 

1 func =1 for A1 >B1=B1*C1 

2  return B1   

3 =func(A1,10) =func(A1,4) =func(A1,6) =A3\B3\C3 

The func statement of cell A1 defines a function, which is identified by A1. Its code is the code 

block of A1. When SPL encounters the func cell, it will skip this code block and execute the 

subsequent code. 

There is func() function in cell A3. The first parameter is the position of the user-defined function 

to be called. Here is A1, which means to call the function defined at A1. The next parameter 10 is the 

parameter to be passed into the user-defined function A1. SPL will fill this parameter in A1, and then 
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let the program jump to A1’s code block to execute, that is, start to execute B1:D2. 

We can understand the code of B1:D1, which can calculate the factorial of A1 and fill in B1. When 

A1 fills in 10, this code calculates 10!, and fill it in B1. Then the return statement of cell B2 returns 

the value of B1. At this time, the program will jump back to the place where the function was called, 

that is, A3, and has already got the return value of func() 10!, the cell value of A3 is 10!. 

That is to say, the custom function A1 will calculate the factorial value of its parameter and return 

it. 

Similarly, B3 will calculate 4!, C3 will calculate 6!, and finally, the number of combinations (10
4

) 

is calculated in D3. 

The whole process seems a bit complicated, but in any case, the three factorial values are 

calculated using the same code, and there is no need to write the code three times. 

 

To sum up: func statement is used to define a function, in which return statement is required to 

return the calculation result. Then use the func() function to pass in the parameter to call this function. 

func() is a function. It can be used in the same way as other functions. It can be put in the 

expression to participate in the calculation. 

 A B C D 

1 Func =1 for A1 >B1=B1*C1 

2  return B1   

3 =func(A1,10)\func(A1,4)\func(A1,6)  

The result can be calculated correctly in this way.  

 

Moreover, after the custom function is defined, it can be used in the loop function. 

 A B C D 

1 func =1 for A1 >B1=B1*C1 

2  return B1   

3 10 =func(A1,A3)   

4 =1|(A3-1).(B3\func(A1,~)\func(A1,A3-~))|1  

The calculation of binomial coefficients also looks clearer.  

 

Let's take another practical example: finding outliers in a batch of points on a plane. The method 

is as follows: calculate the sum of the distances from each point to other points, and then sort them 

from large to small. The top 10% of the points are considered as outliers because they are relatively 

far away from other points. 

 A B C D 

1 100 >X=A1.(rand()) >Y=A1.(rand())  

2 =to(A1) =A2.(A1.sum( func(A5,X(A2.~),X(~),Y(A2.~),Y(~)) )) 

3 =B2.psort@z().to(int(A1*0.1))   

4     

5 func    

6  return sqrt((A5-B5)*(A5-B5)+(C5-D5)*(C5-D5)) 

In A5, a function is defined to calculate the distance between two points. It has four parameters, 
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which are the abscissa and ordinate of two points respectively. Using Pythagorean theorem, the 

distance between two points can be calculated. When a user-defined function has more than one 

parameter, it will be filled from the definition cell to the right. This function is defined in A5, and its 

four parameters will be filled in A5, B5, C5 and D5 respectively. Thus, we will write the function body 

to the next line, i.e., cell B6. 

Function definition can be anywhere, in front of or behind the main program will not affect the 

code execution. 

In the main program, the abscissa and ordinate of 100 points are generated randomly. Then in cell 

B2, the user-defined function A5 can be called to calculate the sum of distances. This is a two-layer 

loop function. The inner layer calculates 100 distances and the sum (the distance between one point 

and itself is 0, adding one more will not make mistakes, and we don't have to exclude the point 

itself), and the outer layer loops the 100 points. Note the difference between A2.~ and ~ in the inner 

loop.  

Then use psort to sort and get the sequence numbers of the top 10% points. 

6.2 Recursion* 

With the custom function, we can write recursive programs. Let's look at the factorial operation, 

it is a good example. 

We know, n!=(n-1)!*n. That is, if we already know (n-1)!, we can use multiplication to calculate 

n!; However, special treatment is required when n=0, because (n-1)! is meaningless at this time, and 

we can not calculate 0! by (0-1)! . 

Let’s write a custom function to calculate factorial with this idea. 

 A B C 

1 func if A1==0 return 1 

2  return func(A1,A1-1)*A1  

3 =func(A1,0) =func(A1,1) =func(A1,10) 

In custom function A1, it calls itself. This method of writing function code is called recursion. 

 

Let's analyze the execution process of this function. If the parameter is 0, then the condition of B1 

holds, continue to execute C1, return 1, the function ends, no problem. By the way, when a custom 

function is executed to the return statement, it will be executed and returned, regardless of whether 

there are statements after it. 

If the parameter is 1 and the condition does not hold when it is executed to A1, the cell B2 will be 

executed. At this time, A1-1, that is, 1-1=0, will be used as the parameter to call the function first. 

After entering the function again, A1 will become parameter 0, and the A1 equal to 1 will be 

temporarily stored. Now that the condition of B1 is established again, it returns 1, and then returns to 

cell B2 before the call. The A1 stored just now is restored to 1, so it calculates 1*1=1, and returns. 

There is no problem. 

If the parameter is 2, it will also be executed to cell B2. At this time, A1-1=2-1=1 will be passed 

into this function as the parameter, and A1 equal to 2 will be temporarily stored. From the above 

analysis, we know that it will return 1, and then restore the value of A1 to 2. When the parameter is 2, 
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the function will return 1*2=2, which is correct. 

…… 

As long as the factorial of A1-1 can be calculated correctly, A1 of the current parameter can be 

calculated correctly. 

 

Recursion is a bit like the mathematical induction we learned in high school. If we want to prove 

the proposition related to n, we need only prove these two steps: 

1) The proposition is true when n = 0; 

2) If n-1 is true, then n is also true. 

Recursion is also similar. If we want to do a calculation related to n, the direct calculation may be 

troublesome. So long as we do these two steps: 

1) We can do the calculation when n = 0; 

2) If the (n-1)-related calculation has been worked out, we can do the n-related calculation. 

We’ve just used the above method to calculate the factorial. 

 

Let's try the n-th term of the Fibonacci sequence that we have done before. Its rule is as follows: 

1) F(1)=F(2)=1 

2) F(n)=F(n-1)+F(n-2) 

The code written recursively is also very simple: 

 A B C 

1 func if A1<=2 return 1 

2  return func(A1,A1-1)+func(A1,A1-2) 

3 =func(A1,1) =func(A1,3) =func(A1,10) 

When this code recurses to n, it depends on the two results of n-1 and n-2, and there are two 

initial cases(n=1 and n=2) to deal with specially. 

 

When writing recursive code, we must pay attention to judging the initial situation. If we forget 

this judgment, recursion will become an endless loop and never return, and this endless loop will 

easily lead to memory overflow. This is because every time the recursion enters the function body 

again, the current variable value will be temporarily stored for recovery when it returns. If the 

recursion does not return, the space occupied by these variables will soon exceed the memory of the 

computer. 

Careful readers can also analyze that it is not cost-effective to use recursive method to calculate 

factorial and Fibonacci sequence. The computation amount and memory of these two recursive 

codes are much larger than the previous loop method. Recursion is used here only as a teaching 

example, because the logic is relatively simple and it is easy to understand the principle of recursion. 

 

Let’s do another example that is difficult to do without recursion, calculating the full permutation 

of n. 

The full permutation of n means that the n numbers 1, 2,..., n are lined up and all the different 

arrangements are listed. If n=3, there are 6 types: [1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], [3,2,1]. If n=4 , 

there are 24 types, and the number of full permutation is n!. 
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It's not easy to list the n! types of permutations directly. It's easier to use recursion. 

1) When n = 1, there is only one type, i.e. [1] 

2) If we already have the full permutation of n-1, suppose it is a sequence p (it should be a 

two-layer sequence, and each member is a permutation). Now we just need to arrange n before its 

first, second,..., and (n-1)-th positions and append it to the last for each member of p to get n new 

permutations, then collect all the new permutations (n new permutations for each member of p). 

Write the code in this way: 

 A B C 

1 func if A1==1 return [[1]] 

2  =func(A1,A1-1) =[] 

3  for B2 =A1.(B3.to(#-1)|A1|B3.to(#,)) 

4   >C2=C2|C3 

5  return C2  

6 =func(A1,4) =A6.len() 

When A1 is 1, directly return the result [[1]], and pay attention to return it as a two-layer sequence. 

When A1>1, first prepare C2 to be an empty sequence to store the results, recursively call this 

function to calculate the full permutation of A1-1, and then loop it. For each member, generate A1-1 

new permutations in C3 to arrange A1 before the first, second,..., (A1-1)-th positions and append it to 

the last to get A1 new permutations, and then concatenate these new permutations after C2. At the 

end of the loop, C2 stores the full sorting of A1 and returns it. 

 

Let’s change the problem again, calculating the m-permutation of n, that is, select m different 

numbers from 1,2,..., n to arrange. There are two parameters in this case, and the situation is a little 

more complicated than just now. Similar to the Fibonacci sequence, we need to call the recursive 

function twice. 

1) When m = 1, there are n types, namely [[1],..., [n]]; 

2) When n>m, after we already have the (m-1)-permutation of n-1 and the m-permutation of n-1, 

which are recorded by p and q respectively, then as long as n is inserted into each member of p by 

the positions mentioned earlier, new m permutations can be obtained (each p member 

corresponds to m new permutations, which all contain n), and then merging them with q (which 

do not have n), thus getting m-permutation of n.   

3) When n = m, just deal with p in step 2, which is equivalent to the full permutation. 

 A B C 

1 func   

2  if B1==1 return A1.([~]) 

3  =func(A1,A1-1,B1-1) =[] 

4  for B3 >C3=C3|B1.(B4.to(#-1)|A1|B4.to(#,)) 

5  if A1>B1 >C3=C3|func(A1,A1-1,B1) 

6  return C3  

7 =func(A1,5,3) =A7.len() 

This section of code is a little complicated, but the difficulty is not the writing of the code itself, 

but to come up with this calculation method, that is, how to solve the problem mathematically. Let's 
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recall what we said at the end of the loop chapter. Programming language can't help us find a 

solution to a problem, it can only help us realize the solution that we have already thought of. 

 

In order to see the process clearly, we wrote the steps separately. After we are proficient, the code 

can be more compact. 

 A B C 

1 func   

2  if B1==1 return A1.([~]) 

3  =func(A1,A1-1,B1-1) =B3.(B1.(B3.~.to(#-1)|A1|B3.~.to(#,))) 

4  return C3.conj()|if(A1>B1, func(A1,A1-1,B1),[]) 

5 =func(A1,5,3) =A5.len() 

The relatively complicated is C3, which is a two-layer loop function. The expression uses the 

inner # and the outer ~, resulting in a multi-layer sequence. B3 itself will return a two-layer sequence 

(each member is a permutation). C3 will expand each member permutation in B3 into a sequence 

composed of B1 permutations, so as to get a three-layer sequence (each member's member is a 

permutation). The conj() function in B4 is used in a multi-layer sequence, concatenates the member 

sequences, and it is equivalent to performing | operation among all members. C3.conj() is a sequence 

composed of B1*B3.len() permutations, and the expression to the right of | is easy to understand. 

But it's really hard to understand. Sometimes it's not a bad thing to write longer code. 

6.3 Reusable script 

Until now, we’ve been writing code in a cellset. This cellset can be saved as a file with the 

extension .dfx, which we call a script. 

Now we have learned to write custom functions that are called repeatedly, but this function can 

only be used in one script. After creating a new script, we have to copy it again. Unlike library 

functions, it can be used in any script. 

How to achieve this effect of a library function? 

 

SPL provides a function to call another script in a script. Let's take the example of the code that 

calculates the outliers to illustrate how to do this. 

First, create a new script, and then use the parameter function under the program menu to pop up 

such a dialog box: 
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First fill in the parameters of the script to be called here. Suppose that this script will receive the 

coordinates of a batch of points as parameters, calculate the sequence of outliers and return it. We 

design three parameters: X is a sequence, storing abscissas; Y is a sequence of the same length as X, 

which stores ordinates; ratio is a proportion, which indicates how many proportion of the points 

(sequence numbers) with the largest distance are taken as outliers. 

The completed dialog box will look like this: 

 

The value column refers to the default value. When calling this script, if no parameter is input, 

this default value will be used. Here we just write a few. 

 

Now write the code in the cell: 

 A B C D 

1 =X.(Y.sum( func(A3,X(X.#),X(#),Y(X.#),Y(#)))) 

2 return A1.psort@z().to(int(X.len()*ratio)) 

3 func    

4  return sqrt((A3-B3)*(A3-B3)+(C3-D3)*(C3-D3)) 

The script also uses the return statement to return the result. In the script, the parameters can be 

directly used as the variable names. In fact, if we execute it, we can see the parameters in the 
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variable table at the bottom right. For SPL, script parameters and named variables are the same 

thing. 

Cell A1 uses the variable name of the parameters to determine the level of # in a multi-layer loop 

function. 

 

Save the script and give it a name, such as outlier.dfx. Now, with a new script, we can call the 

script we just wrote. 

 A 

1 100 

2 >rand@s(0) 

3 =call("outlier.dfx", A1.(rand()),A1.(rand()),0.1) 

4 >rand@s(0) 

5 =call("outlier.dfx", A1.(rand()),A1.(rand())) 

Use the call() function to call another script and get the return value. 

It should be noted that this new script needs to be saved and stored in the same path as outlier.dfx. 

SPL will generally look for the called script in the path of the current script. If the script has not been 

saved, there will be no path. If the path is wrong, it is likely that it will not be found. 

We have a default value when writing outlier.dfx, so A5 can omit one parameter, and because 

we’ve used the rand@s(), A3 and A5 will return the same result. 

 

If the script still reports an error that it cann’t find the outlier.dfx, it may be because the searching 

path or main path is not written correctly. Use the options function under the tools menu to open the 

dialog box and switch to the environment page. The searching path may have been filled with 

inappropriate content, and the called script will be searched under this path first. 

 

The advantage is that we can write some common scripts and put them in this path, so a script 

stored in any path can call these common scripts, and there is no need to copy the called scripts to 
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the path of the calling scripts. 

If the called script still can not be found when the searching path is empty, there may be an error 

in the main path. For file names (including script names) that use relative paths, esProc first searches 

the main path. When the main path is filled with blank, it will search the path of the current script. 

This rule is a bit complicated, and it is set for developing complex applications with many scripts. 

 

SPL also provides a register() function to register a script as an ordinary function. 

 A 

1 >register("outlier","outlier.dfx") 

2 100 

3 =outlier(A2.(rand()),A2.(rand()),0.1) 

When registering a self writing script as a function, it is better to use the absolute path or put the 

script into the searching path, otherwise it may not be found because of the different paths to call the 

script. Registered functions are valid for all scripts, not only for the current script. Repeated 

registration will replace the original. 

We can use a script to register other scripts that are commonly used to be called as our own 

functions. In the future, every time we start esProc and execute this script to register other scripts, it 

is equivalent to adding many library functions. 

 

The contents of the first three chapters, together with this chapter, constitute the vast majority of 

process control mechanisms of modern programming languages (object-oriented languages also have 

overload mechanisms, but the content is abstruse, which is not covered in this book). These are the 

ways to control the flow of a program. Different programming languages may use different reserved 

words, but there is not much difference. When learning a new programming language, these flow 

control statements and data types are the basic contents. 

After this, the focus will shift to richer data types and corresponding functions, such as the 

sequences we've been exposed to before. Different programming languages have different usages, 

and they have different emphases in data types and functions. Different programming languages 

have little difference in process control ability, but the difference in data types and functions may be 

very huge. It can be said that data types and related operations (functions are also operations) 

constitute the fundamental style of a programming language. 
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7 String and time 

7.1 String 

Up to now, the data we have processed in the program, except for a small amount of text in 

output(), are numerical values or sequences of numerical values. In fact, the computer can also easily 

process texts. In the programming language, we call these texts string. String is another data type 

different from integer and floating-point number. 

 

In SPL, write text directly in a cell, if it cann’t be identified as other meaningful data type or 

statement, it will be regarded as a string constant by default. In an expression, we can also use 

double quotation marks to enclose text to represent a string constant. 

 A B 

1 集算器 SPL 

2 ="集算器" ="SPL" 

3 3+5 ="3+5" 

4 =3*4 '=3*4 

5 2020-1-1 '2020-1-1 

6 for 10 'for 10 

A1 is the string constant "集算器", A2 is a normal calculation cell, and its calculation result is also 

"集算器", which is the same as A1; Similarly, the cell values of B1 and B2 are "SPL"; A3 starts with a 

number, but cannot be interpreted as a numeric value, so it is also a string. Like B3, it is "3+5". 

A4 is a calculation cell that can calculate a numerical value, so it is not a string. If we want to 

write a string constant starting with =, we should add a single quotation mark ' at the beginning of the 

cell. This extra single quotation mark is not part of the string, and the cell value of A4 is "=3*4". Note 

that only one single quotation mark is needed, do not write another one on the right. If it is written, 

the single quotation mark on the right will also be regarded as a character of the string. 

Similarly, A5 is a date constant that can be identified, and it is not a string. If we want to generate 

such a string, a single quotation mark ' should also be used at the beginning of the cell; And also, A6 

is a legal statement and will not be recognized as a string. To obtain such a string constant, a single 

quotation mark ' should also be used at the beginning of the cell. 

 

String is also a data type and can be operated. Its most common operation is concatenation, that is, 

concatenating two strings to form a longer string. 
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 A B 

1 集算器  

2 =A1+"2020" 集算器 2020 

3 =A1+2020 2020 

4 =A1+string(2020) 集算器 2020 

5 =A1/2020 集算器 2020 

6 =A1/"2020" 集算器 2020 

Use the + sign to concatenate two strings (A2); However, it should be noted that the string part 

(A3) will be ignored when adding a string and a value. This is a special stipulation of SPL. Most 

other programming languages do not stipulate like this. Instead, they will either report an error or 

convert the value into a string and then concatenate. The value can be normally concatenated with 

other strings by converting it into a string with the string() function (A4). If the slash / is used to 

concatenate the string and the value, the value will be automatically converted into a string (A5). The 

slash / can also concatenate two strings directly (A6). 

 

Now, we can use the string to transform the code of prime factorization and display the result as a 

complete expression. 

 A B C 

1 7215 =2 =string(A1)+"=1" 

2 for A1>1 if A1%B1==0 >C1=C1+"*"+string(B1) 

3   >A1=A1\B1 

4   next 

5  >B1+=1  

After the execution of this program, a string will be obtained in cell C1: 7215=1*3*5*13*37, and the 

result of prime factorization is written out. If you carefully interpret the execution process of the 

program, you can imagine how it is concatenated step by step. 

 

If there is a concatenation, there is a split. SPL also provides the following functions: 

 A B 

1 集算器 2020  

2 =len(A1) '7 

3 =left(A1,2) '集算 

4 =right(A1,3) '020 

5 =mid(A1,3,2) '器 2 

6 =A2.(mid(A1,~,1)) ["集","算","器","2","0","2","0"] 

The len() function returns the number of characters constituting the string, also known as the 

length of the string. Note that the name of this len() function is the same as that of the function 

getting the sequence length, but the writing method is different. The string should be regarded as a 

parameter here instead of writing as A1.len(). It should also be noted that SPL adopts unicode, and a 

Chinese character or a number (or English letter) is only one character. In some early programming 

languages, a Chinese character will be two characters. 

The left(), right() and mid() functions of A3, A4 and A5 will get a part from the string to form a new 
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string and return. The function name has reflected the part to be taken. Then observe the operation 

results. It is easy to understand the meaning of its parameters, and we won't elaborate here. Almost 

all programming languages that can handle strings have these functions, and the naming and 

parameter rules are the same. 

A6 split a string into a sequence of characters with a loop function, and you can understand the 

mid() function again. A single character is also a string, that is, a string with a length of 1. 

 

The result of prime factorization will always be written with a 1* in the front, this is because we 

concatenate a * and a factor to the result string every time in the loop. If we don't write the first 1, 

there will be a result of 7215=*3*5*13*37, which is wrong. 

But in any case, this 1* is a little redundant. What can we do? 

It can be solved by splitting the string. 

 A B C 

1 7215 =2 =string(A1)+"=" 

2 for A1>1 if A1%B1==0 >C1=C1+if(right(C1,1)=="=","","*")/B1 

3   >A1=A1\B1 

4   next 

5  >B1+=1  

When concatenating the factor, judge whether the current string ends with =. If so, it means that it 

is the first factor, do not concatenate the * sign, otherwise it will be concatenated. Now we can get 

the desired result 7215=3*5*13*37. 

 

We can also do it later and remove the redundant 1* part: 

 A B C 

1 7215 =2 =string(A1)+"=1" 

2 for A1>1 if A1%B1==0 >C1=C1+"*"+string(B1) 

3   >A1=A1\B1 

4   next 

5  >B1+=1  

6 =pos(C1,"=1*") >C1=left(C1,A6+1)+mid(C1,A6+3) 

We encounter another function pos() here, which will find another string in a string. The former is 

called a substring. After finding the substring, it will return the position, that is, starting from this 

position, the character of the original string will be this substring. If it cannot be found, it will return 

null. This is very similar to the pos() function of the sequence, but it also needs to write the string as a 

parameter rather than the object syntax. 

We know for sure that there must be a substring =1* in the calculated result string now (there will 

only be one after adding =, otherwise there may be a prime factor in the middle ending with 1, but 

pos only finds the first one and it's not wrong, but we are more rigorous here). After finding its 

position, we can remove the 1* part by splitting and concatenating. 

We can also use the replace() function to directly replace: =replace(C1,"=1*","="). Similarly, replace 

=1* with =, not 1* with an empty string. 

SPL provides many string processing functions, which are not listed here one by one. You can 
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check the help documents when necessary. 

 

We just used == to compare strings. Of course, we can also use !=. Then, are the symbols like >, < 

meaningful to strings? 

Yes. 

In essence, computers can only process numerical values. When processing characters, they 

should also be represented by numerical values, which is the encoding method. As we said earlier, 

the encoding method adopted by SPL is called unicode. 

Since it is a numeric value, it can be compared with the value. When the strings are compared, it 

is compared with the character code. The comparison rule is very similar to the sequence, that is, the 

first character of the two is compared first. If it is different, the bigger one will be bigger. If it is the 

same, then compare the second character,...,, until it is different or one of them is not long enough. In 

fact, this is the real source of the term dictionary order. 

 

So, how do we know which of the two characters is bigger and which is smaller? Like "1" and "2", 

or "1" and "A"? 

Simply put, we can write a code and compare it. However, it's too tiresome to memorize all by 

rote. Let's see if these codes have any rules. SPL provides asc() function to return the code of a 

character. 

 A B 

1 =asc("0") =9.(asc(string(~))) 

2 =asc("A") =asc("C") 

3 =asc("a") =asc("z") 

4 =asc("集") =asc("算") 

We won't explain it one by one. Please execute these codes to see the results. Here we directly 

write the coding rules: 

1) The coding of "0"-"9" is continuous, from 48 to 57; 

2) The coding of "A"-"Z" is continuous, from 65 to 90; 

3) The coding of "a"-"z" is continuous, from 97 to 112; 

4) The coding of Chinese characters is complex, and there is no clear rule. 

This coding standard was originally called ASCII, and unicode is extended on the basis of ASCII, 

so this function is also called asc(). 

 

In reverse to the asc() function, SPL also has a char() function that can convert the coding into a 

character. 

We can use the char() function and the rules just found to write a function: given two integers r 

and c, calculate the name of the cell in row r and column c in Excel. 
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 A B C D 

1 >r=2,c=123 

2 >rc="" =1 =26  

3 for c>C2 >c-=C2 >C2*=26 >B2+=1 

4 >c-=1    

5 for B2 >rc=char(65+c%26)+rc >c\=26  

6 return rc/r 

The main difficulty in calculating the cell name is to calculate the column name. First calculate 

the number of letters needed(B1), and then calculate the letter string corresponding to the column. 

 

Conversely, the asc() function can be used to inversely calculate the row number and column 

number from the cell name rc: 

 A B C D 

1 >rc="PG45"  

2 =len(rc).(upper(mid(rc,~,1)))  

3 >r=c=0 =-1 =1  

4 for A2 if A4>="A" >c=c*26+asc(A4)-65  

5   >B3+=C3 >C3*=26 

6  else >r=r*10+asc(A4)-48  

7 return [r,c+B3+1] 

The upper() function is used to capitalize letters. 

The rule of Excel cell name looks simple, but it is not easy to come up with the correct 

calculation logic. As we said earlier, the program code will not help us solve the problem, but will 

only help us realize the solution. 

7.2 Split and concatenate 

We have used the loop function and mid() to split the string into a sequence of single characters. 

Because this is very common, SPL provides the split() function. s.split() is equivalent to 

len(s).(mid(s,~,1)). 

Split() also has more string splitting capabilities. 

 

However, before we talk about split, let's learn a clipboard() function. 

Just find a text editing program, such as Notepad, enter some text, select it, and then press Ctrl-C, 

which is the familiar copy action. Now switch to esProc, create a new cellset, enter =clipboard() in 

cell A1, and then execute to see the value of cell A1. 

The text just copied in Notepad is now here. The clipboard() function can take out the text copied 

to the system clipboard. 

Then enter in A2 

>clipboard("Hello,esProc") 

After execution, switch back to Notepad and press Ctrl-V to paste. What do you see? 
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The clipboard() function with a parameter will copy the string used as a parameter to the system 

clipboard, and then it can be pasted in other programs. 

 

Now let's use this clipboard() function to help Excel do something. 

Suppose a column in Excel, such as column A, has some names. For example, the first few rows 

are as follows: 

 

Now we want to know how many times the letter e is used in these names. 

It's not easy for Excel to calculate this. Let's use SPL to cooperate. 

1) Select this column in Excel, press Ctrl-C and copy it to the clipboard. 

2) Switch to esProc and write the following code: 

 A 

1 =clipboard() 

2 =A1.split("\n") 

3 =A2.(~.split()) 

4 =A3.conj() 

5 =A4.count( lower(~)=="e" ) 

Execute it, A5 is the result we want. 

 

Let's look at each cell value in the script after the code is executed. A1 is as follows: 

 

It takes out the content just copied in Excel from the clipboard. It seems to squeeze the text in the 

column of Excel together. Look at A2: 
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This is a sequence. Each member is exactly every row of text in the Excel column. How does this 

happen? 

In fact, what we copied from Excel is a large string composed of these texts, separated by return 

between the two rows. The return character is a non displayable character, which can not be seen in 

esProc, so it looks like squeezing the text of these rows together. A1.split("\n") means that the return 

character is used as the separator to split the large string into a sequence, so it returns to the case 

where each member exactly corresponds to each row in Excel. 

The "\n" here is the return character. The backslash \ in the string constant is called the escape 

character. Its function is to help us write some characters that are inconvenient to write. For 

example, return is represented by \n and tab is represented by \t. These are non displayable characters, 

but they also have codes and are two characters. \n is only one character in the string, although it is 

written in quotation marks as \ and n (two characters), \t is also similar. 

Because \ is regarded as an escape character, if we really want to have a \ in the string constant, it 

will be escaped. It will be written twice, that is, the actual content of "a\\b" is a\b, and the length is 3; 

In addition, double quotation marks are used as the delimiter of a string, but it is still possible that a 

string contains double quotation marks. In this case, it should also be written with an escape 

character. The actual content of "a\"b" is a"b with a length of 3. 

 

The following statements are simple. A3 is a loop function. Its inner ~.split() will split the string of 

each member into a sequence of single characters, so A3 is a two-layer sequence: 

[["J","a","m","e","s"],["A","n","d","r","e","w"],…] 

We have encountered the conj() function when we talked about recursion. Its function is to 

concatenate the member sequences of a multi-layer sequence and return the result of | operation 

among these members. Therefore, A3.conj() in A4 will get: 

["J","a","m","e","s","A","n","d","r","e","w",…] 

The lower() function turns the character into lowercase. Now it can be compared with the string 

"e", and then count it. 

 

It is written in this way to disassemble the steps and facilitate the interpretation of the code. In 

fact, these operations can be written continuously: 
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 A 

1 =clipboard() 

2 =A1.split@n().conj() 

3 =A2.count( lower(~)=="e" ) 

s.split@n(x) is s.split("\n").(~.split(x)), because it is common to split by return first and then split 

again, SPL adds the @n option to the split function.  

 

Let’s take another example. 

A batch of email addresses are stored in a column in Excel. As we know, the email addresses 

are x@y format. We hope to sort these email addresses so that the mailboxes of the same enterprise 

can be arranged together, that is, we hope to arrange them in the order of y first and then x, for 

example, abc@google.com and xyz@google.com should be arranged together instead of putting 

abc@google.com and abc@apple.com together, but the latter situation will occur if they are sorted 

directly in Excel. 

We still use the clipboard, first copy this column of data in Excel, and then switch to esProc to 

write code: 

 

 A 

1 =clipboard() 

2 =A1.split@n("@") 

3 =A2.sort([~(2),~(1)]) 

4 =A3.concat@n("@") 

5 >clipboard(A4) 

Execute it, then switch back to Excel and paste it in that column with Ctrl-V. It has been arranged 

as we want. 

 

We've understood A1. The split@n in A2 first split the string into a sequence of strings according 

to the return character, and then split each member with the separator "@". There is and will only be 

one @ in an email address, so each member string will be split into a sequence of two members, 

which are the parts before and after @ respectively. Then, when sorting with the sort function, write 

the sequence members in reverse. In this way, according to the sequence comparison rules, the later 

part of @ will be compared first and then the front part of @, that is, the order we want. 

concat() in A4 is the opposite function of split(). split() is responsible for splitting and concat() is 

responsible for concatenating. The @n option indicates doing concat for the 2-layer sequence. Each 

member is restored to the original email address string and assembled into a large string separated by 

return, but now the order is reasonable. Then use the clipboard() function to copy it to the clipboard. 

In Excel, just paste it. 

A4 can also be directly written as A3.sort(~(2),~(1)). The sort() function also supports multi 

parameter form, which means comparing the previous parameter first and then the following 

parameter. For a sequence with single values, multi parameter sort() is of little significance, but it will 

be more convenient for a two-layer sequence. After learning structured data in the future, multi 

parameter sort() will be more common. 
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Now we are dealing with a single column data in Excel, how about multiple columns? 

Of course, there's no problem. 

For example, in Excel, we want to sort the data of each row from small to large. 

 

Excel usually sorts by row, and it is difficult to sort in the column direction. It is easy to 

implement with SPL. Select and copy this piece in Excel, and then switch to esProc to execute such 

code: 

 A 

1 =clipboard() 

2 =A1.split@n("\t") 

3 =A2.(~.sort()) 

4 =A3.concat@n("\t") 

5 >clipboard(A4) 

Then paste it back. 

The piece of data copied from Excel is a large string after being received by the clipboard 

function. Each row is separated by return, that is, \n, and the columns in each row are separated by 

tab(\t). So A1.split@n("\t") in A2 can split this large string into a two-layer sequence, and its inner 

member is just the data of each cell in Excel; Then sort each row in A3, concatenate it back into such 

a \n and \t separated string in A4, and paste it into Excel. 

 

Look carefully at the results in Excel. It seems that there is something wrong. It ranks 42 in front 

of 5. Is the size wrong? 

In fact, it's not wrong, because the result that is split by the split function is still a string, and as a 

string, "42" is smaller than "5". 

So how can we compare by value? We need to change A3 to: 

=A2.(~.sort(number(~))) 

Corresponding to string(), number() can convert a string parameter into numeric type, and then it 

can be compared and sorted according to numerical rules. Look now, there's no problem. 

 

Under the previous operating system, there was a command called grep, which can find the file 

containing a string and the line number in many text files. This is a very useful command, which was 

cancelled by Windows. Let's implement it by ourselves now. 

Assuming that the string to be found is in A1, let's specify all text files under the path: 
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 A B C D 

1 Abc =directory@p("D:/data/*.txt") 

2 for B1 =file(A2).read@n() =filename(A2) 

3  for B2 if pos(B3,A1) >output(D2/"\t"/#B3/"\t"/B3) 

We're going to learn a few new functions. 

The directory() function in B1 will return all .txt file names under the specified path (it is better to 

use the absolute path, otherwise the file may not be found because the startup path of esProc is 

uncertain). These file names will be returned as a string sequence, @p indicating that the returned 

file name is also a full path. A2 loops this sequence, B2 reads out each file, and the file() function 

generates a file object with the file name, read@n() function reads the text file into a sequence of 

strings, one member per line. filename() takes out the part of the path in the full path file name. 

B3:D3 is easy to understand. Loops through each line of text, if A1 is found, output the file name, 

line number and the content of this line. 

Here we assume that the files are small and can be read in at one time. If the file is large, we need 

to use the cursor technology mentioned later. 

 

Counting the number of words in a batch of articles is also a common exercise. After learning to 

read files, we can also practice: 

 A 

1 =directory@p("D:/book/*.txt").sum(file(~).read().words().len()) 

The read() function without options will read the whole text file into a large string, and the words() 

function will disassemble the words in the large string to form a sequence. Then, just count the 

length and add it up. One line is enough. 

 

Let's do another task that may be useful in daily work: merge a batch of Excel files into a large 

one. 

We may often collect Excel files of various periods or departments. The Excel format is the same. 

These files need to be combined into a complete file to facilitate further statistics. But manual copy 

and paste is very troublesome. If there are dozens or hundreds of files, it will be very tiresome. This 

kind of thing is just for the program to do. 

Let's assume that the Excel to be merged is row type, the first row is the title, and then each row 

is data, such as: 

 

This is a very common Excel file format. 
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Add a requirement to spell the original Excel file name into the last column of the merged Excel, 

so as to distinguish which file the data comes from. 

 A B 

1 =directory@p("D:/data/*.xlsx") 

2 for A1 =file(A2).xlsimport@w() 

3  =filename@n(A2) 

4  =B2.to(2,).(~|B3) 

5  =@|B4 

6  =if(#A2==1,B2(1)|"File",@) 

7 =file("D:/all.xlsx").xlsexport@w([B6]|B5) 

filename@n() in B3 will disassemble the part of the file name with the extension removed, and it 

can also be done by splitting a string. xlsimport@w() in B2 will read an Excel file into a two-layer 

sequence. Each row of Excel corresponds to one member, and each column in each row corresponds 

to the member of its member. B4 removes the title of the first row and spells the file name to the end 

of each row. B5 combines these data, while B6 needs to keep one title and spell one more column. 

Finally xlsexport@w() in A7 write the summarized two-layer sequence [B6]|B5 into a new Excel file 

(it is better to use the absolute path when exporting the file). 

xlsimport() without @w option can actually read an Excel file into more convenient data type, and 

the code to complete this task will be simpler, but it will be introduced after we talk about structured 

data. 

 

With the in-depth study, we will gradually enter the phase of handling practical tasks. Processing 

file data is a very common task. In the examples of this section, we all use absolute paths to locate 

files. Here is a brief introduction to the file search rules of esProc when using relative paths (absolute 

paths can be found directly): 

If the main path is set in the environment (Chapter 6, section 3), esProc will start from this main 

path; If the main path is empty, search from the path where the currently used script file is located. 

The current script may have just been created and have not been saved. In this case, there is no path, 

so it can not determine where to find it, and it is likely that it will not be found. Therefore, either set 

the main path, or the current script is saved and has the path. 

The searching path that was set at the same time as the main path is used to search the called 

script, and it has nothing to do with the data file. Placing the data file in the searching path will not 

enable it to be found automatically. 

Do some experiments by yourself, and it's easy to figure it out. 

When we give examples later, we will use a simple relative path. Please adjust the appropriate 

system configuration and the path in the code according to the above introduction. 

7.3 Date and time 

Time related processing and calculation are also common. SPL has three data types: date, time 

and datetime. 

Date data has only date information but no time information; Time data has only time 
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information and no corresponding date information; Datetime has both date and time, which is 

equivalent to a certain moment. 

It is necessary to provide a time type without date information. Some events that occur on an 

uncertain date do not have date information, and it is more appropriate to use a time type, an extra 

date may cause confusion. For example, calculate the interval between 8:00 and 9:00. If there must 

be a date information, we have to pay attention to whether it is 8:00 and 9:00 of the same day, which 

is easy to be neglected. 

But with a more precise datetime type, why should there be an imprecise date type? 

This is similar to integer and floating-point number, because for many events, we only care about 

the date of occurrence and no longer care about the time. If only datetime type is used, the amount of 

storage and calculation will become larger. Moreover, when comparing whether the two dates are 

equal, we should also pay attention to whether the attached time information is also equal, and errors 

are likely to occur. 

 

Not all programming languages provide these three data types, and most databases have only 

datetime and no date. 

The most basic operation related to date and time is the splitting and combination of components: 

 A B C 

1 2020-12-20 =date(2020,12,2)  

2 =year(A1) =month(A1) =day(A1) 

3 22:3:5 =time(22,3,5)  

4 =hour(A3) =minute(A3) =second(A3) 

5 2020-12-2 10:3:5 =datetime(2020,12,2,10,3,5) =datetime(A1,A3) 

6 =year(A5) =month(A5) =day(A5) 

7 =hour(A5) =minute(A5) =second(A5) 

8 =date(A5) =time(A5)  

These functions are very simple. Just look at the examples, and there is no need to explain them 

in detail. 

SPL also supports putting the month and year together as a component, that is, a six-digit 

number. 

 A B C 

… … 

9 =date(202012,20) =month@y(A9)  

Sometimes you will find this kind of processing very convenient. 

 

The conversion between date time and string is troublesome, and there are many kinds of formats. 

For example, 2020-12-20 may also be written as 2020/12/20, 12/20/2020, 20-12-2020, Europeans and 

Americans may also use the format Dec/20/2020 or 20-Dec-2020. The formats of time are relatively 

less, but it may also be written as 10:03:05 PM or 22:3:5. 

Therefore, a program language that can handle date and time usually provides the ability of 

format parsing and conversion. 
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 A B 

1 2020-12-2 22:3:5 

2 =string(A1,"yyyy/MM/dd") =string(B1,"hh:mm:ss") 

3 =string(A1,"MM/dd/yyyy") =string(B1,"HH:m:s") 

4 =string(A1,"MMM-d-yy") =string(B1,"h:m:s a") 

5 =string(A1,"d/MMM/yyyy")  

6 =date("2020-12-20") =time("22:3:5") 

7 =date("DEC/20/20","MMM/d/yy") =time("10:3:5 pm","h:m:s a") 

8 =datetime(A1,B1) =string(A8,"MM mm") 

The writing method of these format strings can be found in the function help. It is almost a 

common rule all over the world, and we will not explain in detail here. You only need to know this 

usage. It should be emphasized that since the starting letter of month and minute are both m, it is 

necessary to distinguish them by uppercase and lowercase. You can observe B8. 

 

By the way, numerical values also have format problems, 

 A B 

1 12345.23456 12345678 

2 =string(A1,"#.00") =string(B1,"# ") 

3 =string(A1,"#.0") =string(B1,"#,###") 

4 =string(A1,"#,###.0000000000")  

These are not explained in detail. Just try it yourself. 

 

As we said earlier, there are only numbers in the computer, and other data types are actually 

numbers by some kind of coding. For example, the string in SPL is encoded by unicode, so how is 

the date and time encoded? 

The internal codes of date and time data types are long integers. Let's observe their rules: 

 A B C 

1 2020-12-1 2020-12-2  

2 =long(A1) =long(B1) =B2-A2 

3 0:0:0 0:0:1  

4 =long(A3) =long(B3) =B4-A4 

5 =date(0) =time(0)  

First observe C2, two dates with a difference of 1 day, after converting to long integer, the 

difference is 86400000. What is this number? 

Readers who often do date calculation will sensitively find that 86400=24*60*60, and it is 

exactly 1000 times the number of seconds of a day. Observe C4. The difference between two dates 

with a difference of 1 second is 1000 after converting to a long integer. This confirms our idea that 

the long integer corresponding to date and time is the number of milliseconds from a certain 

moment. 

Then, from which moment? We can't figure it out by observing A1, B1, A4 and B4 directly, we can 

simply reverse it and observe A5 and B5. It turns out that the date is counted from January 1, 1970. 

This is an agreement of the International Computer Standards Organization. Dates earlier than 1970 
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should be expressed as negative numbers. Interestingly, several days in history are not exactly 86400 

seconds, and the long integer value corresponding to a date is not always the number of days from 

January 1, 1970 multiplied by 86400000. Interested readers can program to find out which days 

(with the skills we have learned till now readers should be able to do this), and then search the 

Internet to see why these dates are not 86400 seconds. 

Let’s look at the time, the result of B5 is strange. I calculate it here as 8 o'clock. Why not start 

from 0 o'clock? 

Because I am writing this book in Beijing, China. The time zone of Beijing is East Zone 8, and 

8:00 Beijing time is exactly 0:00 GMT. The time is counted from 0:00, but it is Greenwich mean 

time, not the local time zone. If you happen to be in the UK now, the calculated B5 will be 0. 

There are so many interesting things about date and time. 

 

Let's continue to learn about date and time operations. The most common requirement is to 

calculate the gap between two moments and the time after a period of time from a certain moment. 

For example, if we want to see how effective the optimization method used in the calculation of 

Narcissus number is, we need to calculate the execution time of this program: 

 A B C D E F 

1 =now()      

2 for 1000 =0 =[]    

3  for 9 =100*B3 =B3*B3*B3   

4   for 0,9 =C3+10*B4 =D3+C4*C4*C4  

5    for 0,9 =D4+D5 =E4+D5*D5*D5 

6     if E5==E5 >C2.insert(0,E5) 

7 =now() =interval@ms(A1,A7)  

Here we need to use the code that generates the result sequence, because the output method will 

involve screen display. In fact, this action is very complex, and it may take longer than completing 

these calculations, and it is not the test of calculation time. Moreover, we repeated this action 1000 

times, because the CPU of modern computers is so fast that we can't see the difference by only 

executing it once. 

now() of A1 will return the time when this statement is executed, that is, record the start time of 

the program in A1. At A7, use now() to get the time when the program ends, and then use inteval@ms() 

to calculate the gap between the two moments, and write the two parameters in chronological order, 

so as to get the execution time of the program. 

now() returns the datetime type, which can be accurate to milliseconds. The @ms option of 

interval() means that the calculated time gap is accurate to milliseconds. Because the program 

executes very fast, even if it is repeated 1000 times, if it is not accurate to milliseconds, we still can 

not see the gap. 

 

Now do the same transformation to the optimized code and execute it: 
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 A B C D E F G 

1 =now()       

2 for 1000 =0 =[]     

3  for 9 =100*B3 =B3*B3*B3    

4   for 0,9 =C3+10*B4 =D3+C4*C4*C4  break 

5    for 0,9 =D4+D5 =E4+D5*D5*D5  

6     if E5==E5 >C2.insert(0,E5)  

7     else if E5<F5 break  

8 =now() =interval@ms(A1,A8)   

Comparing these two time gaps, we can know whether optimization works. On my computer, the 

optimized code is about 25% faster, which is pretty obvious. 

 

The interval() function has various options and can return the time gap of different accuracy. In 

daily work, the most common task is to calculate the number of days between two dates, which is 

also the default return value of the interval() function when the option is not used. Moreover, because 

it is too common, SPL simplifies this calculation to be expressed directly by subtraction, that is, 

interval(d1,d2)==d2-d1. 

Someone borrowed 25000 yuan on December 4, 2018, with a daily interest of 0.013%. If he pays 

it back today, how much interest should he pay? 

 A 

1 =25000*0.013/100*interval(date(2018,12,4),now()) 

2 =25000*0.013/100*(now()-date(2018,12,4)) 

The results of A1 and A2 are the same. now() contains date information, and can be used as today. 

 

Let’s make the case a little more complicated. If the interest is added to the principal at the end of 

each year and the following interest is calculated on this basis, how much should be paid in total 

when it is returned today? 

In other words, on January 1 of each year, the interest at that time shall be calculated and added 

to the principal, and the following interest shall be calculated on this basis. We use a clumsy way to 

calculate, looping day by day from the loan date to today. 

 A B C D 

1 2018-12-4 0.013% =25000 =0 

2 for now()-A1 if month(A1)==1 && day(A1)==1 >C1+=D1 >D1=0 

3  >A1=elapse(A1,1) >D1+=B1*C1  

4 =C1+D1    

The current interest is stored in D1. The initial value is 0. For every day of the loop, the interest 

will be increased by one day. If the current date is January 1, add the current interest to the principal 

and then clear the interest. At the end of the loop, add the principal and interest at that time. 

It should be noted that in cell B3, the elapse(d,n) function returns the date n days after a date d, 

with this action, the loop can run normally. 

Like interval(), elapse() has many options to control accuracy. Moreover, when the accuracy is 

days, it can be expressed directly by addition. That is, cell B3 can be simply written as >A1=A1+1, or 
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even >A1+=1. 

The percentage constant can be directly expressed by % in a cell, but not in the expression, % will 

be regarded as the operator of remainder. 
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8 Data table 

8.1 Structured data 

From this chapter, we begin to learn the tabular data and its processing methods that we deal with 

every day in our daily work. 

In the previous example of merging Excel files, we have seen this kind of table: 

 

The first row is the title, explaining what is stored in each column. Each row is an item of data, 

which may correspond to a person, an organization, an order, an event. … 

This kind of data has a professional term, which is called structured data. This is the most 

common data type in modern data processing. 

The data of the whole table is referred to as a data table, in which each row (except the title) is 

called a record, the column is called a field, and the string in the title is called a field name. There 

are 9 records in the visible part of the above table, corresponding to row 2 to 10 of the Excel; There 

are also six fields. The field names are ID, Company, Area, OrderDate, Amount and Phone. Field names 

are different from each other and can uniquely identify a column. These fields (including name and 

order) are called the data structure of the data table, or structure for short. 

Structured data is data with data structure. 

 

A2:F9 in the table is the data in the data table. We will say what is the value of a field of a record. 

For example, the ID field of the second record is 10248, and the area field of the eighth record is 

"Center". Each field of each record in the data table will have a value. 

Note that only fields in the data table have names, and records have no names. We will talk about 

how to identify and distinguish records later. 

There can be various data tables, and the data structure of different data tables can of course be 

different. A data table must have a set of data structure, and there can only be one. Sometimes we 

also say the record structure, which means the structure of the data table where the record is located. 

 

Because structured data is often presented in the form of this row-column style table, we will also 

intuitively call records and fields rows and columns. This is a common term in the database industry, 

not a popular term invented in this book. Even, sometimes there are no obvious rows and columns 

when the data table is presented (we will talk about such an example soon), people still use the terms 

row and column to represent record and field. 
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Structured data in the form of tables is very common in reality, and most readers will have this 

experience. It is not difficult to understand the concepts of records and fields by looking at a table. 

We won't give more examples here. 

However, structured data is not always presented in the form of the above table, it may also be 

something else. 

For example: 

 

The data from row 5 can be regarded as a data table, but what are the fields? It seems that the 

contents in row 3 and 4 are the field names, but the string with a space in the middle, Item Code, is 

usually not suitable for the field name (in fact, SPL supports it, but it is rarely used, and this book 

does not intend to cover it), and it is unclear whether the field names in columns F and G on the right 

are the contents of F4 and G4. 

In fact, the contents of row 3 and 4 here can only be regarded as a description of the fields. The 

real data structure (mainly the field name) is not necessarily the content of the title row seen in the 

table, but can also be described and set separately. 

 

There is also this form: 

 

This is no longer in the form of row-column table, but it can still form a data table with 2 records. 

The fields can be ID, Name, Sex, Position, Birthday, Phone, Address and Postcode. 
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So, what is structured data and data table? 

 

Look at the above examples. The data in the same Excel describes the same kind of things, such 

as a person, an order, etc. These things have the same attributes. For example, people have common 

attributes such as Name,Sex,Birthday, and orders also have common attributes such as customer, date 

and amount. Each thing is a record, and these attributes are fields. A batch of things with the same 

attributes constitute a data table, that is, the data table has multiple records and fields. 

Data table, record and field are abstract concepts, which essentially correspond to something and 

its attributes. They are not the same as the Excel table. The data table does not have a fixed rendering 

style that must be observed, but for easy recognition, it is usually rendered as a row-column table 

and filled with field names in the title. 

For the data in Excel table, as long as the attributes used to describe a certain kind of things can 

be extracted, and if there are multiple similar things with the same attributes, it can be considered as 

structured data. As for what the title content of the table is, whether there is a title, or even whether 

the table is in row-column form, it is not an important factor. The key is only whether a class of 

things with (common) attributes is described. 

 

Look at another table: 

 

Can we find structured data from here? In other words, can we extract things described by 

attributes? 

Yes, but there are two data tables here. The first is in the upper part, describing the basic 

information of an employee, and the fields include Name, Sex, Birthday, Nation, IDCard, …; The second 

is in the lower part, describing the employee's family members, and the fields include Name, Relation, 

Workplace, Phone. Employees themselves and family members are two different things with different 

attributes. A data table can only have one set of data structure and can only describe one kind of 

things. To fully describe the information of an employee, two data tables (employee and family 

members) are required. 

 

There is another case like this: 
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This looks like a row table, and it should be easy to extract structured data. But what is the data 

structure? 

Simply put, we can take each column as a field name, that is, Type, West, East, …. This is indeed a 

method, but it is not convenient. The computing ability of structured data in the direction of rows 

and columns (records and fields) is different. When we want to calculate the sum of various regions, 

it is troublesome to list the fields one by one, while the statistics on records is much easier. 

In order to facilitate statistics, for this cross table, we usually design a data table with three fields: 

Type, Area, Amount. In this way, the statistics in both directions will be relatively simple, and if 

necessary, the table can be displayed in another way. For example, put Area on the row and Type on 

the column, which does not affect the data structure. 

However, to design the structure like above is not inevitable. It should be determined according 

to the calculation objectives of the next step. Sometimes it is still designed as Type, West, East, …, 

which will be more convenient. 

To find out structured data from chaotic tables, we call this work structure analysis. It is not a 

very obvious and easy task. We need to design a reasonable data structure according to different 

conditions and objectives. Structure analysis is also a very important work. If the data is not 

structured, it is difficult to implement further calculation, and the data that cannot be calculated is 

meaningless. 

 

Of course, structured data is not always stored as Excel files (conversely, the data stored in Excel 

is not always structured data). In fact, the most structured data is stored in the database. However, 

the knowledge of database is too professional to be covered in this book. 

In daily work, in addition to Excel files, text files are also commonly used to store structured data. 

There are two common formats: txt and csv. Text files usually correspond to one record per line. 

Usually, the first line will be the title, usually the field names. The columns of txt files are separated 

by tabs(\t), while csv files are separated by commas. 

 

Area 

Amount 
Type 
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A txt file separated by tab 

 

A csv file separated by comma 

 

The text file is obviously not as neat as Excel in display, but it will not cause the field dislocation 

of the record.  

8.2 Table sequence and record sequence 

With the basic concept of structured data, let's learn how to process this data, that is, the second 

half of the book mentioned in the preface. 

Among the programming languages used to process structured data, SQL is the most widely used 

at present. The full name of SQL is structured query language, which means the language specially 

used for structured data query. It is the common language of relational database. 

Except for SQL related materials, most programming books do not talk about structured data. 

After talking about the content equivalent to the first half of this book, they begin to turn to more 

advanced object-oriented content. For non professionals, this book can be said to have ended. 

However, learning to this level, except for doing some math problems of primary and secondary 

schools (just like the examples mentioned above) to practice our brains, it will not be of any 

substantive help to our daily work. Only after learning the knowledge and skills of structured data 

can we really use programming to improve work efficiency, which is also an important goal of this 

book. 

 

However, this book is not going to talk about SQL. There are a lot of materials in this area. If 

readers are interested, you can learn it yourself. SQL usually can only be used in the database, and 

the skill requirements for installing and adminstrating a database are a bit high, which is not suitable 

for the readers of this book. 

We continue to use SPL. Compared with SQL, SPL has much richer structured data processing 

capabilities. In most cases, the code is more concise than SQL, and the environment does not rely on 

the database, which is more suitable for non professionals. 

In fact, the full name of SPL is structured process language, which is also invented to process 

structured data. Structured data is very common. Most data processing tasks in daily work are related 

to structured data, and it is necessary to invent a more efficient program language. 

Actually, SQL is allowed to be used for file data in esProc. The basic SQL function is realized as 

a special statement of SPL. You can also learn SQL with esProc without installing the database. 

 

Back to the subject, let's first look at how to create a data table. 
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 A 

1 =create(name,sex,weight,height) 

The create() function creates an empty data table. The data table must have a data structure, that is, 

field names, and fill them in the parameters of the create() function in turn. The newly created data 

table has no records. When viewing the data, we will see that there is only a header on the right. 

 

 

Let's write the code more completely and add some data. 

 A B C D 

1 Zhang San Male 80 1.75 

2 Li Si Male 60 1.68 

3 Wang Hua Female 51 1.64 

4 Zhao Ting Female 49 1.6 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

Create a data table in A5, and then use the record() function to fill in the data in C5. We talked 

about the writing method of [A1:D4] earlier. The record() function is used to fill the members of the 

sequence(parameters) into the data table as field values. The sequence members will be filled in 

according to the field order in the data structure. After filling in a record, if there are remaining 

sequence members, a new record will be created for the data table to continue to fill in the remaining 

sequence members. 

Now view the data (the record function still returns the data table. To view A5 or C5 is the same). 

 

This looks very similar to the sequence values, only that a sequence is displayed as one column, 

and the data table is displayed as multiple columns, and each column has a name (field name). 

esProc will also automatically display an index column on the left to faciliate counting. It seems to 

be a more complex sequence? 

We can indeed understand the data table in SPL as a sequence with records as members (it is still 

a little different, and we’ll talk about it later). In fact, the formal name of the data table in SPL is 

table sequence, because SPL places great emphasis on the order of records in the table. For people 

who are used to Excel, it is natural for records (that is, rows) to have order; But for database 

programmers, the records in the data table are orderless. SPL emphasizes order to distinguish it from 

SQL. 
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A data table is called a table sequence, but records are still records and fields are also fields. 

Since a table sequence is a sequence composed of records, can records be obtained by 

referencing members in the sequence? 

Yes, we can continue to write the code: 

 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 =A5(1) =A5(3) =A5.m(-1) =A5.len() 

Look at the value of A6 after execution: 

 

It is still displayed as a table with header, but there is only one row of data, and there is no index 

column on the left. 

This is a record. It has a data structure (that is, the data structure of the table sequence), i.e., fields. 

Each of its fields has a value, which is listed above. 

A5 is really like a sequence. It can correctly execute code such as A5.m(-1), and A5.len() is OK. 

 

Let's study the record. Can we get the field value of the record to participate in the operation? 

Continue writing: 

 A B C D 

… … 

6 =A5(1) =A5(3) =A5.m(-1)  

7 =A6.weight/A6.height*A6.height 

8 >output(if(B6.height>C6.height,B6.name,C6.name) + " is taller") 

Use the . operator followed by the field name to get the field value. The BMI of the first person 

Zhang San is calculated in A7, and the height of the third and fourth person is compared in A8, and the 

name of the taller person is displayed. 

Can we change the field value? it's OK too. 

 A B C D 

… … 

6 =A5(1) =A5(3) =A5.m(-1)  

7 =A6.weight/A6.height*A6.height 

8 >output(if(B6.height>C6.height,B6.name,C6.name) + " is taller") 

9 =C6.height=1.8 =A5(4).name="NewZhaoTing" 

10 >output(if(B6.height>C6.height,B6.name,C6.name) + " is taller") 

Field values can be referenced and modified by using the extracted record variable (C6) and the 

direct table sequence member (A5(4)). 

 

For the field F of record r, r.F is equivalent to a variable with slightly complex name, which can 
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be freely referenced in the expression or assigned. 

We can see that in SPL, we can get a record from the table sequence to view and calculate 

separately. Don't take this for granted. This is not allowed in SQL. A SQL record cannot be 

calculated independently outside the data table. 

 

Review the object concept we talked about earlier. Complex data types are not stored directly in 

variables, but only one address. A record has multiple fields, which seems a little complex. Is it the 

same? 

 A B C D 

… … 

6 =A5(1) =A6 =A5(1)  

7 >A6.name="Test" =B6.name =C6.name  

Just do some experiments. The record is also an object. Not only the address of the record is 

stored in the record variable, but also in the table sequence without copying the record value. 

Modifying the field value of a record will affect all subsequent codes that reference this record field. 

As for the table sequence, it is obviously an object. 

 

Moreover, a record has more special features: 

 A B C D 

1 Zhang San Male 80 1.75 

2 Li Si Male 60 1.68 

3 Wang Hua Female 51 1.64 

4 Li Si Male 60 1.68 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 =A5(1)>A5(2) =A5(2)==A5(4) =A5(2)>A5(4)  

We deliberately fill the data in row 4 and row 2 exactly the same, and then observe the 

calculation results of the three logical expressions in row 6. 

The results of A6 and C6 are unpredictable, and multiple executions may get different results. B6 

is always false. 

What's going on? 

The fields of a record are not always the same kind of things like the members of a sequence. It is 

usually meaningless to use the field order to compare two records. For example, the name field 

precedes sex here, but there is no reason that name should take precedence over sex in comparison. 

However, it is not necessary to return an error, so SPL specifies that the internal address value is 

used for record comparison, so A6 and C6 will get unpredictable results. As for two records of the 

same table sequence, even if the contents are exactly the same, they will be allocated memory space 

respectively, and their address values are also different, so the two different records will never be 

equal. 

 

Then, what can we do if we just want to compare whether the field values of two records are 

equal, or we just want to compare the records according to the field order? 

SPL provides special functions for such comparison: 
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 A B C D 

1 Zhang San Male 80 1.75 

2 Li Si Male 60 1.68 

3 Wang Hua Female 51 1.64 

4 Li Si Male 60 1.68 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 =cmp(A5(1),A5(2)) =cmp(A5(2),A5(4))   

We'll get a definite result now. The difference is that the cmp() function does not return true or 

false, but an integer. If it is equal, it returns 0; If the former is smaller, it returns -1; If the former is 

larger, it returns +1. There are three cases in a comparison. 

Why doesn't SPL directly stipulate the comparison of records as the calculation result of cmp() 

function? 

Comparing the records according to the rules of cmp() function is not a common operation. It 

doesn't matter if it's a little troublesome. Comparing whether the address stored in a record variable 

is the same (to determine whether it is physically the same record) is a relatively common operation, 

which is often performed implicitly (such as the grouping operation to be discussed later). If the 

record comparison is stipulated as the result of cmp() operation, the action of comparing addresses 

will be much more troublesome or inefficient. Therefore, the SPL convention of the current rule is 

the result of weighing the computational efficiency and code complexity. 

 

A table sequence is like a sequence composed of records. Can we use the insert() and delete() 

functions to add and delete members like a sequence? 

delete() is OK, but insert() is different. This is the key difference between a sequence and a table 

sequence. 

As we said, a data table has only one set of data structure. When adding a record to the table 

sequence, it must be a record with the same data structure. If it is allowed to grab a record and insert 

it into the table sequence, we need to check it in detail to avoid this situation. Moreover, this may 

cause a record to belong to two different table sequences. When one table sequence adjusts the data 

structure for some reason, it may lead to the inconsistency of the data structure in the other table 

sequence. This is too troublesome and seriously affects the efficiency of the program. 

Therefore, SPL stipulates that a record must be generated from a table sequence and cannot be 

inserted into other table sequences. In this way, the records of a table sequence are all under the 

control of the table sequence. There will be no record that comes to another table sequence, and there 

will be no record that comes from others. Therefore, we will find that SPL provides a function to 

create a table sequence, but there is no function to create a separate record. After a record is created, 

it can participate in other operations outside the table sequence, but it must be attached to a table 

sequence when it is created. A single record created is essentially a record in a table sequence with 

only one record. This table sequence can continue to insert new records. 

This can also explain the above: different records will never be equal. 

 

The insert() function of the table sequence is made as follows: 
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 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 >A5.insert(0,"Mary","Female",55,1.7)   

7 >A5.insert(2,"John","Male",75,1.8)   

The first position parameter of insert() has the same meaning as that of sequence insert. A record 

can be inserted in the middle or appended at the end. Then write each field value of the record to be 

inserted in the remaining parameters. SPL will create a new record in the appropriate position of the 

table sequence and fill in the field value. 

 

The purpose of assembling members into a sequence, that is, a set, is to facilitate operation and 

processing together, for example, we can use the loop function mentioned above. If the records of 

the table sequence must exist in the table sequence, can the records of different table sequences be 

put together for operation? Moreover, even if it is the same table sequence, not all the members may 

participate in the operation at one time, and a sequence has a method to get a subsequence. Is this 

still valid for the table sequence? 

These operations are allowed in SPL. Records are only attached to the table sequence when they 

are created to ensure the consistency of their data structure. Once created, they can be referenced and 

combined freely like ordinary data. 

It is very common for a sequence composed of a batch of records from different table sequences, 

or a sequence composed of partial records of a table sequence. This sequence has a special name in 

SPL called record sequence.  

Of course, a record sequence is also an object. 

 

For the loop functions of table sequence and record sequence, we will talk about them later. Now 

we will manually create several record sequences: 

 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 =A5.to(2,) =[A6(1),A5(4),A5.m(-1)] =A5.step(2,2)  

7 =A6.len() =B6(2)==B6(3) =C6(1)==A6(1)  

At present, we have only one table sequence at hand, and can only create record sequences 

composed of the records of this table sequence. Note B6 that the member of a record sequence can be 

referenced from another record sequence, not necessarily directly from the table sequence. Moreover, 

its members can be repeated, and B7 will calculate true; The members of the table sequences cannot 

be equal to each other because they are newly created every time; while different record sequences 

can of course be composed of the same record, and C7 also calculates true. 

 

A record sequence can be understood as an ordinary sequence, because it may have same 

members, and the set operations are also meaningful: 
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 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 =A5.to(2,) =[A6(1),A5(4),A5.m(-1)] =A5.step(2,2)  

7 =A6&B6 =A6^C6 =A5\C6  

The result of these set operations is still a record sequence, and the table sequence itself can be 

regarded as a record sequence composed of all its records, and can also participate in these set 

operations, but the calculation result will no longer be a table sequence, but just a record sequence. 

 

Now let's do the problem of merging Excel again, since we haven't learned to change the data 

structure, we reduce one requirement: only merge the data without adding the file name to the end. 

 A B 

1 =directory@p("data/*.xlsx") 

2 for A1 =file(A2).xlsimport@t() 

3  =@|B2 

4 =file("all.xlsx").xlsexport@t(B3) 

We have understood A1. This time, B2 uses the xlsimport() function without @w, which will read 

the file into a table sequence, @t indicates that the first row of the file is the field names of the table 

sequence. B3 in the loop body concatenates the table sequences read each time, which will form a 

sequence composed of records from multiple table sequences, that is, a record sequence composed of 

records from multiple table sequences. After the concatenation, just write it in A4 with xlsexport() 

function, @t also means to write the field names to the first row as the title. 

This code is much simpler than the previous string processing, and there is no need to deal with 

the disassembly and assembly of the title. In fact, using loop function can be simpler: 

 A 

1 =directory@p("data/*.xlsx").(file(~).xlsimport@t()).conj() 

2 >file("all.xlsx").xlsexport@t(A1) 

Multiple record sequences can also form a two-layer sequence, and then concatenate into one 

using conj() function. 

This code requires that the merged Excel files have the same data structure (i.e. the same 

columns). In fact, a record sequence does not require that all member records have the same data 

structure. There will be no problem as long as there is no error when referencing fields. However, 

this situation is very rare, and we won't give an example. 

8.3 Generation of table sequence 

In order to further learn the operations of record sequence, we need a table sequence with a little 

more records, such as the table sequence with four fields we used earlier: name, sex, weight, height. It 

is much more convenient to generate hundreds of records and do experiments again. 

Obviously, it is too troublesome to manually fill in the field values of many records. We use a 

program to generate them. The specific values of the fields do not affect learning. They can be 

generated randomly. 
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We can already do this with the code technology we have learned now. 

 A B C 

1 =create(name,sex,weight,height)  

2 for 100 =string(A2) =if(rand()<0.5,"Male","Female") 

3  =50+rand(50) =1.5+rand(40)/100 

4  >A1.insert(0,B2,C2,B3,C3) 

5 =A1.len()  

The meaningful name is troublesome, so we use the number string instead. C2, B3, C3 are easy to 

understand, and then in B4, insert the generated fields into the empty table sequence created in A1. 

After the code is executed, we can get a table sequence with 100 records. 

 

There's nothing wrong with this code, but it's still a little troublesome. We've learned loop 

functions, and it's easy to think that there should be a loop function to solve this task. However, the 

loop function 100.(x) used to generate a new sequence can only return a sequence, which is not what 

we need. 

SPL provides a loop function to return a new table sequence. The above code can be simplified 

into one statement: 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1

.5+rand(40)/100:height) 

It's a little long, so it's written in two lines. The statements related to structured data are often 

very long. This is also the advantage of using a cell to write code. It won't let too long code in a cell 

to write out of the cell and affect the code reading on the right and below. 

Similar to A.(x) returning a sequence with the same length as A, A.new(...) will return a table 

sequence with the same number of records as A.len(). It also generates a record for each member of A, 

and these records will form a table sequence and return. 

 

The new() function is a little different in the way the parameters are written. 

It is obvious that each field is separated by a comma. The calculation formula of the field value is 

before the colon and the field name is after the colon. Is this colon a special provision of the new() 

function? 

Yes, and no. 

 

After we are dealing with structured data, we often face more complex function parameters. For 

example, to execute the new() function correctly, we need to know the value calculation formula and 

field name of each field in the table sequence to be generated, and the field value calculation formula 

and field name are a pair and cannot be misplaced. With the current new() function, the field value 

formula and field name are always a group of two. If we still use the comma separated writing 

method, we can still use the position of the parameter to determine the corresponding relationship, 

but it already looks dizzy. If the number of parameters in each group is uncertain, there is no way to 

correspond at all. In fact, the new() function does allow that field names are omitted. In many cases, 

it can automatically identify a reasonable field name. If the field names are to be written every time, 
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it will be very troublesome. 

In this case, one way is to use the set as a parameter. For example, this new function can be 

written as: 

=100.new({string(~),name},{if(rand()<0.5,"Male","Female"),sex}, 

{50+rand(50),weight},{1.5+rand(40)/100,height}) 

The parameters here are divided into four groups. Each field is a group, and each group has two 

members, namely, the calculation formula and the field name. In this way, the corresponding 

relationship between parameters can be described clearly. If the field name is not written, the result 

is that a group has only one member and will not be misaligned with the parameters of other groups. 

This is the concept of multi-level parameters. The parameters written in the function should be 

divided into multi-level groups to ensure a clear description of the corresponding relationship 

between these parameters. 

 

Theoretically, there may be more levels, so {} may be nested, which still looks a little messy. 

SPL does not adopt the writing method of nested {}, but the convention only supports three-level 

parameters, separated by semicolons, commas and colons respectively. Semicolons are the first level. 

The semicolon-separated parameter is a group. If there are lower-level parameters in this group, they 

are separated by commas, and the next-level parameters are separated by colons. There are three 

levels in total. 

Practice shows that three levels are basically enough, and there is rarely any parameter 

relationship that cannot be described clearly with this method. While using commas only is often 

ambiguous. 

In fact, we have seen semicolons when we talked about the top() function, but we haven't 

analyzed them carefully. 

Multi-level parameter syntax is also the invention of SPL. It is not designed only for structured 

data calculation. It will also be involved in conventional numerical operations, but it often appears 

due to the complexity of structured data processing. 

If you have learned SQL, you can compare it. Each part of SQL separated by keywords can also 

be understood as multi-level parameters. Only that pretending to be English will have better 

readability, but its universality is much worse. You should select special keywords for each statement. 

The complexity of structured data will force multi-level parameters to appear (in different forms). 

After understanding the multi-level parameters, the new() function above is easy to understand. 

The colon is indeed required for the new() function parameters, because it has two levels of 

parameters, but it is not deliberately specified for the new() function, but a general rule in SPL. 

 

The insert() function of the table sequence also has multi-level parameters. Field names can be 

specified during insertion. Fields not listed in the parameters will be filled with null after insertion. 

For example, we need to add 100 records just created with the new function to the previous table 

sequence with 4 manual records, but only fill in weight and height, and let the others be null. 
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 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 for 100 >A5.insert(0,50+rand(50):weight,1.5+rand(40)/100:height) 

In practice, structured data often has many fields, and it will be more troublesome if the default 

writing method is not allowed. 

Similar to the sequence, the insert() of the table sequence can also insert multiple records in batch 

at one time: 

 A B C D 

… … … … … 

5 =create(name,sex,weight,height) =A5.record([A1:D4]) 

6 >A5.insert(0:100,50+rand(50):weight,1.5+rand(40)/100:height) 

Multi-level parameters can easily express various intentions in one pattern. 

 

Now we have a table sequence with 100 records, and each record corresponds to one person. We 

want to get a new table sequence with one more field to store the BMI of each person. 

With the new() function, it is easy: 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,

1.5+rand(40)/100:height) 

2 
=A1.new(~.name:name,~.sex:sex,~.weight:weight,~.height:height,~.weight/~.heig

ht/~.height:bmi) 

As a loop function, ~ in A1.new() is defined as the current member when the sequence loops, that 

is, a record of table sequence A1. Then we can use the syntax of ~.F to refer to the field of record ~. 

However, A2 written in this way is a little long. 

SPL stipulates that in the loop function of a table sequence or a record sequence, the field name 

can be directly used to refer to the field of the current member without writing ~., that is, name is 

~.name, sex is ~.sex, … Moreover, as we said earlier, the new() function can sometimes omit the field 

name, and it can be omitted when the current formula and the field name of the target table sequence 

are the same. In this way, A2 can be written as: 

 A 

1 … 

2 =A1.new(name,sex,weight,height,weight/height/height:bmi) 

This makes it look much clearer and less error prone. 

 

This kind of appending fields to the end is very common in structured data processing. SPL 

simply provides a function to process, and the code can be simplified to: 

 A 

1 … 

2 =A1.derive(weight/height/height:bmi) 

The derive() function will append new fields based on the data structure of the original table 

sequence, and all the fields of the original table sequence will be copied. 
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It should be noted that the derive() function will create a new table sequence without changing the 

original table sequence. It will copy all the fields and values of the original table sequence, and the 

original table sequence is still there. In fact, the derive() function can be executed for a record 

sequence, not necessarily for a table sequence. 

The new() function will of course create a new one, and it can even be executed for a sequence 

rather than a record sequence. 

 

Now, we can restore the problem of merging Excel to the previous requirement: append the file 

name to the end. 

 A 

1 =directory@p("data/*.xlsx") 

2 =A1.(file(~).xlsimport@t().derive(filename@n(A1.~):File)) 

3 >file("all.xlsx").xlsexport@t(A2.conj()) 

The statement is a little long, and we wrote one more line. Actually all actions can be written in 

one statement. 

For the table sequence read out by each file, use the derive() function to append a File field to the 

end, and the value is the current file name. It should be noted that derive() is a loop function, and the 

~ written directly in its expression refers to the current record of the table sequence (record 

sequence). Here, when adding a file name, we should use the upper layer ~, that is, A1.~. 

8.4 Loop functions 

Since record sequences (a table sequence is also a record sequence) can be regarded as sequences, 

we should also be able to use loop functions for these objects. We have used new() and derive(). Let's 

try the loop functions we learned before and continue to use the table sequence of 100 records 

created with new(). 

Calculate the average height, maximum weight and minimum BMI of these people. 

 A B 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,

1.5+rand(40)/100:height) 

2 =A1.(height).avg() =A1.avg(height) 

3 =A1.(weight).max() =A1.max(weight) 

4 =A1.min(weight/height/height) 

Taking a record sequence as a sequence, the A.(x) operation can be performed normally. It is often 

used to get the sequence composed of values of a field. Structured data has multiple fields, so it is 

easy to form some expressions with business significance. Therefore, aggregation functions based on 

record sequence will often be calculated directly with an expression (B2, B3 and A4 here). 

 

The selection function for structured data will also be more business meaningful than for 

conventional data. 

Find the person with the largest weight and the person with the smallest BMI: 
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 A B 

1 … 

2 =A1.maxp(weight) =A1.maxp@a(weight) 

3 =A1.minp(weight/height/height) 

A2 only finds the first and return, and B2 uses @a to find all the records that maximize the weight. 

This is often what we are more concerned about, that is, the record corresponding to the 

maximum and minimum value, rather than the maximum and minimum value itself. 

 

The records selected by conditions can also perform various set operations, as well as further 

aggregation and selection operations: 

 A B 

1 … 

2 =A1.select(height>=1.7) =A1.select(sex=="Female") 

3 =A2^B2 =A1.select(height>=1.7 && sex=="Female") 

4 =A2\B2 =A1.select(height>=1.7 && sex!="Female") 

5 =A2.maxp@a(weight) =B2.minp(weight/height/height) 

6 =A3.avg(height) =A4.max(weight) 

A2 selects the persons whose height is not less than 1.7 and B2 selects the females. A3 calculates 

the intersection of the two, B3 uses logical operation to express the same calculation result as A3. It is 

the similar case with A4 and B4. A5 and B5 do further selection to the selected record sequence, and 

A6 and B6 continue to do aggregation to the selected record sequence. 

 

Sorting is also a common operation: 

 A B 

1 … 

2 =A1.sort(height)  

3 =A1.select(sex=="Female") =A3.sort(-weight) 

4 =A1.sort(height,-weight)  

5 =A1.top(-3,weight) =A1.top(-3;weight) 

6 =A1.ranks(height) =A1.derive(A6(#):hrank) 

We know that the default sorting direction of the sort() function is from small to large, and we can 

use @z to reverse the order. However, when it comes to structured data, there are often multiple 

fields to sort, and the sorting directions of these parameters are different. In this case, there is no way 

to use only one @z to control. The method given by SPL is to write the parameters as opposite 

numbers (plus a negative sign), so that if we continue to sort from small to large, we will realize the 

reverse order of the original values. The method of writing negative signs into opposite numbers is 

also applicable to string and date time data. 

In this way, A2 sorts by height from low to high, and B3 sorts females by weight from large to 

small. A4 will sort by height from small to large first, and those with the same height will be sorted 

by weight from large to small. 

Using negative numbers in the top() function is another way to represent the reverse order, which 

is equivalent to getting the last few after sorting (if positive numbers, the first few). A5 and B5 will 
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calculate the three largest weights and the three individuals with largest weights respectively. The 

calculation result of A5 is a sequence composed of three numbers, while B5 returns a record sequence 

composed of three records. SPL also supports ranking function. A6's ranks function can calculate 

everyone's ranking by height. 

 

We feel that using Male and Female to represent gender is too long. Just use one letter M and F. In 

the future, it will be shorter when writing comparative expressions. It can be done with the run() 

function. 

 A 

1 … 

2 >A1.run(sex=left(sex,1)) 

When using the loop function to assign a value to a field, we can also directly use the field name 

to represent the field of the current record instead of writing as ~.sex. 

derive() can be used to append fields to generate a new table sequence. Sometimes we need to 

append multiple fields, and the field to be appended later needs to be calculated from the field to be 

appended first. For example, we need to add a BMI field, and then add a flag field for obesity 

according to the value of BMI. With derive(), it will be written as follows: 

 A 

1 … 

2 =A1.derive(weight/height/height:bmi) 

3 =A2.derive(if(bmi>25,"FAT","OK"):flag) 

However, the calculation of derive() is very complex. It needs to create new records and table 

sequence and copy the original data. The performance is poor. In principle, it should be used as little 

as possible. A better way is to use derive() and run() to complete the task: 

 A 

1 … 

2 =A1.derive(weight/height/height:bmi,:flag) 

3 =A2.run(flag =if(bmi>25,"FAT","OK")) 

Append both fields at one time in A2, and then use run() in A3 to calculate the value of flag field. 

The derive() function is executed only once, and the actions of creating and copying table sequence 

are reduced, and the operation performance can be improved a lot. 

 

From these examples, we can realize once again that multiple fields of structured data are easy to 

form many calculation expressions with business significance. There are many operations on field 

expressions in loop functions, but they are relatively uncommon in single value sequence 

calculation. 

Combined with the functions of reading and writing Excel files, we can now use program code to 

merge, filter, add calculation results, sort and perform other operations on a batch of Excel files. 

 

Similar to the loop function of a sequence, the record sequence will also have multi-layer nesting. 

For example, we want to calculate the minimum height difference between males and females in 

this group: 
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 A B 

1 … 

2 =A1.select(sex=="Male") =A1.select(sex=="Female") 

3 =A2.min(B2.min(abs(height-A2.height))) 

When the inner layer needs to reference the record field of the outer loop, the corresponding 

variable name of the outer loop function should also be written to represent the current record, still it 

is not necessary to write ~. 

To find out which pairs of male and female make the minimum height difference true, it is more 

troublesome. 

 A B 

1 … 

2 =A1.select(sex=="Male") =A1.select(sex=="Female") 

3 =A2.conj(B2.([A2.~,~])) =A3.minp@a(abs(~(1).height-~(2).height)) 

Here, we need to use ~ to keep the record, form a male and female pair, and then find it with the 

selection function. A3 in B3 is no longer a record sequence, and it is meaningless to reference field 

names if ~ is omitted. 

 

The members of a record sequence are records with multiple fields, and the information content 

is relatively rich. The result obtained by the selection function is also a record sequence composed of 

these records. Therefore, the information contained in the position returned by positioning functions 

such as pselect, pmax and pmin is seldom needed, but the position still needs to be obtained when it 

comes to order related calculations. 

Now let's discuss the loop functions related to order and regenerate a date related table sequence. 

 A 

1 =100.new(date(now())-100+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)>1 && day@w(dt)<7) 

Randomly generate a price table of a stock from 100 days ago to today. dt field is the date and 

price field is the price. Because there is no transaction on weekends, filter out the weekend dates after 

generating the data, and use this A2 in the future. The day@w() function returns the weekday of a date, 

but note that its return value is 1 on Sunday and 7 on Saturday. For historical reasons, the computer 

system uses the habit of Westerners. Sunday is the first day of the week. 

 

First, we want to calculate the daily increase and moving average price: 

 A 

… …  

3 =A2.derive(price-price[-1]:gain) 

4 =A2.derive(price[-1:1].avg():mavg) 

In the loop functions of a record sequence, we can add [± i] after the field to refer to the field of an 

adjacent record, and add [a:b] to refer to the sequence composed of the field values of adjacent 

records. These are the same as the loop functions of the sequence. 

Calculate the maximum consecutive rising days of this stock: 
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 A 

… …  

3 =0 

4 =A2.(if(price>price[-1],A3+=1,A3=0)).max() 

According to natural thinking, first fill in 0, add 1 if it rises one day, and clear to 0 if it does not 

rise. We can calculate the days of continuous rise to one day, and then get the maximum value. 

 

Calculate the increase on the day when the stock price is the highest: 

 A 

… …  

3 =A2.pmax(price) 

4 =A2(A3).price-A2.m(A3-1).price 

Here, use the positioning function pmax() to calculate the sequence number where the maximum 

value is located, and then use this sequence number to calculate the increase. If we need to consider 

that the highest price may appear on multiple dates, use the @a option. 

 

 A 

… …  

3 =A2.pmax@a(price) 

4 =A3.new(A2(~).dt,A2(~).price-A2.m(~-1).price:gain) 

First calculate the sequence composed of the record sequence numbers where the maximum 

value is located, and then generate a two field sequence with new() based on this sequence, taking the 

date and gain as the fields. In this case, new() can also omit the field name. You can see what the field 

names of the generated table sequence will be. 

Similarly, calculate the average increase on the days when the stock price exceeds 90 yuan: 

 A 

… …  

3 =A2.pselect@a(price>90) 

4 =A3.new(A2(~).dt,A2(~).price-A2.m(~-1).price:gain) 

 

For this cross-row calculation for a certain position, SPL provides a positioning calculation 

function. The previous code can also be written as follows: 

 A 

… …  

3 =A2.pmax(price) 

4 =A2.calc(A3,price-price[-1]) 

The positioning calculation function calc() allows the syntax of ~, #, [] and so on in the loop 

function to be used in the non loop function. 
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 A 

… …  

3 =A2.pmax@a(price) 

4 =A2.calc(A3,price-price[-1]) 

5 =A3.new(A2(~).dt,A4(#):gain) 

The calc() function can also be used for sequences, but there are few business-meaningful 

scenarios when structured data is not involved, so we give some examples here. 

8.5 Calculations on the fields 

As we said earlier, the ability of structured data in row and column directions is asymmetric. 

Convenient batch operations are usually only provided for row direction, and columns always appear 

as independent individuals. However, we also need to perform some overall operations in the 

column direction sometimes, that is, to process a batch of fields together as a set. 

 

Let's do the problem of merging Excel again. Change the requirement to: spell the file name in 

front of all columns. 

The derive() function can only append fields to the end. To change the order of fields, we can only 

recreate with new() function for the present, and we need to know what fields are already in the table 

sequence and copy them again. 

The fname() function can return a sequence of field names in the table sequence, that is, a 

sequence of strings. But this is not enough. Even if we concatenate the new field to the front, we still 

don't know how to write this new() function, such as the following code: 

 A 

1 =10.new(rand(10):a,rand(20):b,rand(30):c) 

2 =A1.fname() 

3 =A1.new( 0:NewField, A2 ) 

A1 is a table sequence, A2 gets its field name sequence, but A3 is meaningless. SPL will generate 

a field named A2, and its value is the current cell value of A2, that is, the field name sequence of A1. 

When SPL executes here, it does not know to concatenate the value of A2 into this code, but will 

execute the two characters A and 2 as part of the code. 

What should we do? 

SPL provides the syntax of dynamic program. The above code is written as follows, and it can be 

executed correctly: 

 A 

1 =10.new(rand(10):a,rand(20):b,rand(30):c) 

2 =A1.fname().concat(",") 

3 =A1.new( 0:NewField, ${A2} ) 

We have used the concat() function. It will concatenate a string sequence with the specified 

separator, and here we use commas. Here A1 has three fields a,b,c, and the calculation result of A2 is 

the string "a,b,c". 
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The meaning of ${} in A3 is to tell SPL to calculate the expression in braces (it will be a string), 

then spell the string as part of the statement, and then execute it. A2 is now "a,b,c", ${A2} will spell 

this string into the statement in A3. As a result, the actual statement to be executed by A3 is 

=A1.new( 0:NewField, a,b,c ) 

That's what we want. 

 

The syntax of ${} is called a macro. Using macros, we can dynamically spell some code to 

execute, and achieve a very flexible operation effect. Calculations related to uncertain number fields 

often use macros. 

Using macros, we can solve the problem of spelling the file name to the front in merging Excel: 

 A B 

1 =directory@p("data/*.xlsx") 

2 for A1 =file(A2).xlsimport@t() 

3  =B2.new(filename@n(A2):File,${B2.fname().concat@c()}) 

4  =@|B3 

5 =file("all.xlsx").xlsexport@t(B4) 

concat@c() means to separate by commas. A calculation expression can be written in ${} as long as 

the calculation result is a string. 

 

Using macros, we can easily generate the student score table: 

 A 

1 [English,Maths,Science,Arts,PE] 

2 =A1.("rand(100):"+~).concat@c() 

3 =100.new(string(~,"0000"):id, ${A2}) 

The calculation result of A2 will be a string: 

"rand(100):Engligh,rand(100):Maths,rand(100):Science,rand(100):Arts,rand(100):PE" 

After spelling into A3, we will get a score table of 100 students, and the id field is the student 

number of the student. 

Now we want to calculate a total score field Total for each student and append it to the end. 

 A 

… … 

4 =A3.derive(English+Maths+Science+Arts+PE:Total) 

Of course, it's OK, but if there are many subjects, it's hard to write. 

SPL provides a method to convert record fields into a sequence, and it is much more convenient 

when field values need to be processed in batch: 

 A 

… … 

4 =A3.derive(~.array().to(2,).sum():Total) 

r.array() gets the field values of record r to form a sequence and return. In this way, no matter how 

many subjects, the code is like this. It should be noted that since the data types of each field value 

may be different, the return value of array() may not be a sequence composed of members of the 

same data type. 
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With macros, we can also complete more complex tasks. 

All of the Excel files we have previously processed are in row format. However, just as we talked 

about the concept of structured data, many Excel files storing structured data are not in row format, 

such as: 

 

(This is part of the previous example. There is only one record to simplify the problem.) 

 

Suppose there are a batch of such files, each file stores a person's information. Now we hope to 

extract these data and make a row table, using the field names in this table: ID, name, sex, postion, 

birthday, phone, address, postcode. 

If there are hundreds of such files, it will obviously be too tiring to do it manually. We use a 

program to do it. 

To do this, we also need to use two Excel related functions xlsopen() and xlscell(). 

xlsopen() can open an Excel file to form an Excel object, and xlscell() can read the content of a cell 

from the Excel object. With them, we can finish the work. 

 A B C 

1 =create(ID,Name,Sex,Postion,Birthday,Phone,Address,PostCode) 

2 =directory@p("data/*.xlsx")  

3 for A2 =file(A3).xlsopen()  

4  =B3.xlscell("C1") =B3.xlscell("C2") 

5  =B3.xlscell("F2") =B3.xlscell("C3") 

6  =B3.xlscell("C4") =B3.xlscell("D5") 

7  =B3.xlscell("C7") =B3.xlscell("C8") 

8  =A1.insert(0,B4,C4,B5,C5,B6,C6,B7,C7) 

9 >file("all.xlsx").xlsexport@t(A1) 

The code logic is not complex, and we will not explain it in detail. 

However, it is still a little troublesome to write, and if the table style and data structure change, it 

needs to be changed a lot. 

We use macros and loop functions to simplify it. 
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 A B C 

1 [ID,Name,Sex,Postion,Birthday,Phone,Address,PostCode] 

2 [C1,C2,F2,C3,C4,D5,C7,C8]  

3 =directory@p("data/*.xlsx")  

4 for A3 =file(A4).xlsopen() =B2.(B4.xlscell(~)) 

5  =@|C4  

6 =create(${A1.concat@c()}).record(B5)  

7 >file("all.xlsx").xlsexport@t(A6) 

The fields and corresponding cells are made into two sequences, and it is much easier to get data 

from each Excel file and do concatenation. The code is not only shorter, but also more general. If we 

encounter a new format, just modify the first two lines. 

 

Conversely, we may use the data of a row table to generate multiple such free-style Excel. 

Obviously, doing it manually will be very tiring. 

We still use a program to complete this task. We need to learn a little more knowledge: the xlscell() 

function can also fill data into a cell of an Excel object; and then learn an xlswrite() function, which 

can write the processed Excel object into a file. 

 A B C 

1 [ID,Name,Sex,Postion,Birthday,Phone,Address,PostCode] 

2 [C1,C2,F2,C3,C4,D5,C7,C8]  

3 =file("temp.xlsx").xlsopen()  

4 =file("all.xlsx").xlsimport@t()  

5 for A4 =A1.(A5.field(~)) >A2.(A3.xlscell(~;B5(#))) 

6  =file(A5.ID/".xlsx").xlswrite(A3) 

First make a template Excel file in this format, read it into an Excel object, and then fill the 

relevant values into the Excel object for each record, and then write it into a file. Fill them in and 

write it out repeatedly, and it’s done.  

 

When doing artificial intelligence tasks, we often encounter the problem of filling in missing 

values, that is, filling in the missing data according to certain rules, such as mode (the most frequent 

of other non missing values) or average (calculated from other non missing values). 

Let's try this task. Suppose data.xlsx stores the original data: 
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The blank part indicates missing. Our rule is: if this column is an integer, fill it with the mode 

scheme; If it is a floating-point number, it is filled with the average scheme. 

 A B C 

1 =file("data.xlsx").xlsimport@t()  

2 for A1.fname() =A1.field(A2)  

3  =B2.sum() =B2.sum(int(~)) 

4  =if(B3==C3,B2.mode(),B2.avg()) 

5  =B2.(if(~,~,B4)) >A1.field(A2,B5) 

6 >file("dataNew.xlsx").xlsexport@t(A1) 

Read the data into table sequence A1, A2 loops through each field. The field() function in B2 will 

get all the values of a certain field of all records to form a sequence. It is a bit like A1.(x), but the 

difference is that the parameter of the field() function here is a string, while x in A1.(x) is a field name. 

If it is written in A1.(x), a macro needs to be used and it should be written as A1.(${A2}). 

Calculate the sum of the whole column, compare it with the sum of the integerized members, if it 

is equal, it can be regarded as all integers, then execute the mode scheme, otherwise execute the 

average scheme. The mode() function can return the mode of the sequence. 

Then calculate the field value sequence after filling in the missing values in B5. The field() 

function can also fill the sequence into the field. Here, it can also be written as A1.run(${A2}=B5(#)) in 

macro, but it is obviously clearer and simpler using the field() function. 
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9 Grouping 

9.1 Grouping and aggregation 

When there are many things, people will be used to divide these things into several categories 

according to their attributes, and then investigate some aggregate information of each category. This 

operation is called grouping on structured data. The specific action of grouping is: divide the 

records in a data table into several small sets according to a field, and those with the same field 

values are divided into the same small set, which is called a grouped subset or a group, and then 

calculate some statistical values of each group of records to study the pattern of these data. 

For example, in the previously generated personnel table, we can calculate the average height and 

maximum weight by gender. 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+

rand(40)/100:height) 

2 =A1.groups(sex;avg(height):avg_height,max(weight):max_height) 

The groups() function can implement the above actions. Here, the multi-level parameters are also 

used. Before the semicolon is the field used for grouping, and here is sex; After the semicolon are the 

aggregate operations to be done. There are two of them, average height and maximum weight, 

separated by comma. 

The return value of the groups() function is a table sequence, which takes the field used for 

grouping and the aggregate expressions as the data structure; Because the returned is a table 

sequence, the field names need to be set. Write them after each parameter of the groups() function, 

separated by a colon. For the record sequence to be grouped, the number of records in the returned 

table sequence depends on the number of values of the grouping field, and they are exactly the same. 

 

(Because the data is generated randomly, the statistical values will change every time, and they are 

not in line with common sense. But it does not affect understanding.) 

 

The aggregate operation in the second half of the groups function cannot be written casually. It 

can only support several aggregate functions made in advance. There are five common aggregate 

operations: sum, count, avg, max and min. Writing these operations in the parameters is equivalent to 

executing the aggregate functions for these subsets (also a record sequence). 

Aggregation can also be done for an expression, such as: 

 A 

1 … 

2 =A1.groups(sex;min(weight/height/height):min_bmi) 
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It is not necessarily to do grouping by field, but also by the result calculated by field. 

 A 

1 =100.new(date(now())-100+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)>1 && day@w(dt)<7) 

3 =A2.groups(day@w(dt)-1:wday;min(price):min_p,max(price):max_p) 

Group and aggregate the stock data, and calculate the highest and lowest stock prices of all 

Mondays, Tuesdays,... and Fridays. The calculation results are 5 records (weekends have been 

excluded). 

For the grouping field or expression, we have a term called grouping key. We will understand 

why we use the word “key” when we’ve learned the later content. 

 

There can also be multiple grouping keys: 

 A 

1 =1000.new(date(now())-1000+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)>1 && day@w(dt)<7) 

3 =A2.groups(month(dt):m,day@w(dt)-1:wd;avg(price):price) 

A3 can calculate the average stock price on each weekday of each month. When there are 

multiple grouping expressions, the data table will be split in more detail, and the number of groups 

will roughly be the same as the product of the number of value types of these grouping keys. For 

example, the above operation will divide into 12*5=60 groups, because there are 12 types of months 

and 5 types of weekdays (excluding weekends). The returned table sequence has 60 records. 

 

However, this is not absolute. Because in this set of data, there are data on any weekday in any 

month, these 60 groups will all have corresponding aggregate data. Sometimes the data is incomplete, 

and some groups will no longer exist. For example, we do a sampling in A2, randomly getting 100 

records and then observe the grouping results (we learned how to sample before) to see whether 

there are always 60 records in the returned table sequence. Please try it yourself. 

Because there may be multiple grouping keys, the groups function uses a higher-level semicolon 

to separate the expression used for grouping keys and the expression used for aggregation in the 

parameters. Here you can experience the convenience of multi-level parameters. 

 

In fact, group aggregation can also be done without grouping key at all. 
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 A 

1 … 

2 =A1.groups(;min(weight/height/height):min_bmi) 

This means that all members are divided into one set, that is, no splitting. For this whole set, 

calculate some aggregate values, and the returned table sequence has only one record. 

However, this operation is not common because it can be done directly with aggregate functions. 

 

Similarly, group aggregation can also have no aggegate value part: 

 A 

1 … 

2 …  

3 =A2.groups(month(dt):m,day@w(dt)-1:wd) 

A3 will calculate the months and weekdays when these stock transactions occur (we can try the 

results by reducing the amount of data with sampling we just mentioned), that is, we only care about 

the groups that can be divided, not the aggregate value of each group. 

This is a common operation. It will calculate the possible values for grouping keys in a data table 

and list all the possible values without repetition. The database industry has a special name for this 

operation, which is called getting the DISTINCT values.  

 

SPL also gives a function id() to calculate DISTINCT. 

 A 

1 … 

2 …  

3 =A2.groups(month(dt):m) 

4 =A2.id(month(dt)) 

Different from the groups() function that returns a table sequence, id() returns a sequence that has 

no data structure and no field name parameter. 

The id() function with multiple parameters does not calculate DISTINCT for multiple grouping 

keys, but calculates multiple groups of DISTINCT values respectively. If we want to calculate the 

DISTINCT values for the combined multiple grouping keys, we need to use a sequence expression. 

 A 

1 … 

2 …  

3 =A2.groups(month(dt):m,day@w(dt)-1:wd) 

4 =A2.id(month(dt),day@w(dt)-1) 

5 =A2.id([month(dt),day@w(dt)-1]) 

You can observe the return results of A3, A4 and A5, especially the length of these return values 

(as table sequence or sequence). 

 

Again, it's easier to see the difference by sampling the data and then executing these codes. 

 

Now give us some Excel files, and we can already make various classification statistics on the 
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data in them. For example, we have used this data for many times: 

 

It is very easy to calculate sales amount and order quantity by area or month: 

 A 

1 =T("data.xlsx") 

2 =A1.groups(Area;sum(Amount),count(Amount)) 

3 =A2.groups(month@y(OrderDate);sum(Amount),count(Amount)) 

file(…).xlsimport@t() can be simplified into a T() function. Note that SPL is a case sensitive 

language, and the field names should be written correctly. 

It's easy to calculate the companies that have done business with: 

 A 

1 =T("data.xlsx") 

2 =A1.id(Company) 

 

DISTINCT lets us know that there are groups that do not need to be summarized. In fact, there 

are groups that should not be summarized. 

For example, in a group of people, we want to know who has the same birthday as others. It's 

very simple, after grouping by birthday, just see which groups have more than one member. However, 

the groups() function will force a summary action, and we will lose those divided groups. 

Grouping is not always forced to summarize. Sometimes we are also interested in the subset after 

grouping. In fact, the word grouping has only the meaning of splitting in the dictionary, and does not 

continue to summarize. Because this operation was invented by SQL, and the set data type of SQL is 

relatively weak, it is unable to maintain the intermediate results of grouping, so a summary is forced. 

Over time, the whole industry felt that grouping must be accompanied by summary, and forgot the 

original intention of grouping. 

SPL restores this operation. The group() function without s just group without summary. The s in 

the name of groups() function means summary. 

 A 

1 =200.new( string(~):ID, date(now())-10000+rand(3000):Birthday) 

2 =A1.group(month(Birthday),day(Birthday)) 

3 =A2.select(~.len()>1).conj() 

Randomly generating the birthdays of 200 people, and then group by birthday (not counting 

years). The group() function returns the divided groups, that is, a sequence composed of some record 

sequences, which is equivalent to a two-layer sequence. Then, we just need to see which group has 
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more than one member, and this is the syntax we have learned. Finally, concatenate these groups. 

 

Grouping without summary has practical business significance. Finding someone with the same 

birthday is just a game. Let's take another practical example, for the previous Excel file, we want to 

split it into multiple files according to the Area field for different managers to deal with. 

It is reasonable to use grouping operation to split it, but obviously we can't summarize any more. 

 A B 

1 =T("data.xlsx") =A1.group(Area) 

2 for B1 >T(A2.Area/".xlsx",A2) 

T() function can also write a record sequence directly into an Excel file. After grouping by Area, 

write each group into a corresponding file. A2.Area is the abbreviation of A2(1).Area. According to the 

SPL convention, getting a field from a record sequence is equivalent to gettng a field from its first 

member. 

 

Sometimes, even if we want to get an aggregation result of the grouped subset, it is not easy to 

calculate, and there is no simple aggregation function to use. In this case, we also need to keep the 

grouped subsets for further calculation. 

For example, we want to group the personnel table by gender, concatenate the names (now some 

number strings) of people of the same gender into a comma separated string. This is indeed an 

aggregation result, but SPL does not have such an aggregation function, it can be writen with an 

expression: 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1

.5+rand(40)/100:height) 

2 =A1.group(sex).new(~.sex,~.(name).concat@c():Names) 

Just do new() for the subset sequence after grouping. 

 

This operation is common. SPL also allows it to be simplified into the parameters of the group() 

function: 

 A 

1 … 

2 =A1.group(sex;~.(name).concat@c():Names) 

Note that this is easily confused with groups(). The calculation after the semicolon of group() is 

equivalent to a simplified new(), and we need to write ~ to represent a grouped subset. But we don't 

need to write ~ in groups(). In fact, its calculation method is different. It doesnot calculate the subset 

first and then calculate the summary value. 

 

As mentioned earlier, there are five common aggregate operations. SPL also provides other 

aggregate functions that can be used in grouping and aggregation, but most of them do not need to 

be specifically mentioned. You can check the documents when necessary. There is only one icount() 

to mention here. 
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icount(x) returns the number of DISTINCT values of x in each group. This is roughly equivalent to 

another grouping in the group, but the inner grouping only counts and does not do other summaries. 

For example, we want to calculate how many companies each area has done business with: 

 A 

1 =T("data.xlsx") 

2 =A1.groups(Area;icount(Company)) 

 

If you understand the iterative function mentioned earlier, SPL also allows you to spell out new 

grouping and summary operations. Moreover, after fully understanding the iterative function, you 

will also realize that groups() and group() use different methods in calculating the summary value. 

Groups() use the iterative function method to calculate the summary value, and each grouping subset 

will not be maintained in the process, which will be more efficient and use less memory. This is also 

the main reason why groups() is designed separately (its syntax is sometimes slightly simpler than 

group(), but it is only a secondary reason). 

In addition, grouping operation is not only valid for structured data, but also for numerical or 

string sequences. 

 A 

1 =100.(rand(100)).groups(~%2;sum(~)) 

2 =directory("*.*").group(filename@e(~)) 

A1 will group integers by parity and calculate the sum of each group; A2 divides the file names 

under the path into several groups according to the extension. 

However, grouping for sequences is relatively uncommon, so we talk about this operation in the 

structured data section. 

9.2 Enumeration and alignment 

Members with equal grouping keys are divided into a group, which is called equivalence 

grouping. Equivalence grouping meets the following two characteristics: 

1) All members of the original set are in and only in a unique group; 

2) No group is empty; 

Grouping satisfying these characteristics is also called complete partition in mathematics. 

Then is there an incomplete partition? 

Yes, the two requirements of complete partition may not be satisfied. For example, there may be 

an empty subset in the result, or some members of the original set may not be in any group or in 

multiple groups. 

In this section, we will talk about this kind of grouping. 

 

We have made statistics on grouping personnel table by gender. Generally speaking, we expect 

the returned table sequence to have two records, that is, one for male and one for female, and even 

ensure the order, so that we can know exactly which record to use to obtain the summary result of 

male or female. 

However, equivalence grouping can not guarantee this result. 
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Because there are not necessarily two genders in this personnel table. If there is only one gender, 

there is only one record in the returned table sequence. In this case, we must compare again to know 

whether this record is male or female. 

This is very inconvenient. We want to make sure that there are two records returned, and the 

order is also determined. If there is only one gender in the data to be grouped, let the summary value 

of the other gender be 0. 

 

This kind of grouping is called alignment grouping. It is not completely divided because empty 

set may appear. 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+rand(40)/10

0:height) 

2 [Male,Female] 

3 =A1.align@a(A2,sex) 

4 =A3.new(A2(#):sex,~.avg(height):avg_height,~.max(weight):max_height) 

Before alignment grouping, there need to be a criterion sequence, such as A2 here. The align@a 

function in A3 divides the set to be grouped (A1) into several subsets, and the grouping key of each 

subset corresponds to the criterion sequence members one by one, that is, the records(members of 

the sequence to be grouped) with the same grouping key value as the criterion sequence member are 

divided into the same group, so that the number and order of the obtained grouping subsets are 

determined by the criterion sequence. If a criterion sequence member does not correspond to the 

grouping key value of any sequence member to be grouped, it will correspond to an empty subset. 

With the grouped subset sequence, it is very easy to calculate the table sequence composed of 

grouping key values and summary values. Note that for the new() function in A4, A2(#) should be 

used to obtain the grouping key value, because some grouped subset may be empty and this 

information cannot be obtained from the grouped subsets. 

SPL only provides the method of generating grouped subsets, and does not further provide 

simplified functions to calculate the summary values at one time. On the one hand, it is not difficult 

to write. On the other hand, alignment grouping is less commonly used than equivalence grouping. 

 

Let’s take another example: in the previous order data, we want to calculate the sales amount by 

month in the last two years, regardless of whether there are no orders in a certain month or not. 

 A 

1 =T("data.xlsx") 

2 =to(202001,202012)|to(202101,202112) 

3 =A1.align@a(A2,month@y(OrderDate)) 

4 =A3.new(A2(#):ym,~.sum(Amount),~.count(Amount)) 

In this grouping, not only empty sets may appear, but also some records of the original set may 

not be divided into any subset (those orders that are not in the past two years). 

 

Careful readers may find that the align() function has an option @a, so what is the operation when 

there is no option? 
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It is used for sorting. 

Similar to alignment grouping, we sometimes need to arrange a batch of data in the order we 

want, rather than the conventional alphabetic or coding order. 

In this order table, we want to calculate sales amount by region, but the results should be 

arranged in the order of East, West, North, South, Center. Of course, we can use align@a that we just 

learned. 

 A 

1 =T("data.xlsx") 

2 [East,West,North,South,Center] 

3 =A1.align@a(A2,Area) 

4 =A3.new(A2(#):Area,~.sum(Amount),~.count(Amount)) 

If we know for certain that there is at most one item in each group, we can write it in another 

way: 

 A 

1 =T("data.xlsx") 

2 [East,West,North,South,Center] 

3 =A1.groups(Area;sum(Amount),count(Amount)) 

4 =A3.align(A2,Area) 

In the table sequence obtained after group aggregation in A3, there is at most one record (maybe 

no record) in each region. The align() function without option can rearrange these records in A2 order. 

Aligned sorting is more common than alignment grouping. People have many conventional fixed 

sorting orders. For example, China's provincial rankings usually rank Beijing first, rather than Anhui 

first according to the unicode order. Americans do not have such a fixed notion of sorting regions, 

but they also have conventions such as Sunday, Monday, Tuesday,... and Low, Medium, High that 

cannot be sorted directly in alphabetic order. 

 

There is also a very common alignment grouping. The grouping key values are positive integers 

starting from 1, and the target order is to arrange the numbers from small to large. For example, the 

months are numbers 1-12, and weekdays are also integers of 1-7. This situation is also called serial 

number grouping. SPL provides an option @n to support serial number grouping in the group() and 

groups() functions. 

 A 

1 =T("data.xlsx") 

2 =A1.groups@n(month(OrderDate):M;sum(Amount),count(Amount)) 

When used, it is very similar to groups() without @n, but it is an alignment grouping, allowing the 

generation of emplty sets. If the grouping key value is less than 1, it will also be discarded. Try the 

stock data we generated earlier: 

 A 

1 =100.new(now()-100+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)>1 && day@w(dt)<7) 

3 =A2.groups@n(day@w(dt):wday;min(price):min_p,max(price):max_p) 

The table sequence returned by A3 will have 6 records, of which the first one corresponds to the 



 

122 

grouped subset of Sunday is an empty set (its grouping key value should be 1), because the data of 

Sunday has been filtered out in A2, and the largest grouping key value in the remaining data is 6 

(Saturday data has been filtered out, and 7 cannot be calculated out), so the result table sequence has 

6 records. The first record corresponds to an empty grouped subset, and both aggregation fields are 

null, but the grouping key value field still has a value. 

The grouping key value here does not decrease by 1, and will be 2,..., 6, corresponding to 

Monday,..., Friday, which is different from the previous calculation result. 

 

We can also change this to subtract 1 from the grouping key. 

 A 

1 =100.new(now()-100+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)<7) 

3 =A2.groups@n(day@w(dt)-1:wday;min(price):min_p,max(price):max_p) 

Only Saturday data is filtered out in A2, and the grouping key value is subtracted by 1 when 

grouping in A3, thus the grouping key value of Sunday data will be calculated as 0 and discarded. A3 

will calculate 5 records (without Saturday data, the maximum is 5), and this is the same result as 

before. 

 

It can be seen from these two examples that serial number grouping is not an ordinary grouping 

with serial number as the grouping key value. Its behavior is more like alignment grouping. Empty 

sets may appear and members without corresponding grouping subset will be discarded. 

The effect of using @n for group() is similar to that of groups(), and we won't elaborate here. 

Another advantage of serial number grouping is fast calculation speed, because the correct 

grouping subset can be found directly with serial number without comparison operation. 

 

In addition to regular alignment grouping, conditional grouping will also occur, and the most 

common is grouping by segment. For example, people are divided into several groups according to 

age, or orders are divided into different groups according to amount. 

For example, we divide the previous personnel table into four groups according to BMI value: 

<20, UnderWeight; 20-25, Normal; 25-30: OverWeight; >30, Obesity. Then calculate the average 

height of each group. 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+

rand(40)/100:height) 

2 [?<20,?>=20 && ?<25,?>=25 && ?<30,?>=30] 

3 [UnderWeight,Normal,OverWeight,Fat] 

4 =A1.enum(A2,weight/height/height) 

5 =A4.new(A3(#):Grade,~.avg(height):avg_height) 

The conditions of different levels are written into strings to form a sequence, in which ? 

represents the grouping key value to be substituted into the calculation. The enum() function will use 

the grouping key of each member in the set to be grouped to calculate these conditions in turn. If it 

gets true, the member will be divided into the corresponding group. The final grouping subsets will 
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also correspond to these criterion conditions in quantity and order. 

This grouping is called enumeration grouping. Obviously, enumeration grouping may also get 

empty sets, and some members may not be divided into any groups. 

Similarly, SPL only provides the enum() function to return the grouped subsets. To get the 

summary value, we need to further calculate it ourselves. Unlike alignment grouping, enumeration 

grouping usually has another sequence to identify the name of each group (A3 here). 

 

Because segment grouping is very common, this case can also be converted into serial number 

grouping with the pseg() function described earlier, which is simpler to write and faster to execute. 

 A 

1 … 

2 [20,25,30] 

3 [UnderWeight,Normal,OverWeight,Fat] 

4 =A1.group@n(A2.pseg(weight/height/height)+1) 

5 =A4.new(A3(#):Grade,~.avg(height):avg_height) 

group@n() is used here to calculate the grouped subsets first. Because the pseg() function will 

return 0 for the case that is less than the first member, it needs to add 1 as the grouping key value, 

otherwise this segment will be discarded. 

 

It is also OK to calculate the summary value directly with groups(), but we need another step to 

fill in the segment ID correctly, otherwise we will see the grouping key value itself, that is, 1, 2, 3,… 

 A 

1 … 

2 [20,25,30] 

3 [UnderWeight,Normal,OverWeight,Fat] 

4 =A1.groups@n(A2.pseg(weight/height/height)+1:Grade;avg(height):avg_height) 

5 =A4.run(Grade=A3(Grade)) 

 

In fact, alignment grouping can be regarded as a special enumeration grouping. All alignment 

grouping can be written by enumeration grouping. 

 A 

1 … 

2 [?=="Male",?=="Female"] 

3 [Male,Female] 

4 =A1.enum(A2,sex) 

5 =A4.new(A3(#):sex,~.avg(height):avg_height,~.max(weight):max_height) 

 

The enum() function also supports repeated grouping (that is, a member may be divided into 

multiple grouping subsets), but we won't talk about it because it is less common. You can use help 

when necessary. 

SQL has only equivalence grouping, and it is very troublesome when encountering the 

calculation requirements of the enumeration grouping (including alignment grouping). 
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9.3 Order-related grouping 

As we said, record sequences and sequences are ordered, and the positioning information of 

members often participates in the calculation. Grouping is no exception, and grouping keys may also 

be related to sequence numbers of members. 

For example, we want to divide the personnel table into groups of every three records: 

 A 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+

rand(40)/100:height) 

2 =A1.group((#-1)\3) 

The grouping in A2 does not use any information of records in A1, but only the sequence number, 

which is also a reasonable and even common grouping. After all, the essence of grouping is to split a 

large set into small sets. As long as there is a clear splitting method, it is reasonable. 

To divide the personnel table into three groups, we can use the step() function mentioned before 

or directly use group. 

 A 

1 … 

2 =A1.group(#%3) 

 

By the way, the grouping key values of these two examples are integers. We can also modify the 

serial number grouping mentioned earlier (need to ensure that the grouping key value is a natural 

number starting from 1): 

 A 

1 … 

2 =A1.group@n((#+2)\3) 

2 =A1.group@n(#%3+1) 

 

In addition to directly using the sequence number as the grouping key value, the grouping may 

also be related to adjacent members. 

For example, given a string composed of letters and numbers, it should be split into consecutive 

letters and numbers, such as abc1234wxyz56mn098pqrst, and into small strings abc, 1234, wxyz, 56, mn, 

098, pqrst. 

 A 

1 abc1234wxyz56mn098pqrst 

2 =A1.split().group@o(isdigit(~)).(~.concat()) 

The group@o() function will scan the whole sequence in turn. When the grouping key value is the 

same as that of the previous member, the member will be added to the current grouping subset. If the 

grouping key value changes, a new grouping subset will be generated and the current member will 

be added to it. After scanning, a batch of grouping subsets will be obtained to complete the grouping 

operation. 

isdigit(x) returns true when x is a numeric character, otherwise false. We have learned A1.split() and 

it will split this string into a sequence of single characters. Thus, the grouping key value expression 
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isdigit(~) will be calculated successively for this single character sequence as 

false fasle false true true true true false … 

That is, it is false when encountering a letter and true when encountering a number. Changing 

from number to letter or from letter to number will cause isdigit(~) to change, resulting in a new 

grouping subset, so the return value of group@o() will be 

[[a,b,c],[1,2,3,4],[w,x,y,z],[5,6],....] 

That is, divide the adjacent letters or numbers into a group, and then use concat() to concatenate 

each group into a string. 

This grouping is difficult to describe with the grouping operation we learned earlier. 

This is another example of doing grouping directly to a sequence. 

 

If we know that the grouping key value itself is orderly, the ordinary equivalence grouping can 

also be done with @o. For example, if the order data is orderly by date, and we want to group and 

summarize it by month, we can write this: 

 A 

1 =T("data.xlsx") 

3 =A2.groups@o(month@y(OrderDate);sum(Amount),count(Amount)) 

@o also works for groups(). There is no difference in the result whether we use @o or not here, 

but if we use @o when the data is orderly, groups() only need to compare the grouping key value with 

adjacent member, and the calculation speed is much faster. 

 

@o has another variant @i, with which the grouping key is a logical expression, and a new 

grouping subset is generated whenever true is calculated out. 

Let's review the previous problem of calculating the maximum consecutive days of stock rise. 

Another way of thinking is to sort the transaction data by date (often already in order), and then scan 

these data in turn for grouping. If the price of one day is higher than that of the previous day, it will 

continue to be divided into the same group as that of the previous day; If there is no rise, a new 

group is generated. After scanning, we will get some subsets. In each subset, the stock price rises 

continuously. Then we just need to see which subset has the most members. 

 A 

1 =100.new(date(now())-100+~:dt,rand()*100:price) 

2 =A1.select(day@w(dt)>1 && day@w(dt)<7) 

3 =A2.group@i(price<=price[-1]).max(~.len()) 

By the way, the easiest way for SQL to complete this task is also to use this idea, but the code is 

like this (only corresponding to code in A3): 

SELECT max(consecutive_day) 

FROM (SELECT count(*) consecutive_day FROM 

           (SELECT sum(rise_or_fall) OVER(ORDER BY dt) 

                   day_no_gain FROM 

                   (SELECT dt, CASE 

                          when price>lag(price) 

                          OVER(ORDER BY dt) 
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                          then 0 else 1 end rise_or_fall 

                   FROM T ) ) 

GROUP BY day_no_gain) 

You can feel the difference. 

 

The grouping operation that needs to use order and position information is called order-related 

grouping. Order-related grouping is very useful in parsing text. 

Some text files are not in very neat TXT or CSV format, but have regular text strings, in which 

there will be structured data, which needs to be parsed by programming if it needs to be reused, such 

as: 

 

Generally speaking, a batch of events will be described in the log, and each event will occupy 

several lines of text. Structure analysis is to extract the field values of each event. 

 

Using order-related grouping, these log texts can be easily divided into small segments with 

events as units. The log is usually divided into events in the following ways: 

1) Each N line corresponds to an event, which can be split by group((#-1\N)) : 

 A B 

1 =file("S.log").read@n()  

2 =create(…)  

3 for A1.group((#-1)\3) … 

…  … 

…  >A2.insert(…2. 

2) The number of lines is not fixed. There will be a fixed starting string before each event, 

which can be split with group@i : 

3 for A1.group@i(~=="---start---") … 

3) The number of lines is not fixed. Each line of the same event has the same prefix (such 

as the user ID of the log), which can be used split with group@o : 

3 for A1.group@o(left(~,6)) … 

After splitting, the code can concentrate on parsing the field values from the string of each 

segment. Of course, this is usually not a simple task. 

9.4 Expansion and transpose 

After grouping and then summarizing, we usually get a smaller set than the original set, which is 

equivalent to aggregation. Then, is there an inverse operation of grouping, using a smaller data table 

to calculate a larger data table through some rules? 

We call this kind of operation expansion or inverse grouping. 

However, the summarized data generally has lost the detailed information, and the reverse 
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calculation cannot be realized. Explicit expansion rules are required for expansion operations. 

 

The table sequence contains loan information of some customers, including loan periods and 

amounts. Now we need to calculate the monthly repayment amount of these people according to the 

equal principal and interest method, and the interest rate is a constant. 

 A B 

1 =10.new(string(~):id,rand(20):number,rand(100):amount) >rate=0.05/12 

2 
=A1.news(number;id,month@y(elapse@m(now(),#)):ym,amount*(1-rate*power(1+rate,number)/

power(1+rate,number)):payment) 

The news() function in A2 will generate number records for each member of A1. The field name 

and calculation formula are described by the following parameters. The calculation formula of this 

installment loan is copied online. It's not the point. 

Think about the # in the parameters. The news() function is essentially a two-layer loop function. 

First, it loops through the members of A1, and then it loops through the first parameter number. The 

parameters after the semicolon are actually for the inner loop function, that is, # is for the number 

layer, i.e., the number of loans, not the member of A1. 

The calculation amount of this code is a little large. Because the monthly repayment amount is 

actually the same in the equal principal and interest method, there is no need to calculate it so many 

times. Just calculate it once for each A1 member. 

 A B 

1 … … 

2 =A1.(amount*(1-rate*power(1+rate,number)/power(1+rate,number))) 

3 =A1.news(number;id,month@y(elapse@m(now(),#)):ym,A2(A1.#):payment) 

Note that A1.# is used here to refer to the sequence number of the outer loop function. 

 

Let's implement the inverse operation of string merging in the previous section. 

 A 

1 =100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex) 

2 =A1.group(sex;~.(name).concat@c():Names) 

3 =A2.news(Names.split@c();~:name,sex) 

A3 will split the string concatenated in A2 and expand it into records with the same number of 

rows as A1. 

Again, news() is essentially a two-layer loop function. The sex in the parameters is the field of the 

outer loop function. Because this field cannot be found in the inner layer, SPL will automatically 

find it in the outer layer, so we don't have to write A2.sex. And ~ is the current member of the inner 

loop function, i.e., the name after splitting. 

 

There is also a more common expansion operation: expand the columns (fields) of the data table 

into rows (records). 

We need to use the student score table we used before: 
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 A 

1 [English,Maths,Science,Arts,PE] 

2 =A1.("rand(100):"+~).concat@c() 

3 =100.new(string(~,"0000"):id, ${A2}) 

A3 will generate a data table with 6 fields. Except for the id field, the others are all one subject 

(score of one subject). 

 

When we talked about the concept of structured data, we mentioned that since these subjects are 

of equal status, statistics on these subjects (scores) may occur. Therefore, the more common data 

structure will be three fields: id, subject, score. Now the field name of the data table will become the 

field value of the subject field of the new data table, and each record of the original table will become 

5 records (there are 5 subjects) of the new table, which leads to expansion operation. 

We can write it with news(): 

 A 

… … 

4 =A3.fname().to(2,) 

5 =A3.news(A4;id,~:subject,A3.~.field(~):score) 

A4 lists all subject fields, and A5 performs the expansion operation. Note the two ~ in A3.~.field(~), 

the former is A3.~, i.e., the current record of A3, that is, the record being expanded, and the latter ~ is 

A4, i.e., a subject field. 

Now A5 becomes such a data structure: 

 

 

This kind of operation is very common, and SPL provides a special function to handle it: 
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 A 

… … 

4 =A3.fname().to(2,) 

5 =A3.pivot@r(id;subject,score;${A4.concat@c()}) 

For this case where all fields except id need to be expanded, it can be further simplified as: 

 A 

… … 

4 =A3.pivot@r(id;subject,score) 

 

Careful readers may find that the pivot() function uses an @r option, so what will be calculated 

without the @r option? 

When there is no @r, it is its inverse operation, which is equivalent to grouping. 

 A 

… … 

4 =A3.pivot@r(id;subject,score) 

5 =A4.pivot(id;subject,score) 

We will find that A5 becomes A3 again, but the field order has changed, and the subject fields are 

arranged in alphabetical order, however there is no problem with the data. If we want to follow the 

original field order, we need to write the field list into the parameter: 

5 =A4.pivot(id;subject,score;${A1.concat@cq()}) 

concat() plus @q means to spell additional quotation marks, and it will be explained later. 

 

pivot() function is also called transpose operation, and with @r it is called inverse transpose. 

Transpose is a variant of grouping operation, which can also be realized by grouping: 

 A 

… … 

4 =A3.pivot@r(id;subject,score) 

5 =A4.id(subject) 

6 =A4.group(id;${A5.("~.select@1(subject==\""+~+"\").score:"+~).concat@c()}) 

It can be seen that A6 here also changes back to A3 (the subject fields are also sorted. If the 

original order is to be used, replace A5 with A1 in the A6 expression). 

The macro in A6 expression is complex, but it can be understood through careful study, that is, 

take the score with the same subject name in the current grouping subset as the value of the subject 

field in the table sequence after grouping. Because the subject is a string in A4 and the grouping 

subset is composed of records in A4, quotation marks should also be added during comparison. The 

same principle is used in the previous code using pivot, so the @q option should be added in concat(). 

This syntax is really troublesome, so SPL provides the pivot() function to directly implement this 

grouping and summary. 

In other words, transpose is just a grouping and summary operation; Accordingly, inverse 

transpose is the expansion operation. 

 

It should be emphasized that this transpose is different from the transpose in Excel. The transpose 
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in Excel is equivalent to the transpose of matrix, which is a simple row column exchange (row to 

column, column to row). The transpose here is actually a pivot in multidimensional analysis. It is an 

extended variant of grouping operation (inverse transpose is a variant of inverse grouping). Usually, 

a field is used as a grouping key, and this field is stable and will not be transferred into a column. 

Transpose is actually a common saying that refers to pivot in the context of this book. 

 

However, the transpose of SPL is slightly different from the ordinary grouping. As can be seen 

from the expression of A6, it will not aggregate the grouping subset, but simply get the first item. In 

fact, this operation assumes that there is only one record (or none) in each grouping subset after 

filtering with the field name of the target table. If there are multiple records at this time (theoretically 

possible), the pivot() function has no place to describe how to aggregate these records. A better way is 

to do a round of group aggregation in advance, and then do the pivot() function. 

 A 

1 [English,Maths,Science,Arts,PE] 

2 =100.new(string(rand(10),"0000"):id, A1(rand(5)+1):subject,rand(100):score) 

3 =A2.pivot(id;subject,score) 

4 =A2.groups(id,subject;sum(score):score) 

5 =A4.pivot(id;subject,score) 

6 =A2.pivot@s(id;subject,sum(score)) 

The table sequence we generated in A2 has duplicate id and subject, so that the grouping subset 

will have multiple records after being filtered by the field name during pivot(). Direct pivot() may not 

get the desired result (A3); A round of group aggregation (A4) needs to be done first, and then pivot() 

(A5); If the aggregation method of all fields is the same, it can also be simplified as A6. The option 

@s indicates that one more step of aggregation is required, and the aggregate function is written in 

the parameter. If it is different (for example, some calculate sum and some calculate max), we can 

only do the aggregation of A4 first. 

 

It is very convenient to use the pivot() function without the third segment parameter (after the 

second semicolon), but some desired fields in the result table sequence may not be generated due to 

the lack of data. 

 A 

1 [English,Maths,Science,Arts,PE] 

2 =100.new(string(~,"0000"):id, A1(rand(5)+1):subject,rand(100):score) 

3 =A2.select(subject!="Arts") 

4 =A3.pivot(id;subject,score) 

5 =A3.pivot(id;subject,score;${A1.concat@cq()}) 

A3 filter out the Arts subject and then do pivot(). The result will be one less column, and there will 

be no Arts subject. To forcibly list all subjects according to A5, the corresponding values of the field 

with missing data in the result table sequence will be filled with null. 
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10 Association 

10.1 Primary key 

When we talked about the concept of structured data, we said that the fields of the data table 

have names, but the records have no names. So how do we identify the difference between one 

record and another? We know that each record corresponds to the information of one thing. Which is 

it? How to determine that the current referenced or operated record is the one corresponding to the 

expected thing? 

It is often unreliable to use the order of a record in the table sequence to identify, because the 

sequence number will change with the insertion and deletion action. 

In the examples of the previous chapter, most of the table sequences we created and referenced 

have a field with values that are unique in the whole table sequence, such as the id field in the 

personnel table or the dt field in the stock table. Structured data uses this unique field value to 

identify a record. 

In a data table, if there are one or more fields and the values of any two records in this field (the 

sequence of values if multiple fields) are different, we can set this field (fields) as the primary key 

of the data table. 

 

Note that the primary key is set manually and not found automatically. There may be multiple 

fields (or sets of fields) in a data table that meet the condition of primary key (uniqueness), but we 

will only select one (set) as the primary key. A primary key must be unique, but a unique field may 

not be a primary key. 

The field value of the primary key of a record, also known as the primary key value of the 

record, is also referred to as the primary key when the context is unambiguous. 

Because the primary key is unique, that is, the primary key value of a record will not be 

repeated in the whole data table, the primary key can be used to uniquely identify a record. We say 

that the current referenced or operated record is a record with a primary key of xxx, so there will only 

be one such record, and there will be no mistake. 

For a data table with a primary key already set, in principle, it is not allowed to add new records 

with the same primary key as existing records. When inserting and deleting records, the primary key 

will not change. Using the primary key to identify a record is more stable than using the sequence 

number. 

However, primary key is not required (none of the previous examples has one). A data table 

without a primary key usually only appends records instead of modifying, deleting existing records 

or inserting new records in front, because these actions will change the sequence number. 

 

In fact, we are not unfamiliar with the concept of primary key in our daily life. All students in 

the school will have a unique student number. The attribute of student number itself has no effective 

information, and its function is only to uniquely identify a student. It will not work to directly use 

students' names. People may often have duplicate names, so it is difficult to accurately identify a 
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student. For things like orders, they don't have a name. They need a (unique) number to identify 

them. Otherwise, we don't know how to determine which order we are talking about. Other similar 

ones include flight number, bank account, telephone number, etc., which all play the role of primary 

key. 

The "primary key" in daily life is almost everywhere. The primary key of structured data is only 

an embodiment of people's daily experience in the programming language. The primary key is the 

name of the record. Setting the primary key is to give the record a (unique) name. 

 

SPL provides some functions for primary key: 

 A 

1 =1000.new(string(1000+~):id,if(rand()<0.5,"Male","Female"):sex) 

2 =A1.keys(id) 

3 =A1(1).key() 

A2 uses the keys() function to set the primary key of the table sequence as the id field, and A3 

uses key() to calculate the primary key of a record. 

 

For the table sequence with primary key set, a key icon will be drawn on the primary key field 

when the values are displayed. 

 

However, SPL does not check the uniqueness of the primary key when it is set. Whether the 

primary key is unique is controlled by the programmers themselves. 

Using the grouping operation we have learned, it is easy to judge whether a field is unique in 

the data table: 

 A 

1 =1000.new(string(rand(1000)):id,if(rand()<0.5,"Male","Female"):sex) 

2 =A1.id().len()==A1.len() 

Just see if the sequence after DISTINCT is as long as the original table sequence. 

When inserting records, SPL does not check the uniqueness of the primary key. The following 

code will not report an error. 

 A 

1 =1000.new(string(1000+~):id,if(rand()<0.5,"Male","Female"):sex) 

2 =A1.keys(id) 

3 =A1.insert(1,"1002") 

SPL only checks the uniqueness of the primary key when it is required. This has the advantage 
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of better computing performance, and each check is a time-consuming action, but the disadvantage is 

that there may be potential errors. The principle of SPL fully believes in programmers and leaves 

freedom to programmers. 

 

The main usage of the primary key is to identify records, that is, to find a record with the 

primary key value. 

 A 

1 =1000.new(string(1000+~):id,if(rand()<0.5,"Male","Female"):sex) 

2 =A1.keys(id) 

3 =A1.find("1053") 

SPL uses the find() function to return the record whose primary key is its parameter. If it cannot 

be found, it will return null. 

In the table sequence we are using now as an example, the primary key of records is arranged 

from small to large just like the sequence number. This is to facilitate the generation of a unique field 

(if they are generated randomly, it is necessary to compare whether they are repeated). However, 

SPL does not have this requirement for the primary key. It can be out of order: 

 A 

1 =1000.(string(1000+~)).sort(rand()) 

2 =1000.new(A1(#):id,if(rand()<0.5,"Male","Female"):sex) 

3 =A2.keys(id) 

4 =A2.find("1053") 

A4 can also normally find the record with the parameter as primary key. 

Since SPL does not check the uniqueness of the primary key, if there are records with the same 

primary key in the table sequence, the find() function will not report an error. It will find the first 

record and return, which is a bit like select@1(). 

By the way, find() is similar to pos(). It is not a loop function. Its parameter will be calculated 

first when being called, and there will be no ~, # and so on. 

 

It is a common action to use the primary key to find a record. If the table sequence is a 

relatively large, the search speed will be slow, because this search usually needs to compare one by 

one. 

SPL provides a mechanism to index the primary key, and the search speed will be much faster. 

 A B 

1 =1000.(string(1000+~)).sort(rand()) 

2 =1000.new(A1(#):id,if(rand()<0.5,"Male","Female"):sex) 

3 =A2.keys(id) 

4 =now() >10000.run(A2.find(string(1000+rand(1000)))) 

5 =now() =interval@ms(A4,A5) 

6 >A2.index()  

7 =now() >10000.run(A2.find(string(1000+rand(1000)))) 

8 =now() =interval@ms(A7,A8) 

The index() function will create an index for the table sequence with a primary key, and the 



 

134 

index will be automatically used by find() after the index is created. 

When you execute this code and compare the running time before and after indexing, you will 

find that the performance gap is very large (but it also needs to be executed 10000 times and use 

interval@ms() to capture). After the index is provided, the method of comparison one by one is no 

longer used. The specific method is far beyond the content of this book, which will not be explained 

here. 

 

SPL requires the uniqueness of the primary key when creating an index. When index() is 

executed, SPL checks whether the primary key is unique. If it is found that the primary key is not 

unique at this time, an error message of duplicate primary keys will be reported. 

SPL seems a little lazy and won't take the initiative to do things until necessary. 

 

Unlike the operations mentioned earlier, primary key and index can only be created for a table 

sequence, not for a record sequence. They are part of the data structure. 

However, find() can be used in a record sequence, only that it can't use the index. It can only 

compare one by one. 

As an aside, if the primary keys are in order, find() also supports a fast search technology called 

binary search, which is much faster than comparison one by one (close to the index, but still can't 

catch up). It can be used for a record sequence without index or a table sequence that has not created 

an index. The select() function and pos() function also support this binary search. Interested readers 

can refer to the relevant documents of SPL, because high-performance computing is not the focus of 

this book (we didn't talk about the principle of indexing just now), we won't elaborate here. 

 

Let's review the grouping operation mentioned in the previous chapter. Observing the table 

sequence returned by groups(), it is obvious that the field corresponding to the grouping key value is 

unique, that is, this field can naturally constitute the primary key of the table sequence returned by 

groups(). Therefore, the field value used for grouping is called key. Careful readers may have found 

that when viewing the returned result of groups(), the small key icon has been drawn on the grouping 

key. 

10.2 Foreign key 

With a primary key, we can uniquely identify a record. Then, we can establish the association 

between the records of different data tables. 

First, generate two tables with primary key for experiments. For simplicity, we use integers as 

primary key, but the order is deliberately disrupted. 

 A B C 

1 [HR,R&D,Sales,Marketing,Admin] =A1.len().sort(rand()) =100.sort(rand()) 

2 =A1.new(B1(#):did, ~:name, C1(#):manager ).keys(did) [CHN,USA] 

3 =100.new(C1(#):eid,C2(rand(2)+1):nation,rand(5)+1:dept).keys(eid) 

4 =A2.run(A3(manager).dept=did) 

A2 is a department table, each record corresponds to a department, the did field is the department 
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number, which is used as the primary key, and the name field is the department name; A3 is the 

employee table, each record corresponds to an employee, eid field is the employee number, which is 

used as the primary key, and the nation field is the employee's nationality. The employee table usually 

has a name field, but it's useless here, so we won't generate it. 

The key points are the dept field of A3 and the manager field of A2. dept stores an integer 

representing the department to which the employee belongs. The department of the employee 

corresponding to record e in the employee table is the department corresponding to record d with 

e.dept as the primary key in the department table. We will also say that record e is associated with 

record d. 

The manager field of A2 indicates the manager of the department. The manager is also an 

employee and will also appear in the employee table. The manager of the department corresponding 

to record d in the department table is the employee corresponding to record e with d.manager as the 

primary key in the employee table. We also say that the two records d and e are associated. 

Understanding this relationship makes the role of A4 clear. Because the randomly generated data 

can not guarantee that the manager's department is his own department, it should be adjusted in A4 

so that this data can be used. 

 

Now we want to list all the people in the R&D department. 

This is a simple selection problem, and we should use the select() function. However, there is no 

department name in the employee table, and there is only the department number. The selection can 

only be done by using the number to find the department name in the department table. 

 A B C 

… … 

5 =A3.select(A2.find(dept).name=="R&D") 

Similarly, we can also list all departments where the manager is American: 

 A B C 

… … 

5 =A2.select(A3.find(manager).nation=="USA") 

 

In this way, we associate the employee table with the department table, and can jointly use the 

information of the two tables for operation. The dept field in the employee table is always the 

primary key of a record in the department table, and it is also used to represent this record in the 

department table. We call this field a foreign key, and a more complete saying is the foreign key 

pointing to the department table in the employee table. Through the foreign key, we can refer to 

some fields of the associated record in another table in the operation of a table, and the two tables are 

associated by the foreign key. 

Similarly, the manager field in the department table is also a foreign key pointing to the employee 

table. 

The primary key may consist of multiple fields, correspondingly, a foreign key may also have 

multiple fields, but it is relatively uncommon, and we won't give an example here. 

When there is a foreign key relationship between two tables, for example, a field in table A is a 

foreign key pointing to table B. We also need to know two terms: table B is the dimension table of 
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table A, and table A is called the fact table. The relationship between the dimension table and the 

fact table is relative. When we care about the foreign key dept of the employee table, the department 

table is the dimension table of the employee table, while when we care about the foreign key 

manager of the department table, the employee table is the dimension table of the department table. 

Dimension table and fact table are often used by programmers when discussing database 

operations. We don't use this kind of technical vocabulary in daily data processing, but it's better to 

know. 

In the terminology of database, it is also said that foreign key association is many to one 

association, that is, multiple fact table records may be associated with the same dimension table 

record. 

 

Foreign key is not an unfamiliar concept. Dimension table is the code table we often use. We list 

some frequently referenced attributes of things in a code table and give a code (i.e., primary key) to 

identify them. When referencing, we only use this code (i.e., foreign key), for more detailed 

information, we use this code to query the code table. 

For example, the owner's name, address,... and other information will be listed with the phone 

number, while there is only the phone number in the call record. The phone number is the primary 

key of the phone book. The phone number in the call record is the foreign key pointing to the phone 

book. The phone book is the dimension table of call record, and call record is the fact table. In the 

calculations of call records, it is often possible to use information related to phone numbers, such as 

querying the number of calls made in Beijing, which uses foreign keys to find the fields of 

associated records. 

There are also others, such as bank accounts and bank transaction records, commodity 

information and trading records. 

It is very common to use dimension table information in the operations of fact table. Why don't 

we directly copy the dimension table fields to the fact table? 

Readers who have experience with this code table will know the answer. There are many 

information contents in the dimension table. If they are copied into the fact table, the fact table will 

be very large and occupy a lot of storage space, resulting in low performance; Moreover, the 

dimension table is likely to change, such as department name and owner’s address. If they are copied 

into the fact table, once they change, the fact table will be updated, and the fact table is usually much 

larger, and it is very troublesome and inefficient. If it is an independent dimension table, you can 

always get the latest information by modifying the dimension table and temporarily fetching the 

dimension table fields during the operation of the fact table. 

 

Having understood the concept, let's continue. Now list the employee id (replaced by the id field 

without generating the name field) and the department name into a table: 

 A B C 

… … 

5 =A3.new(eid,A2.find(dept).name:dept) 

This is very similar to the VLookup function in Excel. That's how the code table is used. 

However, it is obviously very troublesome to always use find() to write, and the efficiency is very 
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poor to calculate every time. For example, if we want to list the id of the manager of the employee's 

department, we have to write this find() twice. 

 A B C 

… … 

5 =A3.new(eid,A2.find(dept).name:dept,A2.find(dept).manager) 

This is more like VLookup. Excel has to write VLookup twice to reference two columns of the 

associated table. 

 

SPL obviously won't fail to take this problem into consideration. This kind of routine operation 

for structured data can't be so troublesome. SPL provides the switch() function to realize the 

association operation of foreign key: 

 A B C 

… … 

5 >A3.switch(dept,A2) 

6 =A3.new(eid,dept.name:dept,dept.manager) 

The switch() function will switch the foreign key field to the corresponding dimension table 

record. The A5 code is equivalent to executing the following statement: 

>A3.run(dept=A2.find(dept)) 

Before executing A5, look at the value of A3 (debugging function can be used). It is as follows, 

and the dept field is an integer: 

 

After execution, look at A3. The dept field still looks like an integer, but it changes color and is 

displayed on the left: 
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Double click the value of a dept, and the following result may appear in the value display area: 

 

The value of dept field has become a record. Double clicking it will display the details of this 

record. The just displayed value with changed color is actually the primary key of this record. 

Since it is a record, of course, its fields can be referenced, and dept.name and dept.manager in A6 

can be calculated normally. 

 

The function name switch() is used because it can also switch the field valued as a record back: 

 A B C 

… … 

5 >A3.switch(dept,A2) 

6 =A3.select(dept.name=="R&D") 

7 >A3.switch(dept) 

A5 switches the foreign key to the record of the dimension table, and A6 can use it to reference 

the field of the dimension table record. A7 switches the field now valued as the record back. A7 is 

equivalent to executing 

>A3.run(dept=dept.key()) 

However, switching back is rare. 

 

After being processed by switch(), it seems that the records of the two tables are really connected. 

The field value of this table is the record of another table. You can reference the fields of another 

table through this field. This is much more convenient than VLookup. 

Accordingly, the manager field in the department table is also a foreign key and can also be 

switched to the record in the personnel table. 

For example, we want to count how many American employees have a Chinese manager: 
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 A B C 

… … 

5 >A3.switch(dept,A2) >A2.switch(manager,A3)  

6 =A3.count(nation=="USA" && dept.manager.nation=="CHN") 

Foreign key relationships may have multiple layers. In this case, it will be difficult to describe if 

we still use the find() method (Interested readers can also try to think about how to use VLookup to 

realize this multi-layer association in Excel). For the foreign key switched by the switch() function, 

the point operator can be vividly interpreted as "’s". The dept.manager.nation in A6 can be interpreted 

as the department’s manager’s nationality of the current employee. You will not find it difficult even 

if there are many levels. Such a syntax is simple to write and easy to understand. 

 

Generally, the value of the foreign key field must be within the range of the primary key value of 

the dimension table, but sometimes it may exceed the range. For example, before the department of a 

new employee is determined, the dept field is filled with 0, and there is no corresponding record in 

the department table. 

 A B C 

… … 

4 =A2.run(A3(manager).dept=did) >C1.to(90,).run(A3(~).dept=0) 

5 =A3.switch(dept,A2) =A5.count(dept.name==null) 

5 =A3.switch@i(dept,A2) =A5.count(dept.name==null) 

5 =A3.switch@d(dept,A2) =A5.count(dept.name==null) 

In the code B4 for generating data, we deliberately find some employees' dept and fill it in as 0, 

and then we can observe the calculation results of the three A5. Note that it should be executed 

separately, not sequentially, because A3 will be changed after execution, and it is meaningless to 

continue to execute another A5. 

When the switch() cannot find the dimension table record corresponding to the foreign key, it will 

fill in the foreign key as null, and the subsequent reference of its field will not report an error, but will 

return null, and the corresponding B5 will not be 0. The @i option will delete the fact table records 

that cannot find the record corresponding to the foreign key, ensuring that all the foreign keys of the 

fact table records after switch are correctly switched to dimension table records, and the 

corresponding B5 will return 0. While the @d option only retains the fact table records that cannot 

find the corresponding record of the foreign key, and cannot perform the foreign key switch, and the 

corresponding B5 will report an error. 

 

Using foreign key to associate two data tables is often used to temporarily concatenate some 

fields of the dimension table to the fact table (that is, what VLookup does). In most cases, it is not 

intended to change the field of the fact table. Although the switch() function is convenient for 

association operation, it will change the foreign key field value of the original fact table. If we only 

want to append dimension table fields, we need to do another step of switching the foreign key that 

has become a record back to the foreign key, which is troublesome. Moreover, if we encounter the 

situation that there is no correspondence that we just mentioned, the foreign key will be filled in as 

null, and the information has been lost and cannot be switched back. 
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SPL provides the join() function to achieve this goal: 

 A B C 

… … 

4 =A2.run(A3(manager).dept=did) >C1.to(90,).run(A3(~).dept=0) 

5 =A3.join(dept,A2,name:deptname,manager:manager) 

A5 will add deptname and manager fields on the basis of table sequence A3, and fill in the 

employee's department name and manager id respectively. The dept field will remain the same. If the 

corresponding dimension table record cannot be found, the newly added fields will be filled with 

null. 

The join() function will generate a new table sequence, and the original A3 will not change. 

The join() function can also support multi field primary keys and foreign keys. Because they are 

not common, we won’t give examples here. When you need to use them, you can consult the 

relevant SPL documents and understand the necessity of multi-layer parameters. 

The switch() function does not support a dimension table with multi field primary keys. It can only 

switch single field foreign key. 

 

It is very common to use a foreign key to find the corresponding record in the dimension table to 

reference some fields of the associated record. However, the business is complex. Sometimes the 

associated records cannot be determined simply by a foreign key, but need a condition related to the 

interval. 

Go back to the personnel table often used in the previous chapter and create a BMI comparison 

table: 

 A B 

1 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+

rand(40)/100:height) 

2 =A1.derive(weight/height/height:bmi) 

3 [null,20,25,30] [UnderWeight,Normal,OverWeight,Fat] 

4 =A3.new(~:low,~[1]:high,B3(#):type) 

Now we want to add a field to the personnel table A2 with BMI information to list everyone's 

weight type. 

If the BMI comparison table A3 is used as a dimension table (with fields to be referenced), it has 

low and high fields to represent the BMI interval of a weight type, but does not have a field suitable 

for primary key (although low and high are unique). It also appears that there is no field in personnel 

table A2 that can act as a foreign key. However, it is obvious that there is an association between A2 

and A4, and each record of A2 will correspond to a record of A4. 

Interval association is also a common association. How should it be implemented? 

 

We can of course simply use the select() function, just like using find() at the beginning of this 

section. 
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 A B 

… … 

5 =A2.derive(A4.select@1(low<=bmi && (!high || high>bmi)).type) 

Here, we need to judge whether high is null (indicating the last segment), and low does not need to 

be judged, because SPL stipulates that null is the smallest, and null<=bmi will always get true. 

 

In fact, interval association can also be understood as foreign key association. If we modify the 

BMI comparison table and add the BMI segment number calculated by pseg() function to the 

personnel table, we can see the foreign key relationship. 

 A B 

… … 

3 [null,20,25,30] [UnderWeight,Normal,OverWeight,Fat] 

4 =A3.new(#:no,~:level,B3(#):type).keys(no) 

5 =A2.derive(A4.(level).pseg(bmi)+1:bmitype) 

6 =A5.switch(bmitype,A4) 

The modified BMI comparison table A3 has a primary key and can be used as a dimension table. 

The bmitype field added in A5 is the foreign key pointing to A3. We can also use switch() to establish 

association. 

Interval association is also a foreign key association in essence. 

 

It's really troublesome to create a foreign key for the personnel table. Actually, we wrote the code 

as above to help you understand that the concept of foreign key can be extended to this situation. In 

fact, we can directly spell the target field with pseg(). 

 A B 

… … 

3 [null,20,25,30] [UnderWeight,Normal,OverWeight,Fat] 

4 =A3.new(~:level,B3(#):type) 

5 =A2.derive(A4(A4.(level).to(2,).pseg(bmi)+1).type) 

Generally, interval association processe does not generate a foreign key, but the concept of 

dimension table and fact table can still be used. 

If, like this example, only the type field needs to be referenced, we will not even generate the 

comparison table, but directly use the sequence and pseg() to calculate and reference. 

 A B 

… … 

3 [20,25,30] [UnderWeight,Normal,OverWeight,Fat] 

4 =A2.derive(B3(A3.pseg(bmi)+1):type) 

Like all foreign key associations, interval association is also many to one relationship. Even if the 

dimension table is not generated, this association relationship still exists logically. 
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10.3 Merge 

If there are two Excel files, such as the order table mentioned before, they may be made by two 

persons respectively, and there may be some duplicate records. We need to pick out these duplicate 

records and merge them into a table without duplicate records. 

Originally, this is a very simple task of set union. We have learned set operations and can directly 

use operators such as intersection and difference. However, we also know that different records in 

the table sequence will never be equal, and the records in different table sequences will never be 

equal. Of course, the table sequences read from Excel files are different table sequences. In this case, 

they are not suitable for set operations. 

 

SPL provides merge operation function to complete this task: 

 A B 

1 =T("data1.xlsx") =T("data2.xlsx") 

2 =[A1,B1].merge@uo() >T("data.xlsx",A2) 

Quite simply, the merge() function compares the contents of the records. The @u option indicates 

to get the union. Without this option, it will directly concatenate the two table sequences, that is, to 

get the concatenation (i.e. |). We’ll talk about @o later. 

Similarly, the merge() function can also get the intersection, that is, to get the duplicate records, 

just replace @u with @i. 

 A B 

1 =T("data1.xlsx") =T("data2.xlsx") 

2 =[A1,B1].merge@io() >T("data.xlsx",A2) 

 

The merge() function will compare all fields of the whole record. If any field is different, it will be 

considered that the two records are different. Such comparisons are time-consuming and sometimes 

unnecessary. For example, for this order problem, we believe that the producer is conscientious and 

responsible. As long as the order number is correct, the order content will not be wrong. However, 

there may be duplication and omission in the order collection process, resulting in duplicate order 

numbers in the two files. And we only need to pick out the records of duplicate order numbers. 

 A B 

1 =T("data1.xlsx") =T("data2.xlsx") 

By adding a parameter to the merge() function, we can make it compare only this field. 

Or for records with primary key set, the merge() function will only compare the primary key. 

 A B 

1 =T("data1.xlsx").keys(ID) =T("data2.xlsx").keys(ID) 

2 =[A1,B1].merge@uo() >T("data.xlsx",A2) 

The operation is same for intersection, just replace @u with @i. 

 

If the situation is more complicated, both producers may make mistakes. We need to see if the 

records with the same order number in the two files have different contents. Therefore, we need to 

select the records with the same order number and compare the whole contents to see if they are the 
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same. 

 A B 

1 =T("data1.xlsx") =T("data2.xlsx") 

2 =[A1,B1].merge@io(ID) =[B1,A1].merge@io(ID) 

3 =[A2,B2].merge@do() =A3.(ID) 

A2 will calculate those records in A1 with duplicate order numbers as B1, but retain the record 

sequence composed of A1 records. Correspondingly, B2 will retain the records in B1 that duplicate 

the order number of A1. A2 and B2 are both the intersection of A1 and B1, but they are only the 

intersection in the sense of comparing the order number, and the whole contents are not necessarily 

the same. Then use merge@d() in A3 to calculate the full content difference set between A2 and B2, so 

that we can get the records in A2 that have different content with that of the corresponding orders in 

B2, and get the order numbers of these orders in B3, that is, the orders to be reviewed. 

 

This complexity occurs when set operations involve structured data. The same primary key (or a 

relatively critical field) does not mean that the whole record is the same. When we need to judge that 

the records are the same when doing intersection, union or difference, we may use only the primary 

key or the whole record. If only the primary key is used, the exchange law will not be satisfied. This 

is not only that the order of members may be different, but also the content may be totally different. 

Pay special attention when writing code. 

 

Now let's talk about this @o option. By default, the merge() function assumes that the data is 

ordered (for example, from small to large), thus the comparison speed is very fast, and no sorting is 

needed. The @o option tells the merge function that the data is out of order and needs to be sorted 

first. In our current example, the orders are arranged in order according to the order number. It 

doesn't matter if @o is not written. 

Another note is that the merge() function is preceded by a sequence ([A1,B1]), which can calculate 

the union or intersection results of multiple record sequences at the same time. However, it is 

relatively uncommon, and we won’t give examples here. 

The merge() function is also valid for sequences, but single valued sequences generally use the set 

operator directly, and rarely use the merge() function. 

10.4 Join 

Let’s continue to see the above order example. After picking out the records with the same order 

number but different contents in the two files, we want to spell the fields (except the order number) 

together and compare them. That is to form a data table with twice the number of fields (except the 

order number). 

We usually use the join() function to accomplish this task. 
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 A B 

1 =T("data1.xlsx") =T("data2.xlsx") 

2 =[A1,B1].merge@i(ID) =[B1,A1].merge@i(ID) 

3 =join(A2:a,ID;B2:b,ID) 

4 

=A3.new(a.ID:ID,a.Company:CompanyA,b.Company:CompanyB, 

a.Area:AreaA,b.Area:AreaB,a.OrderDate:OrderDateA,b.OrderDate:OrderDateB, 

a.Amount:AmountA,b.Amount:AmountB, a.Phone:PhoneA, b.Phone:PhoneB) 

The join() function of A3 returns a table sequence with two fields, a and b respectively. It will 

concatenate the records in A2 and B2 according to the ID field value, that is, fill the A2 record and B2 

record with the same ID into field a and field b respectively as a record in the returned table sequence. 

The value of field a or field b is also a record, which is a bit like the result of a foreign key being 

switched. After we understand the calculation result of A3, although A4 is long, it is easy to 

understand. 

Unlike merge(), the task of join() is often to make the data table wider, and merge@u will make the 

data table longer (more records). 

 

A bigger difference from merge() is that the data tables targeted by merge() are generally of the 

same data structure. While the common scenario of join() is two (or more) data tables with different 

data structures. 

Let’s continue to use the personnel table generated earlier, we now have a personnel table with 

gender, height and weight, as well as an employee table with nationality and department. We want to 

make the two tables into a wider table. If the name field of the personnel table is the same as the eid 

field of the employee table, it means that it is the same person. 

Let’s sort out the code used to generate data. We don’t use the department table at the moment, 

just discard it.  

 A B C 

1 =100.sort(rand())  [HR,R&D,Sales,Marketing,Admin] [CHN,USA] 

2 =100.new(A1(#):eid,C1(rand(2)+1):nation,B1(rand(5)+1):dept) 

3 
=100.new(string(~):name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+rand(40)/100:

height) 

The eid in employee table A2 is disordered. 

 

Let's finish the task: 

 A B C 

… … 

4 =join(A3:P,int(name);A2:E,eid) 

5 =A4.new(P.name,P.sex,P.weight,P.height,E.nation,E.dept) 

Because the name of A3 is a string type, which is different from the eid of A2, it needs to be 

converted and written as int(name). We can also convert A2 and write A4 as: 

=join(A3:P,name;A2:E,string(eid)) . 

The calculation result of A4 is as follows: 
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A table sequence with two fields. The field values are A3 record and A2 record respectively. 

Because we did not set the primary key for A2 and A3, the development environment will display the 

fields of the record as a sequence. It can be seen that the first field of the records on the left and right 

sides of the same line, that is, name and eid, are the same. This is the result of the join() operation. It 

will spell together the records with the same name in A3 and eid in A2 (Actually, int(name) and eid are 

the same, but they look the same). 

Then A5 can easily get the desired results, which will not be explained in detail. 

 

Two data tables can generate a data table with two fields through the equal relationship between 

certain fields (or expressions). Based on this new data table, the fields of two original data tables can 

be referenced for operation at the same time, so as to complete the association of the two tables. The 

field (expression) used to determine association is called association key, and records with equal 

association key values are called associated records. This association operation is called join. 

The foreign key association mentioned in the previous section is also a join operation. It uses the 

foreign key of the fact table and the primary key of the dimension table as the association key. 

However, we rarely express the operation result of foreign key association as a table sequence using 

two fields with records as values as a data structure. Instead, we are used to using the previous 

method to switch the foreign key with the switch() function or spell the dimension table fields into the 

fact table with join() (not the join() we are talking about). 

 

If we already set the primary key for A2 and A3 tables, we do not need to write the association 

key during join(). 

 A B C 

1 =100.sort(rand())  [HR,R&D,Sales,Marketing,Admin] [CHN,USA] 

2 =100.new(A1(#):eid,C1(rand(2)+1):nation,B1(rand(5)+1):dept).keys(eid) 

3 
=100.new(~:name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+rand(40)/100:height)

.keys(name) 

4 =join(A3:P;A2:E) 

We need to change the generation statement in A3 to directly use integers as the values of the 

name field, so that the primary keys of the two tables do not need a conversion and directly serve as 

the association key. 

The join using the primary key as the association key is called the homo dimension association, 
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and the two tables are also called the homo dimension table to each other. In database terminology, 

the homo dimension association is a one-to-one association, that is, a record in an association table 

will only be associated with one record in another association table, not multiple, because the 

primary key is unique. 

 

Let's continue with this code and change it a little bit. A2 randomly selects 80 integers between 1 

and 100 as the primary key to generate 80 records; A3 directly selects 1-90 as the primary key to 

generate 90 records. In this way, the primary keys of A2 and A3 still have a lot in common, but they 

also have a small number of primary key values that the other does not have(Because of random 

generation, the result of each running may be different, but it does not affect our discussion). 

 A B C 

1 =100.sort(rand())  [HR,R&D,Sales,Marketing,Admin] [CHN,USA] 

2 =80.new(A1(#):eid,C1(rand(2)+1):nation,B1(rand(5)+1):dept).keys(eid) 

3 
=90.new(~:name,if(rand()<0.5,"Male","Female"):sex,50+rand(50):weight,1.5+rand(40)/100:height).

keys(name) 

4 =join(A3:P;A2:E) 

5 =A4.len() =A2.(eid)^A3.(name) =B5.len() 

Look at the result of A4: 

 

The left and right are still equal, but there are obviously missing sequence numbers (that is, 

primary key). 

Looking at A5, of course, it will not be 100, but it is not 80 or 90, but smaller. 

The join() function will find records with equal association keys in both tables to associate. If the 

association key value of one table does not exist in the other table, the corresponding record of this 

table will also be discarded. This join is called inner join. The association key set in the result of the 

calculated table sequence is the intersection of the association key sets of the two associated table 

sequences, that is, B5 in the above code, and A5 is bound to be equal to C5, which is usually less than 

the length of A2 or A3. 

 

Let's try again after changing the last two lines of code: 
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 A B C 

… … 

4 =join@1(A3:P;A2:E) 

5 =A4.len() =A3.(name) =B5.len() 

Execute again, and then look at A4 

 

The record primary key in the values of the P field is complete, ranging from 1 to 90, and 

corresponds to the records of A3 one by one. Some records of the E field are filled with null. A5 is 

also 90, the same length as A3. 

The join() with @1 will be based on the association table on the left (the first parameter). If there 

are records with the same association key as the left in the right table, it will be associated. If there is 

no record, it will be filled with null. The association key value of the result table sequence is the same 

as that of the left table, and its length is also the same as that of the left table. 

This join based on the left is called left join. 

Some database systems also have right join, that is, join based on the right. However, SPL does 

not provide it. It is not necessary because it can be done by swapping the parameter position. 

And this @1 is the number 1, not the letter l. It means that the join() is based on the first parameter. 

 

Continue: 

 A B C 

… … 

4 =join@f(A3:P;A2:E) 

5 =A4.len() =A2.(eid)&A3.(name) =B5.len() 

Then look at A4: 
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Because the primary key of A3 is from 1 to 90, the records in the front exist. Pull the table to the 

end, and the last few records can be seen. 

Now there are null field values on the left and right sides, and A5 is greater than 90, but it is often 

not 100. 

The join() with @f will consider both tables. If the association key value exists in either side, a 

record will be generated in the result table sequence. If both sides have records with association key 

value, the records will be filled in the corresponding field to realize association. For an association 

key value, if only one table has a corresponding record, fill it in the corresponding field and fill null 

in the corresponding field of another table. Finally, the associated key value set in the result table 

sequence will be the union of the associated key sets of the two table sequences involved in the 

association, or B5 in the code, and A5 will be the same as C5, usually greater than the length of A2 or 

A3. 

This two-sided join is called full join. 

 

Inner join, left join and full join are very important concepts. When performing join operation, 

we must make sure which kind of join to use. The results of different joins will be very different. 

Foreign key association is usually left join, that is, based on the fact table. If the switch() function 

cannot find the associated record in the dimension table, it will fill the foreign key field with null. 

While switch@i() is equivalent to inner join. When the associated record cannot be found, the relevant 

record of the fact table will also be filtered out. 

 

join() and join@f() are a little similar to merge@i() and merge@u(). In fact, join operation can be 

used to realize the intersection and union of two table sequences according to the primary key. 

A piece of data may have multiple production sources, and then spliced into complete data. It 

may be divided into multiple parts by row (record), which will be combined with merge(), and the 

duplicated parts will be processed in the process. It may also be divided into multiple parts by 

column (field), and join() is used to combine them. These data also need to be concatenated 

reasonably without dislocation. 

 

Let's look at another association case: 
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 A B C 

1 =100.sort(rand())  [HR,R&D,Sales,Marketing,Admin] [CHN,USA] 

2 =100.new(A1(#):eid,C1(rand(2)+1):nation,B1(rand(5)+1):dept).keys(eid) 

3 =A2.news(12;eid,~:m,5000+rand(5000):salary).keys(eid,m) 

Based on the employee table, a 12-month salary table is generated for everyone. A3 needs two 

fields as the primary key (to ensure uniqueness). 

Now we want to calculate the total income of each department. 

The department information is in the employee table, while the income information is in the 

salary table, and this task requires the association of the two tables. 

Using the foreign key association we have learned, the employee table is regarded as the 

dimension table of the salary table, and we can solve the problem: 

 A B C 

… … 

4 =A3.switch(eid,A2) =A4.groups(eid.dept;sum(salary)) 

 

There is no problem with this code. However, we can also use join() to deal with this association 

that uses a part of the primary key as a foreign key. 

 A B C 

… … 

4 =join(A2:E;A3:S,eid) =A4.groups(E.dept;sum(S.salary)) 

The same correct result is calculated as just now. 

Look at A4. The result is as follows: 

 

A2 records are repeated in E field. Each A3 record is associated with an A2 record, while each A2 

record is associated with 12 A3 records. The length of A4 is the same as that of A3. 

This association, which uses part of the primary key fields as a foreign key, is also called 

primary-sub association. The table with fewer primary key fields is called primary table, and the 

table with more primary key fields is called sub table. A primary-sub association is a one-to-many 

association, which is the opposite of a foreign key association. From the standpoint of the sub table 

to look at the primary table, it is a foreign key relationship, while from the standpoint of the primary 

table to look at the sub table, it is a primary-sub association. 

We will also use this join() to handle the primary-sub association, instead of always using switch() 

and the join() mentioned in the previous section. Sometimes, we’ll do a groups() to the sub table first 
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and then join() with the primary table. For example, for the previous problem: 

 A B C 

… … 

4 =A3.groups(eid;sum(salary):salary).keys(eid) 

5 =join(A2:E;A4:S) =A5.groups(E.dept;sum(S.salary)) 

After A4 performs group aggregation, a table sequence with grouping key as the primary key is 

formed, which has the one-to-one homo dimension relationship with A2. 

 

Theoretically, in foreign key association, we can also perform a groups() to the fact table using the 

foreign key as a grouping key to form a table that has the homo dimension relationship with the 

dimension table, but we usually don't do that, because a fact table often has multiple foreign keys. If 

we perform a groups() according to a foreign key, other foreign keys can't be processed. In most cases, 

the sub table will only have one primary table, so it is no problem to perform a groups() according to 

the association key and then do a homo dimension association with the primary table. 

Of course, in foreign key association, we can also directly perform join() operation just like in 

primary-sub association, and put together the records of the dimension table and fact table. One 

dimension table record may be associated with multiple fact table records. In fact, the join() function 

mentioned in the foreign key section is doing this, but it also does the action of referencing the 

dimension table field after association, because this combination action is more common. The length 

of the result table sequence is also the same as that of the fact table (sub table in the concept of 

primary-sub association), so the function is also named join(). 

 

Now we have encountered several join modes: one-to-one, one-to-many and many-to-one. Is 

there a many-to-many mode? 

There is almost no business meaningful many-to-many join in structured data operations. 

Many-to-many join only exists in theoretical analysis or mathematical operations. There are 

basically no associations unrelated to the primary key in daily data processing, so we don't have to 

pay attention to them. 

SPL provides the xjoin() function to handle join of any conditions, and can also realize 

many-to-many. But we can only give a mathematical example to illustrate it. 

 

xjoin() will calculate the Cartesian set of the sets involved in the association (note that we say set 

instead of table sequence, because it is too difficult to find reasonable business examples for 

structured data). The process can filter the Cartesian product under specified conditions. 

For the concept of Cartesian set, unfamiliar readers can search on the Internet. Let's give a simple 

example to understand it. 

 A B C 

1 [1,2,3] [HR,R&D,Sales,Marketing,Admin] [CHN,USA] 

2 =xjoin(A1:a;B1:b) =xjoin(A1:a;B1:b;C1:c) =xjoin(A1:a;C1:c) 

It is not difficult to understand the calculation results of A2,B2,C2. Take a member from each set 

to form a record, and all possible combinations are included, which is Cartesian product. It can also 

be understood as a multi-layer loop, and each layer loops through a set. In the innermost loop, the 
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loop variables of each layer are collected to form a record. The set of these records is the result table 

sequence, and its length is the product of the lengths of the sets involved in the calculation. 

In fact, all the associations we mentioned earlier can be defined as follows: take a subset that 

meets a certain condition from the Cartesian product of the data tables participating in the 

association (all the join operations we have learned can use the condition of "equal association key 

value"), and SQL defines the join operation in this way. This definition is very simple, but it does not 

reflect the associated characteristics between data, which is not helpful to simplify syntax or improve 

performance. 

SPL does not adopt this definition, but describes the common association modes separately. You 

can use different operation methods in different scenarios. 

 

Let's use xjoin() to realize the generation of permutations previously realized by recursive 

program: 

 A B 

1 5 3 

2 =to(A1) =B1.("A2:_"/~).concat(";") 

3 =xjoin(${B2}).(~.array()).select(~.id().len()==~.len()) 

A3 will calculate the permutations of all three members from 1,2,3,4,5. 

xjoin() first calculates the Cartesian product of three to(5), and then filters out those with duplicate 

members (id.len()len()), and gets a reasonable permutation. 

A1 and B1 can be changed to obtain the permutations of other values. 

This code looks much simpler than recursion, but the amount of computation is much larger. We 

can only try it with smaller values. 

 

We spent three chapters on structured data and its operations. These contents have far exceeded 

the query and calculation ability of SQL, that is, relational database. Only recursive association in 

the most common operations has been abandoned because of its difficulty and less application. 

In other words, having learned these contents and being able to combine them flexibly, you’ll 

have a stronger ability to handle structured data than professional database programmers who can 

only use SQL. Combining with Excel and other tabular software to achieve beautiful presentation, 

you can easily solve almost all the problems of daily data processing. 
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11 Big data 

11.1 Big data and cursor  

We’ll talk about how to deal with big data in this chapter. 

The so-called big data here refers to the data that cannot be loaded in the memory. It is generally 

stored on the hard disk in the form of file or in the database (also on the hard disk). This book does 

not involve the database, but only the big data in the file. 

Excel files are generally not too large (it has the maximum number of rows). Large files are 

usually in the txt or csv format mentioned before. According to the memory of modern computers, it 

takes tens of millions or even hundreds of millions of lines (number of records) of data to be big, and 

the file size will be several G or dozens of G or more. 

In fact, we rarely encounter such a large amount of data in our daily desktop work, so the 

operation methods mentioned before are sufficient in most scenarios. However, as a complete book, 

we still introduce the processing methods of big data. 

 

Is there any difference between big data and the data we processed earlier? Can't the methods we 

learned earlier be used? 

The processing methods described in the previous chapters are all for data in memory. The file 

data used is also processed after being read into memory. 

Because the CPU can only directly process the data in memory, it can not directly process the 

hard disk and other non memory data. 

Can we do this: give an address for all the data on the hard disk, temporarily read it into the 

memory from the hard disk when we need to use it, throw it away when it has been used, and write it 

back to the hard disk if we need to change it, and this way it looks like directly operating a large 

piece of memory. 

In theory, it is possible. Indeed, there are programs in some scenarios that do this (Windows has a 

system cache to do this). But it is hard for structured data operation to do this. 

 

Is that because there is any essential difference between memory and hard disk? 

Yes, in IT terms, memory allows random small-piece accessing, that is, the data under an 

address can be retrieved by randomly giving the address of a piece of memory. For example, when 

using a sequence, we can access any member with a sequence number. 

The hard disk can't do that. 

The hard disk is more suitable for continuous batch accessing. It can only read and write the 

whole block, at least one minimum unit at a time (the specific size is related to the operating system. 

At present, most computers are 4096 bytes, and bytes are used to measure the space occupied by 

data. It doesn't matter if you don't understand it, and it doesn't affect your understanding), and to 

only read an integer (only 4 or 8 bytes, and it will be smaller if compressed) will have to read in the 

whole block. If a large number of small pieces of data at various addresses are read (many places are 

accessed, and each place has a small piece of data, which is actually a very common situation), the 
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amount of data read is actually very large, resulting in poor performance. The old mechanical hard 

disk can not support high-frequency random access (even reading the whole block), and the 

performance degradation is very serious. 

Because of these troubles, for the scenario of structured data operation, no one simulates the hard 

disk as memory. Moreover, what's more troublesome is that the operating system does not do any 

special work for structured data. It only reads and writes file for the data on the hard disk, while 

operating files is a very complex thing, and this will further reduce the performance. 

 

What can we do? 

We can't directly access the structured data on the hard disk with the previous method. We 

usually use cursor technology to complete the operation. 

When we open a data file, the cursor is like a pointer. First it points to the first record of the file, 

and then several records can be read into memory for processing. During the reading process, the 

cursor pointer will also move forward. After the data in memory is processed and discarded, and then 

read the next batch from the current position of the cursor for processing, ..., it is repeated until all 

the data are read into memory and processed. 

Because the cursor will read a batch of data every time, it usually occupies multiple blocks of the 

hard disk, and this is actually batch continuous access, and the difficulty of hard disk is avoided. 

However, due to the special structure of most data files such as txt and csv, the cursor usually can 

only move forward, not backward (the cost of moving backward is very high). Even moving forward, 

it can't jump and can only traverse row by row. In other words, accessing data with a cursor has lost 

randomness. 

Therefore, many of the operation methods mentioned before can not be used. We need to design a 

set of functions for the cursor. 

Let's talk about cursor related functions. 

 

In order to do the experiment, we first generate a large file, a simplified order table. 

 A B 

1  [East,West,North,South,Center] 

2 
for 0,999 =10000.new(A2*10000+~:id,A1(rand(5)+1):area,date(now())-1000+A2:dt,1+rand(10

000):amount,1+rand(100):quantity) 

3  =B2.select(rand()>=0.01) 

4  >file("data.txt").export@at(B3) 

The export() function will write the table sequence to the file, @a option means to append when 

writing. Thus, the file will be appended 1000 times, and less than 10000 records will be written each 

time (a part will be discarded randomly in B3), with a total of less than 10 million records. @t means 

that the first line of the file writes the field names as the title, which is the same as @t in xlsimport(). 

The id field can act as the primary key, but the primary key cannot be really established in the file 

data. dt is the date. The data generated each time is of the same day and it increases with the loop 

variable A2, which can ensure that the date is orderly (which will be used later), and the time 

information of now() needs to be discarded. amount and quantity can be generated randomly. 

Note that the original data.txt should be deleted before execution, otherwise a batch of data will 
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be added after the current file. In addition, it's better to add the absolute path of the file in actual use, 

otherwise you may not find where the file is written because the current path is uncertain. 

 

Let's first count the total number of records in this file. 

 A B C 

1 =0 =file("data.txt").cursor@t()  

2 for =B1.fetch(10000)  

3  if B2==null break 

4  >A1+=B2.len()  

The cursor() function will open the file and create a cursor (also a complex object), @t indicating 

that the first line of the file is the title. The fetch() function of the cursor will read out a table 

sequence composed of a specified number of records (with the title as the field name) and move 

forward. The next fetch() will be the next batch of records. If the end of the file is encountered in the 

process of reading, all the remaining records will be read, therefore, the desired number of records 

may not always be read out. When there is nothing to be read (end of file), null will be returned. 

If we understand the above knowledge, this code is easy to understand. Do an endless loop, read 

10000 records each time, and jump out of the loop after the reading is finished. In the process, add 

up the number of records read each time to get the result, which is stored in A1. 

 

On this basis, let's calculate the average order amount: 

 A B C 

1 =0 =file("data.txt").cursor@t() =0 

2 for =B1.fetch(10000)  

3  if B2==null break 

4  >A1+=B2.len()  

5  >C1+=B2.sum(amount)  

6 =C1/A1  

The sum can also be calculated in the same loop. 

 

To calculate the sum, we only need to read the amount field; and to count the number of records, 

randomly reading one field is enough. It's not necessary to read all the fields. If we read less, the 

speed will be faster (as can be seen from the previous discussion, the amount of data read from the 

hard disk is almost the same, but reading fewer fields will make the processing of file reading 

easier): 
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 A B C 

1 =0 =file("data.txt").cursor@t(amount) =0 

2 for =B1.fetch(10000)  

3  if B2==null break 

4  >A1+=B2.len()  

5  >C1+=B2.sum(amount)  

6 =C1/A1  

We can write the fields to be read in the parameter of the cursor() function, so that the table 

sequence fetched will have only a few fields, and the unnecessary fields do not have to be read in. 

This is an important difference between external storage calculation and in-memory calculation. We 

never pay attention to this problem in in-memory calculation. 

 

The structure of this endless loop is a fixed pattern. It is a little troublesome to write every time. 

In addition, it may happen that B3 is forgotten to write or written wrong, which will really become an 

endless loop. SPL actually supports direct looping against cursor: 

 A B C 

1 =0 =file("data.txt").cursor@t(amount) =0 

2 for B1,10000 >A1+=A2.len()  

3  >C1+=A2.sum(amount)  

4 =C1/A1  

The for statement can loop through the cursor, the following integer is the number of records read 

out each cycle, and the loop variable is the table sequence read in. When the data cannot be read out, 

the loop will naturally stop, so there is no need to write fetch() and end conditions, and the code is 

simpler. 

Using loop, the data in the cursor (actually the data in the file used to create the cursor, and we 

will often use this saying later) is read completely in turn. The process of this operation is called 

traversal of the cursor. Recalling the previous rules, the cursor traversal can only move forward, and 

can only traverse once. After all the data in the cursor has been read once, the cursor traversal ends, 

and the cursor is useless and can no longer read data. To read the data from the beginning again, you 

have to recreate a new cursor. 

11.2 Fuctions on cursor  

To only count the number of records, SPL also has a skip() function. 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.skip() 

skip() is intended to skip several records without reading, and return the number of skipped 

records. When there is no parameter, it will go to the end, and the number of skipped records 

returned is the total number of records. 

 

It seems that it will be easier to directly use the functions on cursor. Are there corresponding 
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cursor functions for operations like sum? After all, it's still troublesome to write a loop by yourself. 

For example, you need to set an initial value for sum and max. 

SPL does not have a sum function for cursor, but has groups(). The average order amount in the 

previous section can be written as follows: 

 A 

1 =file("data.txt").cursor@t(amount) 

2 =A1.groups(;sum(amount):S,count(amount):C) 

3 =A2.S/A2.C 

We learned that when the first parameter of the groups() function is filled with blank, it means that 

the whole data table is divided into one group, which is equivalent to summarizing the whole table, 

so the order amount and quantity of all the records can be recorded. The result set of A2 is a data 

table with only one row of record, and the average value is obtained by the calculation of A3 (the 

field of the first member will be selected by default when getting field value from a record 

sequence). 

 

Why not provide a sum() and count() function for the cursor like for a sequence? 

Because the cursor traversal is very slow, we should calculate as many results as possible during 

the traversal. If we provide functions such as sum() and count(), we need to traverse the cursor once 

for sum() and once again for count(), the performance will be very poor. It is also troublesome to 

create a new cursor in the code, so SPL does not provide it at all. Directly calculate multiple results 

in one traversal in groups(). 

However, if we always use groups() to summarize the whole table, it will always return a table 

sequence with only one row of record. Although there is no problem in use, it still does not feel good. 

And we also need to get new field names, it is a little troublesome. Therefore, SPL provides a total 

function, and it can be slightly simplified: 

 A 

1 =file("data.txt").cursor@t(amount) 

2 =A1.total(sum(amount),count(amount)) 

3 =A2(1)/A2(2) 

The total() function also requires one-time traversal to calculate multiple values, but it returns as a 

sequence without using the field names. 

 

Since it is the groups() function, it can also be used for group aggregation? 

Yes, for example, we can calculate the total order amount and order quantity of each area: 

 A 

1 =file("data.txt").cursor@t(area,amount) 

2 =A1.groups(area;sum(amount):S,count(amount):C) 

Note that the area field should also be fetched this time. 

It seems that there is no difference in code between doing group aggregation for cursor and for 

table sequence or record sequence before. 

It's true, but the cursor is still special. For example, we want to do another grouping by month. If 

it's a record sequence, just write another groups(). But if it's a cursor, it can't be used again. It has 
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finished traversing and can't get records. At this time, we need to recreate a new cursor and then do 

groups(). 

 A 

1 =file("data.txt").cursor@t(area,amount) 

2 =A1.groups(area;sum(amount):S,count(amount):C) 

3 =file("data.txt").cursor@t(dt,amount) 

4 =A3.groups(month@y(dt);sum(amount):S,count(amount):C) 

But in this way, the cursor data is traversed twice, and the speed is relatively slow. 

There is indeed this problem. SPL also provides a method to calculate multiple sets of aggregate 

values in the process of one cursor traversal, which is called traversal reuse. However, these 

contents belong to the category of performance optimization, which can only be explained clearly by 

adding new concepts. They are beyond the design outline of this book, so they are not discussed here. 

You can refer to other documents of SPL if interested. 

If you use SQL, you can only traverse multiple times. It does not support traversal reuse. 

 

There is a groups() function for the cursor, but there is no corresponding group() function (in fact, 

SPL also has this function, but the use conditions are limited, and it does not correspond to groups(). 

We’ll mention it in the next section). In other words, the groups() function of the cursor does not use 

the group() function to divide into subsets first, and then summarize them. Why? 

Because it is not necessary, actually the groups() function for the table sequence and record 

sequence also does not divide into grouping subsets first and then perform summary calculation. 

There are many summary calculations, such as sum, count, max, etc., which can be implemented by 

accessing the set members in turn in a loop. Each member can be used only once, and there is no 

need for the random access we mentioned earlier, so the operation efficiency is higher. If you 

carefully read the iterative function in Chapter 5, you will understand this principle more thoroughly. 

Then why doesn't the cursor have a corresponding group() function? 

Cursor is introduced to handle large data that cannot be loaded into memory. If the original data 

table cannot be loaded into memory, it is obviously impossible to load all grouping subsets. If the 

group() function is provided, it is necessary to keep these grouping subsets in external storage, which 

has very poor performance and is very troublesome. For the operation that must be realized by 

grouping subsets, we will think of other better ways to do it, so we do not provide this operation. 

 

Now that we understand the aggregation and grouping operations on a cursor, let's move on to 

other operations. 

What will the select() function look like on a cursor? For example, we want to find orders with an 

order amount exceeding 5000. 

At this time, it is very different from the operation of sequence and record sequence. For the 

selection function of the record sequence, the result record sequence is calculated directly, and we 

can view the members. However, it cannot be done for the cursor. Because the cursor corresponds to 

big data, the selected result may still be big data. We can't calculate it into a table sequence in 

memory. It has also to be a cursor. Therefore, the select() function on the cursor still returns a cursor. 

Then, how do we view the selected result? 
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We use fetch(). Since the selected cursor is still a cursor, we can also use the fetch() function to 

fetch data. However, because it is a cursor, we can't fetch all the data, and we can only get part of it 

at a time. 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.select(amount>=5000) 

3 =A2.fetch(100) 

A2 conditionally filters the cursor and still returns a cursor. Then A3 can get the table sequence 

composed of 100 records to examine. 

When you execute this code, you can look at the return value of A2 and find that it is a strange 

thing. You can't see the data in the cursor when it is not fetched. It can't be displayed anyway, so SPL 

just displays it as the name of the internal object. 

 

However, what exactly does it mean to execute the select() function against the cursor? Will it 

traverse the data in the cursor once? 

It should not. Otherwise, where will the qualified records be placed in the traversal process? As 

we said, it can’t be loaded in memory, shall it be put into the hard disk? 

SPL does not do this and there is no need to do so. The select() function of the cursor does not 

actually do any substantive selection action. It just remembers that there is a selection action to be 

done on the cursor. Only when fetching data will SPL check that there is a select() action on the 

cursor, and only then will it really perform condition judgment to select records. After selecting the 

records required by fetch() (for example, 100 records here), it stops calculating and waits for the next 

fetch() to calculate again. 

The cursor returned by the select() function is called a deferred cursor. It will perform 

substantive calculation only when the data is really fetched. This is different from the groups() just 

mentioned. groups() will immediately trigger the cursor traversal action, and the returned is no longer 

a cursor. 

When learning a cursor function, you should know its return value and whether it is a deferred 

cursor. 

 

Deferred cursor technology allows cursor related code to be written much like calculations of a 

record sequence. For example, we want to group and summarize orders with an amount of more than 

5000 by area. If it is a record sequence, we know that we just need to select() and then groups(); The 

same is true for cursor: 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.select(amount>=5000).groups(area;sum(amount):S) 

It is exactly the same as the operation of a record sequence, and is very simple. 

Therefore, we can usually not pay much attention to whether the cursors returned by these 

functions are deferred. It is simply understood that these functions are performing corresponding 

calculations, and there is generally no problem. However, we still need to know this mechanism, 
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which is necessary when carefully analyzing the running results of some code. 

 

However, cursor still has a key difference from record sequence. 

After we execute select() to a certain record sequence, we will get a new record sequence, but the 

original record sequence will not change, and we can still continue to do various other calculations. 

The new cursor obtained after executing select() to a cursor is related to the original cursor. In the 

process of traversing the new cursor, the original cursor will also be traversed at the same time. 

When the new cursor is traversed and can not be reused, the original cursor will also be traversed 

and can not be reused. Conversely, traversing the original cursor will also affect the new cursor. 

After a new deferred cursor is obtained by executing a function on a cursor, in principle, the original 

cursor should not be used again, otherwise there will be very chaotic consequences. 

Cursor and record sequence are essentially different. After all, there are great differences between 

memory and external storage. SPL just try to make them similar, so it will be more convenient to 

learn and write code. 

 

Because the cursor cannot be accessed randomly, positioning is meaningless, so there are no 

functions like pselect() on the cursor. In addition, align() and enum() functions are often only related to 

small data, so there is no corresponding cursor version. 

But the functions new(), run() and derive() are very meaningful. These are also deferred cursors. 

For example, we add an average unit price field to orders with an order amount of more than 

5000: 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.select(amount>=5000) 

3 =A2.derive(amount/quantity:price) 

4 =A3.fetch(100) 

We can create another deferred cursor based on the deferred cursor. SPL will not calculate 

immediately, but marks down that there is a select() action and a derive() action on the cursor, which 

will be executed one by one when fetching. 

new() and run() are similar. In fact, news() for expansion can also be executed on cursor. There are 

no more examples here. 

 

Foreign key related switch() and join() are meaningful to cursor. 

Assuming that each region will have its own tax rate, now we want to calculate the total number 

and amount of orders with tax exceeding 100 by month. 
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 A 

1 [East,West,North,South,Center] 

2 [0.05,0.06,0.03,0.04,0.08] 

3 =A1.new(~:area,A2(#):taxrate).keys(area) 

4 =file("data.txt").cursor@t() 

5 =A4.switch(area,A3).select(area.taxrate*amount>100) 

6 =A5.groups(month@y(dt):ym;sum(amount):S,count(amount):C) 

switch() also returns a deferred cursor. In the process of groups() calculation, only when the data is 

read in will the switch() be actually processed, that is, converting the foreign key field area into the 

record of the dimension table. 

Similarly, we want to add a tax field to the orders with an amount of more than 5000 and write it 

to another file. 

 A 

… … 

5 =A4.select(amount>5000) 

6 =A5.join(area,A3,taxrate:tax).run(tax=tax*amount) 

7 >file("data.csv").export@ct(A6) 

The export() function can write the cursor directly to the file, @c means to write it as a comma 

separated csv file, @t means to write the field names as the first line as the title. In A6, we first use 

the join() function to add the tax rate to the cursor data, and then use run to change the tax rate into tax. 

The functions of deferring cursor can be used at multiple steps, and the writing method is exactly the 

same as the record sequence in memory. 

11.3 Ordered cursor 

Let's look at the group() function on the cursor. 

As mentioned earlier, for a cursor, we can't keep all the grouped subsets after grouping in 

memory to continue calculation, but putting them in external storage will be very troublesome and 

seriously affect the performance, and the losses often outweigh the gains. 

However, there is a case where a grouping subset can be placed in memory for processing. If the 

data in the cursor is in order to the grouping key values (always from small to large or from large to 

small), and each grouping subset is not large, we can always keep a grouping subset in memory. 

After completing the relevant summary operation for it, the current grouping subset can be discarded, 

and then read in the next grouping subset, and so on. In this way, we can complete some operations 

that must rely on grouping subsets without large memory. 

This is the group() function on cursor, which requires that the cursor is ordered to grouping key 

values. 

Moreover, this function returns a deferred cursor! 
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 A 

1 =file("data.txt").cursor@t() 

2 =A1.group(dt) 

3 =A2.fetch(2) 

When generating data before, we ensured that the data in the cursor is orderly to the dt field. Now 

look at the result of A3: 

 

The fetch() result is not a tale sequence, but a sequence with two members (because of fetch(2)). 

Double click one of them to see: 

 

This looks like a table sequence. It’s one group, a record sequence composed of records taken 

from cursor data. In fact, it is a grouping subset. 

 

Different from the sequence, the group() and groups() of the cursor do not correspond. The group() 

function requires that the cursor data is ordered to the grouping key values, and returns a deferred 

cursor, it does not calculate immediately; groups() will immediately traverse the cursor for 

calculation. 

A cursor with ordered data for a key value is called an ordered cursor. 

Using this grouping subset, we will calculate the order amount and number of orders in the 

region with the largest order amount every day. This requires to do another group aggregation to the 

grouping subset and get the record where the maximum value is located. Using the code we've 

learned before, it's easy: 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.group(dt) 

3 =A2.(~.groups(area; sum(amount):S,count(amount):C).maxp@a(S)) 

4 =A3.conj().fetch() 

It can be seen that functions such as A.() can also be used for cursor, and it is also a deferred 

cursor. Moreover, in the next round of calculation based on deferred cursor, ~ can be used to 
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represent the current member like in a loop function, but it can't use # or []. Because the relative 

position information of the cursor is complex, SPL has not implemented it yet, the subsequent data 

has not been read out, and forward adjacent reference can't be implemented. 

maxp@a() will return a sequence (actually a record sequence here), so A3 will actually be a cursor 

equivalent to a two-layer sequence. It takes another conj() to become a single-layer sequence. conj() 

also returns a deferred cursor. It also needs a fetch() to get the result. A fetch() without parameter will 

fetch all the data. We know that the data has only 1000 days, the final result set will not be very large 

and can be fetched completely. 

Moreover, from the group() itself and here, we can also see that cursor does not always read out a 

table sequence. It may fetch() out a two-layer sequence. In fact, the cursor corresponds to a sequence, 

not always a table sequence. The result of the fetch() is also a sub sequence, and its member may be 

any data that can be member of a sequence. 

 

group() also has the @i option, and same as the group@i() of a record sequence, it is interpreted as 

to divide into a new group when the condition is true, and it also returns a deferred cursor. In addition, 

the group(…;…) function of the cursor will also be interpreted as group(…).new(…) like an in-memory 

record sequence, and will also return a deferred cursor. 

groups also has the @o and @i options, which can perform ordered grouping to improve running 

performance, but groups() always calculate immediately, and will traverse immediately even for 

ordered cursor. 

 A 

1 =file("data.txt").cursor@t(dt,amount) 

2 =A1.groups@o(month@y(dt);sum(amount):S,count(amount):C) 

The result of this code is the same as that without @o, but with @o, the performance is better 

when using order. 

 

Similar to the previous discussion on ordered grouping, ordered cursor can also be used to assist 

in log parsing. Usually, the log is really large and cannot be read into memory, so it is more 

necessary to use ordered cursor. SPL also extends the for statement to directly support fetching one 

grouping subset from an ordered cursor at a time. 

Similar to the case of small data, we also discuss it in three cases: 

1) Each N line corresponds to an event： 

 A B 

1 =file("S.log").cursor@si()  

2 =create(…r  

3 for A1,3 … 

…  … 

…  >A2.insert(…) 

Note that when reading text with a cursor, add the @si option to the cursor() function, so that 

it will read out a sequence composed of strings. If there is no option, it will try to interpret it 

as a table sequence, but the log data is often messy, and it is likely to make errors when 

directly parsing it as a table sequence. 
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2) The number of lines is not fixed. There will be a fixed starting string before each event： 

3 for A1.group@i(~=="---start---"),1 … 

To add parameter 1, it means that one grouping subset is read out at a time, or directly use 

the extended for statement: 

3 for A1;~=="---start---":0 … 

Note that it is a semicolon between the cursor and the following condition. 

3) The number of lines is not fixed. Each line of the same event has the same prefix (such as the 

user ID of the log): 

3 for A1.group(left(~,6)),1 … 

Read in one grouping subset at a time, or use the extended for statement: 

3 for A1;left(~,6)) … 

You can refer to the previous code that uses ordered grouping to process small data. 

11.4 Big cursor 

We haven’t learned the sorting of big data yet. 

Sorting operation is very different. Its calculation result is as large as the source data. If the 

source data cannot be loaded in memory, the result cannot be loaded for sure, but unlike select() and 

new(), it cannot be calculated while traversing. 

The sorting of big data can only be solved by using external storage as buffer. The general steps 

are as follows: read in some data, sort in memory and write out the result; Then read the next part, 

sort and write; …; Finally, a batch of ordered intermediate results will be obtained, and then the 

merging algorithm will be used to concatenate these intermediate results. This process is complex 

and beyond the design scope of this book, and we won't talk about the detailed principle here. 

SPL provides the sortx() function to perform big data sorting. This function implements all the 

above series of processes. Because the sorting result is still big data, sortx() will also return a cursor, 

but it is not a deferred cursor. sortx() will calculate immediately, and the returned cursor is based on 

the intermediate results described above. 

 

For example, we want to arrange the order data according to the average unit price from large to 

small, and then write it to another file: 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.sortx(-amount/quantity) 

3 =file("data.csv").export@ct(A2) 

Because sorting is from large to small, sortx() uses negative number as the parameter. A2 after 

calculation is a cursor, which cannot be viewed directly. You can get data with fetch() or write to 

another file like A3. 

sortx() calculates immediately. When it returns after execution, cursor A1 has been traversed. At 

this time, even deleting data.txt will not affect the action of A3. This is completely different from 

functions like select(). The deferred cursor returned by the select() function will be traversed 

synchronously with its basis cursor in the future. 
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As a reminder, sortx() may be slow and need to wait for some time after running. It also takes up 

some hard disk space (used to store intermediate results). esProc will use the operating system 

temporary directory by default, or you can set the temporary directory yourself in the options. 

 

 

In fact, sorting for big data itself is not commonly used. We usually don't care about the full 

sorting result of big data, but only the top N. However, sorting is often the basis of other big data 

operations. Without an orderly result, other operations are difficult to do. 

For example, big grouping. 

For the groups() function we used before, the returned result is a table sequence, that is, small data. 

However, there is still some kind of group aggregation operation, and its return result will be so huge 

that the memory can't fit. At this time, there is no way to use groups(), which will lead to memory 

overflow. 

However, as we said earlier, if the data is in order to the grouping key values, we can use the 

method of group() function, to summarize at the same time during the traversal process, and there 

will be no overflow. No matter how large the returned grouping result is, it can be calculated 

normally. 

For example, we want to do a grouping by two fields amount and quantity to see how many 

orders there are in each group with different amount and quantity. The grouping result may be 1 

million lines (it's not big, but we just regard it as big. Suppose it can't be done with groups()). 

The current data has no order for the combination of these two fields. After sorting, we can use 

the group() function. 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.sortx(amount,quantity) 

3 =A2.group(amount,quantity) 

4 =A3.new(amount,quantity,~.count(1):C) 

5 =A3.fetch(100) 

In this way, we can calculate out the big grouping, but because the result is large, we can only 
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fetch() a part to view or write to another file. 

We can do other calculations based on it. For example, we want to calculate the total amount and 

quantity for groups with more than 5 orders of the same amount and quantity (that is, the summary 

field C>5 in A4). 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.sortx(amount,quantity) 

3 =A2.group(amount,quantity) 

4 =A3.new(amount,quantity,~.count(1):C) 

5 =A4.select(C>5).total(sum(C*amount),sum(C*quantity)) 

The group() function returns a deferred cursor. We can attach another select() operation, and then 

traverse it with total(). 

 

Because big grouping is commonly used, SPL provides a groupx() function, which does sorting 

and grouping together. The above code can be simplified as: 

 A 

1 =file("data.txt").cursor@t() 

2 =A1.groupx(amount,quantity;count(1):C) 

3 =A2.select(C>5).total(sum(C*amount),sum(C*quantity)) 

The parameter rules of groupx() are the same as those of groups(), but it assumes that the returned 

result set is large, so it will sort first (actually it is more complex), then do an ordered grouping, and 

finally return a cursor. Like sortx(), this is not a deferred cursor. When the two actions are executed 

together, not only the syntax is simpler, but also the execution speed is better. However, like sortx(), it 

will temporarily occupy hard disk space. 

 

In addition to the big grouping, there is also the big merging calculation. 

Similar to the previous example of merging calculation, if we have two large order files on hand, 

we need to merge them (or calculate the intersection), and the data must be orderly in advance. 

 A B 

1 =T@c("data1.txt") =T@c("data2.txt") 

2 =[A1,B1].mergex@u(id) >T@c("all.csv",A2) 

Assuming that the data is ordered by id, we can directly use mergex() to calculate union. The 

parameters here are the same as those of merge(), but generally we will not establish a primary key 

on the cursor, so we need to write the association key used in the merge operation. 

Because the result set may be large, mergex() also returns a cursor, but it is a deferred cursor and 

will not traverse automatically. Unlike select() function, mergex() may generate a deferred cursor for 

multiple basis cursors. After traversing it, it will also traverse all the basis cursors. The previously 

mentioned select() and other functions only have one basis cursor. 

The T() function uses the @c option to generate a cursor, and it will automatically select the 

opening method according to the file extension. It can also be used to write out, @c means to write 

out the cursor, and the write out method will also be selected according to the file extension. 

Unlike the in-memory merge() function, mergex() requires that the cursor data must be in order to 
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work, and there is no @o option. 

 

After sorting, the operation that can only be realized by random access can be changed into 

sequential access. Another similar case is the join operation. Finding associated records with 

associated key values originally requires random access (searching in the data table), but if the data 

is in order with associated key, sequential access can achieve the goal. 

SPL also provides a joinx() function with x to solve the big join. 

 A B 

1 =T@c("data1.txt") =T@c("data2.txt") 

2 =joinx(A1:a,id;B1:b,id) =A2.fetch(100) 

joinx() can support the homo dimensional association and primary sub association. It also returns a 

deferred cursor. The form of the table sequence fetched from it is similar to that of the join() in 

memory. The value of each field is the record in each associated cursor, and then you can continue to 

use the new() function to realize further reference calculation. 

Similarly, joinx() supports left join and full join with @1 and @f. We won't give detailed examples 

here. You can generate two data tables with different structures to try to do a big join, and you need 

to ensure that the association key is orderly, or you should sort with sortx() first. 

 

You may find that there is another situation we have not mentioned, that is, in the case of foreign 

key association, the dimension table is too large to be loaded into memory. When we talked about 

switch() and join() related to foreign key on the cursor, the fact table data comes from the cursor, but 

the dimension table is still a table sequence in memory. 

In this case, at present, foreign key can only be understood as join operation and then 

implemented by joinx(). If the data is disordered to the foreign key of the fact table and the primary 

key of the dimension table in advance, it needs to be sorted first. Moreover, each joinx() can only 

resolve one foreign key association, and multiple foreign keys have to do joinx() multiple times. 

While the switch() and join() for the in-memory dimension table can resolve multiple foreign keys in 

one traversal. 

 

Unlike select(), groupx() and other functions that only work for one cursor, mergex and joinx work 

for multiple cursors. So, is it possible to merge and join big data and small data together? 

It does exist. The merging and join operations of big data and small data are also big data, and the 

method of big data should be used. In this case, the small data in memory, that is, the table sequence, 

should be converted into a cursor, and then the cursor method should be used for operation. SPL 

provides cursor() function to convert the table sequence or record sequence into a cursor, so that 

small in-memory data can be simulated into large data and operated together with a file cursor. There 

are no more examples here. You can refer to relevant help documents when you need them. 

 

We have now learned to use cursor to implement big data operations, but we can only do it right. 

Another important goal of big data computing is to do it fast, which is also a very complex task, or 

even a more complex task. Like the traversal reuse technology mentioned earlier, these contents are 

far beyond the design scope of this book. Here, we just give you an impression. The content of how 
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to improve the performance of big data operation is enough to write another book of the same length. 

Many calculation methods need to be redesigned, especially to find ways to avoid substantive 

sorting, because sorting is a very slow action. 

In the conventional programming languages for structured data processing, SQL can deal with 

big data. SQL even achieves data size transparency, that is, users do not need to care about the size 

of data, which obviously saves people a lot of troubles. This is a huge advantage of SQL. However, 

using SQL usually needs to load the data into the database, which is too complex and beyond the 

ability of most non professional programmers. 

esProc provides the function of using basic SQL for files and can support most big data 

operations, so as to avoid the trouble of loading data into the database. 

Python is also often used for structured data calculation, but it has no cursor object, and it is very 

troublesome when processing big data. It is equivalent to implementing the cursor action by yourself, 

which is basically an impossible task for non professionals. 
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12 Drawing graphics 

12.1 Canvas and elements 

Programming language can not only help us do data processing, but also draw graphs. 

Let's start with a simple example： 

 A B 

1 [10,20,40,30,50] [East,North,West,South,Center] 

2 =A1.new(B1(#):area,~:amount) 

3 =canvas() 

4 =A3.plot("GraphColumn","categories":A2.(area),"values":A2.(amount)) 

5 =A3.draw(600,400) 

Be careful not to write the code wrong. The string contents should be exactly the same. SPL is a 

case sensitive language. 

After execution, click A5 and you will see the following result: 

 

Now click the icon button on the right, and esProc will pop up a graph: 

 

Comparing with the data in table sequence A2, we will find that this graph is a statistical chart 
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drawn with these data. 

 

Let's explain this code. 

We are already familiar with the first two lines. The canvas() function of A3 will return an object 

we call the canvas. The plot() function of A4 will plot on the canvas, and then use the draw() function 

of A5 to actually draw it. After the graph is drawn, the canvas is still an object in memory. We need 

to use a special program to display it, that is, what to be done after clicking the button on the right, 

and the graph we see appears. 

 

Computer drawing requires a plane rectangular area (because the screen and paper are all this 

shape), and the canvas simulates such an area. The plot() function is responsible for plotting on the 

canvas. The plot() function of SPL is a bit like a deferred cursor. It does not really draw the graph 

directly on the canvas, but just notes what to draw. Only when the draw() function is executed does 

the drawing really start, and a graphic object that can be used for display is returned (it is different 

from the canvas. You can click the cell to see the value). 

The parameter of the draw() function is the number of pixels (readers familiar with mobile phones 

will not be unfamiliar with this concept), that is, it indicates how big the final graph to be drawn is. 

Only after knowing this information can SPL start real drawing. This parameter is not appropriate to 

be given when creating the canvas, because the graph produced by the same set of plot() statements 

can be presented in different sizes. For example, we can write another statement in A6 

=A3.draw(400,300) 

It will change the size of the graph and draw it again. 

However, usually we don't need to change many sizes. Generally, there is only one draw(). 

Therefore, it can be simply understood that plot() is drawing, but it needs a draw() to specify the size 

before presenting. Let's focus on the plot() function in the future. All the plot collections in SPL are 

solved by this function. 

 

Now let's change the first parameter of the plot() function in A4: 

=A3.plot("GraphPie","categories":A2.(area),"values":A2.(amount)) 

The result is a pie chart: 
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In the future, the screenshot only has the middle graphic part, not the window edge. 

The outer frame is added during book typesetting, not the content of the graph itself. This will also 

happen later. 

 

It seems that the plot() function can do many things. What are its parameters? What else can it 

draw? 

Right click A4 and a menu will pop up, including an item "Graphics editor": 

 

Select this menu item and a dialog box will pop up: 
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The first column on the left is the parameters of the plot() function! There are so many that it's 

easy to see when you have to expand and collapse. The right part is used to edit sequence type 

parameter settings, which will be used in the following section when we talk about legends. 

There are too many parameters of the plot() function, and it is too difficult to fill in the code 

directly, so esProc has made an editing dialog to facilitate programmers to fill in the parameters. 

You can try to modify these parameters to see the effect. Most of them are graphic appearance 

attributes, and there is no need to explain them here. 

 

Now delete the code in cell A4, right-click to get the menu and select the graphics editor item. 

This dialog box will also pop up: 

 

But unlike just now, the content on the top can be edited. The left is used to select the canvas. 

esProc knows which cells have the statement to create the canvas, and will list these cells for 

selection. The selection on the right is called an element. Open the drop-down box and the elements 

that can be selected will be listed here. 
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The graphics in SPL are composed of a batch of elements, and each kind of element has its own 

properties. After selecting an element, the below property list will change, and then fill in the 

properties of this element, the editing of this plot() function is finished. Each plot() will draw one or 

more elements of the same type on the canvas. 

Some elements are very simple, such as a point, a line or a line of text. Some elements are very 

complex and are composed of other more basic elements. For example, the column graph and pie 

graph presented by us are called finished graphs in SPL. They are some statistical charts made in 

advance, which can also be understood as a complex element. 

 

The finished graph is very convenient to use. You can draw the graph as long as you fill in the 

parameters, but it does not have much worth learning. We show the examples of finished graph just 

to let you feel how the program language draws and the editing method of plot() function. This book 

does not intend to introduce the parameters of these finished graphs. You can refer to the help 

documents when needed, and it is similar to the graphics of Excel. 

We should learn more basic knowledge and understand how these finished graphs are drawn, and 

then we can make the desired graphics according to our own wishes without being limited to the 

fixed finished graphs. 

12.2 Coordinate system 

To draw a graph, we must first establish the concept of coordinate system. We all learned some 

knowledge of plane analytic geometry and rectangular coordinate system in middle school. We know 

that all dots on the plane can be represented by coordinates. The same is true of computer drawing, 

which usually uses rectangular coordinate system to determine the position. 

Different from the coordinate system we are used to, the origin of the canvas coordinate system is 

in the upper left corner, its Y-axis direction is from top to bottom, and the whole canvas is in its first 

quadrant. 

 

Let's try to draw a few dots with this coordinate system: 
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 A B 

1 [50,100,150,200,250] 

2 =canvas() 

3 =A2.plot("Dot","data1":300,"data2":50) 

4 =A2.plot("Dot","data1":A1,"data2":A1) 

5 =A2.draw(400,300) =A2.draw(600,400) 

The result is as follows: 

 

Obviously, the dot on the upper right is drawn by A3, and the row of dots on the left that can form 

a slash is drawn by A4. Why are the dots in this row drawn in different colors? We'll explain later. 

The plot() function can draw a single dot at a time or multiple dots at a time, as long as the 

coordinate value sequence is given. Data1 and Data2 correspond to the X-axis and Y-axis respectively. 

Note that if multiple dots are drawn, the two coordinate sequences should be of the same length. 

You can try to use the plot() editing interface to change some appearance, such as the shape and 

color of dots. 

 

The coordinate values are in pixels, so the results drawn in A5 and B5 are the same, both in the 

upper left part of the whole canvas, and the size is the same. However, we often want graphics to 

change with size (like the finished graph in the previous section), so it is not appropriate to use 

pixels as coordinate units. 

SPL also provides relative coordinates. If the coordinate value is less than 1, it is considered as 

the proportion relative to the canvas, that is, the coordinate range of the whole canvas is within the 

[0,1] interval. Let's try. 

 A B 

1 =10.((~-1)*0.1) =A1.(~*~) 

2 =canvas()  

3 =A2.plot("Line","data1":A1,"data2":B1) 

4 =A2.draw(400,300) =A2.draw(600,400) 

Now it can draw half a parabola, and B4 is larger than A4, realizing proportional scaling. 

This time, line is used to draw. The dots in the figure are connected. You can change various 

appearance properties of the element by yourself. You can also choose not to draw dots. 

 

In theory, with this coordinate system, we can draw any figure. Usually, the drawing mechanism 

that can be provided by a programming language that is not used for professional graphics can only 

provide the above content (of course, there will be some functions to complete complex composite 
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actions). However, this is obviously inconvenient. Sometimes the drawing position is not exactly 

within the [0,1] range or the pixel range of the canvas, so you need to make some transformations 

yourself. Although SPL has strong computing power, it is not a problem to complete these things, 

but it is still a little troublesome. 

Moreover, in the previous finished graphs, the parameters we passed to the element in the code 

are directly the region name and amount value, and it can draw very well. It will be much more 

convenient if we can draw like this. 

When using pixel coordinates and relative coordinates to draw a graphic, we use a set of 

coordinate system that is inherent in the canvas, called physical coordinates. SPL allows 

programmers to draw with their own data as coordinate values, which requires the establishment of a 

logical coordinate system. 

 

We know that a rectangular coordinate system always has two axes: the horizontal axis and the 

vertical axis. As long as the axes are determined, the coordinate system is determined. SPL uses this 

method to establish the logical coordinate system. Let's look at the list of elements on the upper right 

of the element editing box. The first part is the axis. There are three types: 

 

We select the first numeric axis and look at its properties, focusing on these: 

   

The three properties on the left indicate that it is a horizontal axis and the value range is [-3,3] 

(the default value is not this, but this is a property that can be modified, including the above two 

checked items, which are checked by default). The actual position of the axis is defined on the right. 

Because there are only physical coordinates when defining the axis, its position can only be 

described by physical coordinates. These 0.1, 0.9 and 0.5 are the relative coordinates mentioned 

earlier (these are not the default values). 

Use the element editing interface to add an element to the code, use the property values in the 



 

175 

figure above, and use the default values for unlisted properties. Note that you should also name this 

axis (the first row of the property list), which is called x here. 

Similarly, add a vertical axis named y, set the range as [-3,3], and uncheck the two items above 

the range. The position of the axis is filled as 0.9, 0.1 and 0.5. Note that the position of the vertical 

axis should be filled in the property of the vertical axis in the lower half of the right figure, and the 

start is 0.9 and the end is 0.1, from large to small. In this way, the y axis can be made from bottom to 

top, which is in line with our habit. 

 

Add a draw() after the generated code: 

 A B 

1 =canvas()  

2 
=A1.plot("NumericAxis","name":"x","autoCalcValueRange":false,"autoRangeFromZero":false,"maxValu

e":3,"minValue":-3,"xEnd":0.9,"xPosition":0.5) 

3 
=A1.plot("NumericAxis","name":"y","location":2,"autoCalcValueRange":false,"autoRangeFromZero":fal

se,"maxValue":3,"minValue":-3,"yStart":0.9,"yEnd":0.1,"yPosition":0.5) 

4 =A1.draw(600,400)  

Execute it and take a look: 

 

Sure enough, two axes are drawn. You can set various properties of the axis to control whether 

the scale and arrow are displayed. 

 

Now let's draw with the coordinate system determined by these two axes, and continue to write 

code: 

 A B 

1 =canvas() =60.((~-1)*6*pi()/180) 

… … 

4 =B1.(2*cos(~)-cos(2*~)) =B1.(2*sin(~)-sin(2*~)) 

5 =A1.plot("Line","axis1":"x","data1":A4,"axis2":"y","data2":B4) 

6 =A1.draw(600,400) 

A5 uses these properties: 
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This indicates that the element drawn in A5 is positioned with two axes called x and y, and the 

coordinates of the dots to be drawn are in A4 and B4. 

We succeeded in drawing this: 

 

SPL graphics are mainly used to draw statistical charts for structured data. The default properties 

of these elements are not simple. For example, a dot will have different sizes to be seen clearly. 

Generally, the axis will have a scale, and there will be stripes by default when drawing the 

coordinate system. These can be adjusted by modifying properties, but after changing to non-default 

values, the parameters of the plot() function will be longer and inconvenient to be listed in the book, 

so we try to use the default properties, but it's a little strange to draw the function diagram. However, 

this does not affect the understanding of knowledge points. 

 

These axes defined by ourselves are called logical axes, while the original two axes of the canvas 

are called physical axes. When drawing an element, the drawing of the two axes means that the 

logical coordinate system established by these two axes will be used, and then we can use our more 

convenient values as coordinate values. If no logical axis is selected, it means that physical 

coordinates will be used, such as the graph at the beginning of this section. 

The essence of the logical axis is to map the familiar business values into the coordinate values of 

the physical axis. After the axis is defined, the business values are used in graphic drawing. The 

logical axis is responsible for finding the correct position. After modifying the mapping relationship 

between the logical axis and the physical axis, the graphic drawing code does not need to be changed, 

and the graphics will be drawn in another way. 

 

For example, we can move the y axis up a little, change its start and stop position to 0.5 and 0.1, 

and then try to let SPL automatically find the range of coordinate axis at the same time: 
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 A B 

1 … 

2 =A1.plot("NumericAxis","name":"x","autoRangeFromZero":false,"xEnd":0.9,"xPosition":0.5) 

3 
=A1.plot("NumericAxis","name":"y","location":2,"autoRangeFromZero":false,"yStart":0.5,"yPosition":0.

5) 

To let SPL automatically calculate the coordinate axis range, check the first of the two items 

above the value range and leave the second unchecked. The value range can be left blank. 

Now it's drawn like this. There is only graphic in the upper part of the canvas. 

 

SPL provides three kinds of logical axes: numeric axis, enumeration axis and date axis. This is 

divided by the data type of business data. The numeric axis is used when the business data is 

numeric, the enumeration axis is used when it is a sequence, and the date axis is used when it is a 

date type. 

In the previous finished graph, the enumeration axis is used, and the area values are in a sequence. 

At this time, we can ask SPL to draw a column at the position with the abscissa of East and the 

ordinate of 10. As for the specific position of East corresponding to the canvas, it is solved by the 

logical axis. When writing the drawing code, just care about its business significance. 

 

Let's try to redraw the previous column chart using the logical axis. 

 A B 

1 [10,20,40,30,50] [East,North,West,South,Center] 

2 =canvas() 

3 =A2.plot("EnumAxis","name":"area") 

4 =A2.plot("NumericAxis","name":"amount","location":2) 

5 =A2.plot("Column","axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

6 =A2.draw(600,400) 

A3 creates the enumeration axis as the horizontal axis, named area, and other properties use the 

default values; A4 uses a conventional numeric axis as the vertical axis, named amount, and also uses 

the default properties. Then A5 draws a graph in the logical coordinate system established by the two 

axes with the data of A1 and B1. 
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There is still a problem. Now that the order of these columns from left to right is the order of the 

data in B1. If we want to change the order, or if there are some regions that do not appear in the 

business data, but still want a position in the graph, do we have to modify the business data in B1? 

No, how to find the physical position should be the task of the axis, which has nothing to do with 

the business data. 

Change the code: 

 A B 

1 [10,20,40,30] [East,North,West,South] 

2 =canvas() [East,North,Center,West,South] 

3 =A2.plot("EnumAxis","name":"area","categories":B2) 

… … 

We deliberately fill in one less data of A1 and B1, but there is a complete region sequence in B2. 

When A3 establishes the enumeration axis, fill its "categories" property as B2, and draw it again: 

 

How to find the physical position is indeed the task of the axis, which has nothing to do with the 

data used for drawing. Only when the corresponding property of the axis is not filled in, SPL will 

automatically fill in one. 

 

To sum up, SPL realizes the transformation from business data to physical position through the 
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logical axis. If you understand this principle, the date axis is easy to understand (just converting the 

date into position). It is also easy to understand the properties of the logical axis element. For 

example, logarithmic and exponential transformation can also be done on the numeric axis. These 

contents no longer involve knowledge points, but specific syntax and editing schemes. Please refer 

to SPL documents when necessary. 

12.3 More coordinate systems 

We also saw a pie chart in the first section, but it seems too troublesome to describe the positions 

of these circles and sectors in the coordinate system. How was it drawn? 

In addition to the rectangular coordinate system, SPL also provides the polar coordinate system. 

The polar coordinate system also requires two axes (plane graphics always need two axes): polar 

axis and angular axis. In addition to selecting horizontal and vertical axes, polar and angular axes 

can also be selected for the location properties of axis element: 

   

Readers with polar coordinate system knowledge can easily understand the location properties of 

these two axis elements, which will not be repeated here. 

 

Change the previous column graph to polar coordinate system: 

 A B 

1 [10,20,40,30,50] [East,North,West,South,Center] 

2 =canvas() 

3 =A2.plot("EnumAxis","name":"area","location":3) 

4 =A2.plot("NumericAxis","name":"amount","location":4) 

5 =A2.plot("Column","axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

6 =A2.draw(600,400) 

Only the definition of the axis is modified, and the element statement in A5 is not changed at all. 

But it is drawn like this: 
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This is not what we want. But when you think about it carefully, SPL is right. It turns the 

horizontal axis and vertical axis into polar axis and angular axis. The position of the horizontal axis 

becomes the radius of the polar axis, while the value of the vertical axis becomes the angle of the 

angular axis. The column element has no problem in polar coordinate system. 

 

We need to stack these "columns" in one position. We find that the element does have this 

property, but after using it, it draws five whole circles, which are not stacked in one position. 

It turns out that the coordinate of the enumeration axis corresponds to a sequence composed of 

members of two sections. The former section is called category and the latter is called series. 

Stacking can only be between series. In fact, category and series are equivalent to two levels, but it is 

not easy to describe them with a two-layer sequence. It needs a table sequence with fields, which is 

troublesome, so SPL uses comma separated strings to describe this relationship. such as 

["USA,NY","USA,CA","USA,TX",…, 

"CHN,BJ","CHN,SH","CHN,TJ",…, 

…] 

It can describe a two-tier relationship. The same in the previous section is considered to be the 

same category. The series under different categories can be the same or different. 

In our current situation, we should regard these areas as series under one category, and there is 

only one category. 

Adjust the code: 

 A B 

1 [10,20,40,30,50] [East,North,West,South,Center] 

2 =canvas() =B1.(","+~) 

… … 

5 =A2.plot("Column","stackType":1,"axis1":"area","data1":B2,"axis2":"amount","data2":A1) 

6 =A2.draw(600,400) 

Percentage stacking shall be used in A5, which will ensure that the entire 360-degree angular axis 

is filled. At the same time, the data of the first axis should be changed to B2, preceded by a comma to 

turn the area list into a series (there is only one empty category). 

Now it's drawn like this, and it's a little familiar. The rest is to adjust the width of the "column", 



 

181 

and there is a lack of indication information. These can be realized step by step. 

 

 

However, it is still too troublesome. SPL directly provides a sector element, which will 

automatically convert category into series and stack: 

 A B 

… … 

5 =A2.plot("Sector","axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

6 =A2.draw(600,400) 

Use the default properties of the element to draw it, only the appearance is different from the 

previous graph. Just adjust the properties. 

 

 

You may have found that we do not define a logical coordinate system, but set two axes for the 

element each time. So, if we have three axes x, y1 and y2, can x and y1 fit into a logical coordinate 

system and x and y2 fit into another logical coordinate system? 

Yes. This is a biaxial graph. 
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 A B C 

1 [10,20,40,30,50] [4,2,3,4,9] [East,North,West,South,Center] 

2 =canvas() 

3 =A2.plot("EnumAxis","name":"area") 

4 =A2.plot("NumericAxis","name":"amount","location":2) 

5 =A2.plot("NumericAxis","name":"quantity","location":2,"yPosition":0.8) 

6 =A2.plot("Column","axis1":"area","data1":C1,"axis2":"amount","data2":A1) 

7 =A2.plot("Line","axis1":"area","data1":C1,"axis2":"quantity","data2":B1) 

8 =A2.draw(600,400) 

A4 and A5 define two vertical axes. A6 uses the coordinate system composed of A3 and A4, and A7 

uses the coordinate system composed of A3 and A5. The drawn biaxial graph: 

 

12.4 Legend 

We never explained how the colors of these columns and dots came from. Moreover, there are 

legends in the finished graph, but it has not appeared when we draw a graph by ourselves. How 

should it be drawn? 

 

The introduction of logical axis can realize the mapping from business data to physical position. 

We can draw a dot at the position of (East,40), and the logical axis will be responsible for finding the 

correct physical position. 

Similarly, the legend is also a mapping, which is responsible for mapping the business data into 

colors. Since we can draw a dot at (East,40), we should also be able to use the East color to draw a 

column. Whether to use red or blue when drawing on the graph is determined by the legend. Later, to 

change the mapping mode in the legend, we can get different graphics without changing the plot() 

statement itself. 

In this sense, the legend can also be regarded as some kind of axis, but it maps the business data 

to the color of the element, not the position. In fact, not only colors can be mapped, but colors are the 

most commonly used. If we want to obtain black-and-white graphics (such as for printing), it is easy 

to be confused to distinguish by color. At this time, we can use shape, linetype and other appearance 

properties to distinguish. The task of the legend is to map the business data to some appearance 
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property of the element. 

 

Let's try to control the color of the column by ourselves. First edit a legend, select the legend in 

the element list, give the legend a name (called manager here, which will be used later), and then find 

the arrow on the right of the following two properties in the property list and click: 

 

 

A list will appear in the right half of the editing dialog, in which you can fill in the following 

lines (click the color column to pop up another dialog box to select the color): 

 

You can see that the property list on the left has been filled in. Actually, it is OK to fill in directly 

on the left, but because the sequence members as properties should correspond one by one, it is easy 

to misplace if filling in directly, so use the list on the right to assist. 

Because color is very complex information, the edited plot() statement is very complex and long. 

 

Now let's use this legend: 

 A B C 

1 [10,20,40,30,50] [East,North,West,South,Center] [John,Alice,John,Mary,Alice] 

2 =canvas() 

3 

=A2.plot("Legend","name":"manager","legendText":["John","Alice","Mary"],"legendFillColor":[["ChartColor

",0,false,-65536,-5252872,0],["ChartColor",0,false,-16776961,-5252872,0],["ChartColor",0,false,-167119

36,-5252872,0]]) 

4 =A2.plot("EnumAxis","name":"area") 

5 =A2.plot("NumericAxis","name":"amount","location":2) 

6 =A2.plot("Column","fillColor":C1:"manager","axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

7 =A2.draw(600,400) 

A2 is the legend statement just edited. 

A sequence is added to the data to represent the manager in charge of each region. There may be 

multiple regions that are in charge by the same manager. Seeing the names, we know that we are 

going to use different colors to represent different managers. 
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When editing the A6 plot column statement, fill in the appearance property like this, use the value 

in sequence C1 as the color, and the legend name is manager. 

 

SPL will successively use the members of C1 to get the actual colors from the legend manager to 

draw the picture. 

 

At the same time, the legend is also drawn to the edge. Modifying the properties of the legend 

element can change its position. 

 

Let's go back to the question mentioned earlier. Why do a row of dots and columns automatically 

have different colors? 

If no definite color is selected during drawing, SPL will automatically set a default legend for the 

element. If there is an enumeration axis in the drawing, the color will correspond to the coordinates 

of this enumeration axis. The default legend is called Legend. We can draw it: 
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 A B 

1 [10,20,40,30,50] [East,North,West,South,Center] 

2 =canvas() =A2.plot("Legend") 

3 =A2.plot("EnumAxis","name":"area") 

4 =A2.plot("NumericAxis","name":"amount","location":2) 

5 =A2.plot("Column","axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

6 =A2.draw(600,400) 

 

 

Let's try other appearance properties and draw this graph with dots of different shapes. 

 A B C 

1 [10,20,40,30,50] [East,North,West,South,Center] [John,Alice,John,Mary,Alice] 

2 =canvas() 

3 
=A2.plot("Legend","name":"manager","legendText":["John","Alice","Mary"],"legendType":2,"legendFillCol

or":["ChartColor",0,false,-16777216,-5252872,0],"legendMarkerShape":[1,2,3]) 

4 =A2.plot("EnumAxis","name":"area") 

5 =A2.plot("NumericAxis","name":"amount","location":2) 

6 
=A2.plot("Dot","markerStyle":C1:"manager","lineColor":-16777216,"markerColor":["ChartColor",0,false,-1

6777216,-5252872,0],"radius1":0.2,"radius2":1,"axis1":"area","data1":B1,"axis2":"amount","data2":A1) 

7 =A2.draw(600,400) 

When defining the legend in A3, use the dot type, select different shapes as the rendering 

properties of the legend, and select the fill color as black, otherwise SPL will draw the legend in 

color by default. 

 

Use the dot element in A6 to correspond the shape to the legend, and increase the radius of the dot 

to see it more clearly (the unit of radius is determined by the logical axis of the horizontal axis and 

the vertical axis, and the distance between two adjacent members of the enumeration axis is 1), and 

the line color and fill color are set to black. 
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Draw a black-and-white graph without color: 
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Postscript 
This book uses 12 chapters to introduce the basic concepts and logic of programming from 

scratch, as well as the most commonly used structured data and its operations, including big data 

processing methods and statistical drawing. These contents cover all aspects of routine programming, 

and the knowledge reserve for daily data processing is enough. 

However, this book focuses on the content related to the conceptual knowledge points, and does 

not introduce the use methods of various functions and options in detail. If you want to make the 

data processing at work more convenient, you need to practice more, especially be familiar with 

various common library functions. 

Due to the lack of time, there are no exercises attached to this book. You can go to the 

"RaqForum" of Raqsoft company to consult materials. There are also rich exercises, course videos, 

reviews and comments and other materials. After this book, we will also write a set of routine sets 

for workplace data processing, classify and compile the common data problems encountered in daily 

work, and put them in RaqForum for reference, including table merging, splitting, extraction, 

summary, transformation and many other aspects. You are welcome to follow the progress. 

 

Although many daily tasks can be completed after learning this book, this book is only a 

foundation for professionals. However, with these foundations, it will be easier to learn other 

programming languages. In particular, the structured data operation introduced in this book is very 

comprehensive. After understanding these contents, it is very easy to learn SQL and engage in 

database application development. The computing power of SQL is only a subset of SPL. 

You can also continue to focus on SPL. 

SPL is not only a programming language for non-professionals, but also suitable for 

programmers to act as a computing engine in application software development. With the help of 

SPL, the application architecture and development efficiency will also be greatly improved. We will 

also sort out a set of application-oriented routines and put them in RaqForum, including 

non-database-source operations, cross database operations, simplified SQL and mathematical 

calculations. 

Moreover, SPL is also a professional big data computing language, which can write more concise 

code with far better performance than the traditional data warehouse (SQL is very weak in this 

aspect). This requires in-depth study of high-performance algorithms, which is not easy. RaqForum 

already has corresponding courses and many examples, and we will reorganize these materials into a 

book in the future. 
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